CSS:

* CSS stands for Cascading Style Sheet.
* CSS is used to design HTML tags.
* CSS is a widely used language on the web.
* HTML, CSS and JavaScript are used for web designing. It helps the web designers to apply style on HTML tags.

CSS Example:

<!DOCTYPE**>**

**<html>**

**<head>**

**<style>**

h1{

color:white;

background-color:red;

padding:5px;

}

p{

color:blue;

}

**</style>**

**</head>**

**<body>**

**<h1>**Write Your First CSS Example**</h1>**

**<p>**This is Paragraph.**</p>**

**</body>**

**</html>**

# **What is CSS**

CSS stands for Cascading Style Sheets. It is a style sheet language which is used to describe the look and formatting of a document written in markup language. It provides an additional feature to HTML. It is generally used with HTML to change the style of web pages and user interfaces. It can also be used with any kind of XML documents including plain XML, SVG and XUL.

CSS is used along with HTML and JavaScript in most websites to create user interfaces for web applications and user interfaces for many mobile applications.

## What does CSS do

* You can add new looks to your old HTML documents.
* You can completely change the look of your website with only a few changes in CSS code.

## Why use CSS

These are the three major benefits of CSS:

## 1) Solves a big problem

Before CSS, tags like font, color, background style, element alignments, border and size had to be repeated on every web page. This was a very long process. For example: If you are developing a large website where fonts and color information are added on every single page, it will be become a long and expensive process. CSS was created to solve this problem. It was a W3C recommendation.

## 2) Saves a lot of time

CSS style definitions are saved in external CSS files so it is possible to change the entire website by changing just one file.

## 3) Provide more attributes

CSS provides more detailed attributes than plain HTML to define the look and feel of the website.

# **CSS Syntax**

A CSS rule set contains a selector and a declaration block.

![CSS syntax](data:image/png;base64,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)

**Selector:** Selector indicates the HTML element you want to style. It could be any tag like <h1>, <title> etc.

**Declaration Block:** The declaration block can contain one or more declarations separated by a semicolon. For the above example, there are two declarations:

1. color: yellow;
2. font-size: 11 px;

Each declaration contains a property name and value, separated by a colon.

**Property:** A Property is a type of attribute of HTML element. It could be color, border etc.

**Value:** Values are assigned to CSS properties. In the above example, value "yellow" is assigned to color property.

Selector{Property1: value1; Property2: value2; ..........;}

# **CSS Selector**

**CSS selectors** are used to select the content you want to style. Selectors are the part of CSS rule set. CSS selectors select HTML elements according to its id, class, type, attribute etc.

There are several different types of selectors in CSS.

1. CSS Element Selector
2. CSS Id Selector
3. CSS Class Selector
4. CSS Universal Selector
5. CSS Group Selector

## 1) CSS Element Selector

The element selector selects the HTML element by name.

<!DOCTYPE html**>**

**<html>**

**<head>**

**<style>**

p{

    text-align: center;

    color: blue;

}

**</style>**

**</head>**

**<body>**

**<p>**This style will be applied on every paragraph.**</p>**

**<p** id="para1"**>**Me too!**</p>**

**<p>**And me!**</p>**

**</body>**

**</html>**

## 2) CSS Id Selector

The id selector selects the id attribute of an HTML element to select a specific element. An id is always unique within the page so it is chosen to select a single, unique element.

It is written with the hash character (#), followed by the id of the element.

Let?s take an example with the id "para1".

<!DOCTYPE html**>**

**<html>**

**<head>**

**<style>**

#para1{

    text-align: center;

    color: blue;

}

**</style>**

**</head>**

**<body>**

**<p>**This style will be applied on every paragraph.**</p>**

**<p** id="para1"**>**Me too!**</p>**

**<p>**And me!**</p>**

**</body>**

**</html>**

## 3) CSS Class Selector

The class selector selects HTML elements with a specific class attribute. It is used with a period character . (full stop symbol) followed by the class name.

#### **Note: A class name should not be started with a number.**

Let's take an example with a class "center".

<!DOCTYPE html**>**

**<html>**

**<head>**

**<style>**

para1{

    text-align: center;

    color: blue;

}

**</style>**

**</head>**

**<body>**

**<p>**This style will be applied on every paragraph.**</p>**

**<p** class="para1"**>**Me too!**</p>**

**<p>**And me!**</p>**

**</body>**

**</html>**

## CSS Class Selector for specific element

If you want to specify that only one specific HTML element should be affected then you should use the element name with class selector.

Let's see an example.

<!DOCTYPE html**>**

**<html>**

**<head>**

**<style>**

p.center {

    text-align: center;

    color: blue;

}

**</style>**

**</head>**

**<body>**

**<h1** class="center"**>**This heading is not affected**</h1>**

**<p** class="center"**>**This paragraph is blue and center-aligned.**</p>**

**</body>**

**</html>**

## 4) CSS Universal Selector

The universal selector is used as a wildcard character. It selects all the elements on the pages.

<!DOCTYPE html**>**

**<html>**

**<head>**

**<style>**

\* {

   color: green;

   font-size: 20px;

}

**</style>**

**</head>**

**<body>**

**<h2>**This is heading**</h2>**

**<p>**This style will be applied on every paragraph.**</p>**

**<p** id="para1"**>**Me too!**</p>**

**<p>**And me!**</p>**

**</body>**

**</html>**

## 5) CSS Group Selector

The grouping selector is used to select all the elements with the same style definitions.

Grouping selector is used to minimize the code. Commas are used to separate each selector in grouping.

Let's see the CSS code without group selector.

h1 {

    text-align: center;

    color: blue;

}

h2 {

    text-align: center;

    color: blue;

}

p {

    text-align: center;

    color: blue;

}

As you can see, you need to define CSS properties for all the elements. It can be grouped in following ways:

h1,h2,p {

    text-align: center;

    color: blue;

}

Let's see the full example of CSS group selector.

<!DOCTYPE html**>**

**<html>**

**<head>**

**<style>**

h1, h2, p {

    text-align: center;

    color: blue;

}

**</style>**

**</head>**

**<body>**

**<h1>**Hello iHub.com**</h1>**

**<h2>**Hello iHub.com (In smaller font)**</h2>**

**<p>**This is a paragraph.**</p>**

**</body>**

**</html>**

# **How to add CSS**

CSS is added to HTML pages to format the document according to information in the style sheet. There are three ways to insert CSS in HTML documents.

1. Inline CSS
2. Internal CSS
3. External CSS

## 1) Inline CSS

Inline CSS is used to apply CSS on a single line or element.

For example:

**<p** style="color:blue"**>**Hello CSS**</p>**

## 2) Internal CSS

Internal CSS is used to apply CSS on a single document or page. It can affect all the elements of the page. It is written inside the style tag within head section of html.

For example:

**<style>**

p{color:blue}

**</style>**

## 3) External CSS

External CSS is used to apply CSS on multiple pages or all pages. Here, we write all the CSS code in a css file. Its extension must be .css for example style.css.

For example:

p{color:blue}

You need to link this style.css file to your html pages like this:

**<link** rel="stylesheet" type="text/css" href="style.css"**>**

The link tag must be used inside head section of html.

# **Inline CSS**

We can apply CSS in a single element by inline CSS technique.

The inline CSS is also a method to insert style sheets in HTML document. This method mitigates some advantages of style sheets so it is advised to use this method sparingly.

If you want to use inline CSS, you should use the style attribute to the relevant tag.

Syntax:

**<htmltag** style="cssproperty1:value; cssproperty2:value;"**>** **</htmltag>**

Example:

**<h2** style="color:red;margin-left:40px;"**>**Inline CSS is applied on this heading.**</h2>**

**<p>**This paragraph is not affected.**</p>**

## Disadvantages of Inline CSS

* You cannot use quotations within inline CSS. If you use quotations the browser will interpret this as an end of your style value.
* These styles cannot be reused anywhere else.
* These styles are tough to be edited because they are not stored at a single place.
* It is not possible to style pseudo-codes and pseudo-classes with inline CSS.
* Inline CSS does not provide browser cache advantages.

# **Internal CSS**

The internal style sheet is used to add a unique style for a single document. It is defined in <head> section of the HTML page inside the <style> tag.

Example:

<!DOCTYPE html**>**

**<html>**

**<head>**

**<style>**

body {

    background-color: linen;

}

h1 {

    color: red;

    margin-left: 80px;

}

**</style>**

**</head>**

**<body>**

**<h1>**The internal style sheet is applied on this heading.**</h1>**

**<p>**This paragraph will not be affected.**</p>**

**</body>**

**</html>**

# **External CSS**

The external style sheet is generally used when you want to make changes on multiple pages. It is ideal for this condition because it facilitates you to change the look of the entire web site by changing just one file.

It uses the <link> tag on every pages and the <link> tag should be put inside the head section.

Example:

**<head>**

**<link** rel="stylesheet" type="text/css" href="mystyle.css"**>**

**</head>**

The external style sheet may be written in any text editor but must be saved with a .css extension. This file should not contain HTML elements.

Let's take an example of a style sheet file named "mystyle.css".

*File: mystyle.css*

body {

    background-color: lightblue;

}

h1 {

    color: navy;

    margin-left: 20px;

}

Note: You should not use a space between the property value and the unit. For example: It should be margin-left:20px not margin-left:20 px.

# **CSS Comments**

CSS comments are generally written to explain your code. It is very helpful for the users who reads your code so that they can easily understand the code.

Comments are ignored by browsers.

Comments are single or multiple lines statement and written within /\*............\*/ .

# CSS Properties

# **CSS Background**

CSS background property is used to define the background effects on element. There are 5 CSS background properties that affects the HTML elements:

1. background-color
2. background-image
3. background-repeat
4. background-attachment
5. background-position

## 1) CSS background-color

The background-color property is used to specify the background color of the element.

You can set the background color like this:

<!DOCTYPE html**>**

**<html>**

**<head>**

**<style>**

h2,p{

    background-color: #b0d4de;

}

**</style>**

**</head>**

**<body>**

**<h2>**My first CSS page.**</h2>**

**<p>**Hello iHub. This is an example of CSS background-color.**</p>**

**</body>**

**</html>**

## 2) CSS background-image

The background-image property is used to set an image as a background of an element. By default the image covers the entire element. You can set the background image for a page like this

**<html>**

**<head>**

**<style>**

body {

background-image: url("paper1.gif");

margin-left:100px;

}

**</style>**

**</head>**

**<body>**

**<h1>**Hello iHub.com**</h1>**

**</body>**

**</html>**

**Note**: The background image should be chosen according to text color. The bad combination of text and background image may be a cause of poor designed and not readable webpage.

## 3) CSS background-repeat

By default, the background-image property repeats the background image horizontally and vertically. Some images are repeated only horizontally or vertically.

The background looks better if the image repeated horizontally only.

**background-repeat: repeat-x;**

<!DOCTYPE html**>**

**<html>**

**<head>**

**<style>**

body {

    background-image: url("gradient\_bg.png");

    background-repeat: repeat-x;

}

**</style>**

**</head>**

**<body>**

**<h1>**Hello iHub.com**</h1>**

**</body>**

**</html>**

**background-repeat: repeat-y;**

<!DOCTYPE html**>**

**<html>**

**<head>**

**<style>**

body {

    background-image: url("gradient\_bg.png");

    background-repeat: repeat-y;

}

**</style>**

**</head>**

**<body>**

**<h1>**Hello iHub.com**</h1>**

**</body>**

**</html>**

## 4) CSS background-attachment

The background-attachment property is used to specify if the background image is fixed or scroll with the rest of the page in browser window. If you set fixed the background image then the image will not move during scrolling in the browser. Let’s take an example with fixed background image.

<!DOCTYPE html>

<html>

<head>

<style>

body {

background: white url('bbb.gif');

background-repeat: no-repeat;

background-attachment: fixed;

margin-left:200px;

}

</style>

</head>

<body>

<p>This is a fixed background-image. Scroll down the page.</p>

<p>This is a fixed background-image. Scroll down the page.</p>

<p>This is a fixed background-image. Scroll down the page.</p>

<p>This is a fixed background-image. Scroll down the page.</p>

<p>This is a fixed background-image. Scroll down the page.</p>

<p>This is a fixed background-image. Scroll down the page.</p>

<p>This is a fixed background-image. Scroll down the page.</p>

<p>This is a fixed background-image. Scroll down the page.</p>

<p>This is a fixed background-image. Scroll down the page.</p>

<p>This is a fixed background-image. Scroll down the page.</p>

<p>This is a fixed background-image. Scroll down the page.</p>

<p>This is a fixed background-image. Scroll down the page.</p>

<p>This is a fixed background-image. Scroll down the page.</p>

<p>This is a fixed background-image. Scroll down the page.</p>

<p>This is a fixed background-image. Scroll down the page.</p>

<p>This is a fixed background-image. Scroll down the page.</p>

<p>This is a fixed background-image. Scroll down the page.</p>

<p>This is a fixed background-image. Scroll down the page.</p>

<p>If you do not see any scrollbars, Resize the browser window.</p>

</body>

</html>

## 5) CSS background-position

The background-position property is used to define the initial position of the background image. By default, the background image is placed on the top-left of the webpage.

You can set the following positions:

1. center
2. top
3. bottom
4. left
5. right

<!DOCTYPE html>

<html>

<head>

<style>

body {

background: white url('good-morning.jpg');

background-repeat: no-repeat;

background-attachment: fixed;

background-position: center;

}

</style>

</head>

<body>

<p>This is a fixed background-image. Scroll down the page.</p>

<p>This is a fixed background-image. Scroll down the page.</p>

<p>This is a fixed background-image. Scroll down the page.</p>

<p>This is a fixed background-image. Scroll down the page.</p>

<p>This is a fixed background-image. Scroll down the page.</p>

<p>This is a fixed background-image. Scroll down the page.</p>

<p>This is a fixed background-image. Scroll down the page.</p>

<p>This is a fixed background-image. Scroll down the page.</p>

<p>This is a fixed background-image. Scroll down the page.</p>

<p>This is a fixed background-image. Scroll down the page.</p>

<p>This is a fixed background-image. Scroll down the page.</p>

<p>This is a fixed background-image. Scroll down the page.</p>

<p>This is a fixed background-image. Scroll down the page.</p>

<p>This is a fixed background-image. Scroll down the page.</p>

<p>This is a fixed background-image. Scroll down the page.</p>

<p>This is a fixed background-image. Scroll down the page.</p>

<p>This is a fixed background-image. Scroll down the page.</p>

<p>This is a fixed background-image. Scroll down the page.</p>

<p>If you do not see any scrollbars, Resize the browser window.</p>

</body>

</html>

# **CSS Border**

The CSS border is a shorthand property used to set the border on an element.

The [CSS](https://www.javatpoint.com/css-tutorial) border properties are used to specify the style, color and size of the border of an element. The CSS border properties are given below

* border-style
* border-color
* border-width
* border-radius

1) CSS border-style

* The Border style property is used to specify the border type which you want to display on the web page.
* There are some border style values which are used with border-style property to define a border.

|  |  |
| --- | --- |
| **Value** | **Description** |
| none | It doesn't define any border. |
| dotted | It is used to define a dotted border. |
| dashed | It is used to define a dashed border. |
| solid | It is used to define a solid border. |
| double | It defines two borders with the same border-width value. |
| groove | It defines a 3d grooved border. Effect is generated according to border-color value. |
| ridge | It defines a 3d ridged border. Effect is generated according to border-color value. |
| inset | It defines a 3d inset border. Effect is generated according to border-color value. |
| outset | It defines a 3d outset border. Effect is generated according to border-color value. |

<!DOCTYPE html**>**

**<html>**

**<head>**

**<style>**

p.none {border-style: none;}

p.dotted {border-style: dotted;}

p.dashed {border-style: dashed;}

p.solid {border-style: solid;}

p.double {border-style: double;}

p.groove {border-style: groove;}

p.ridge {border-style: ridge;}

p.inset {border-style: inset;}

p.outset {border-style: outset;}

p.hidden {border-style: hidden;}

**</style>**

**</head>**

**<body>**

**<p** class="none"**>**No border.**</p>**

**<p** class="dotted"**>**A dotted border.**</p>**

**<p** class="dashed"**>**A dashed border.**</p>**

**<p** class="solid"**>**A solid border.**</p>**

**<p** class="double"**>**A double border.**</p>**

**<p** class="groove"**>**A groove border.**</p>**

**<p** class="ridge"**>**A ridge border.**</p>**

**<p** class="inset"**>**An inset border.**</p>**

**<p** class="outset"**>**An outset border.**</p>**

**<p** class="hidden"**>**A hidden border.**</p>**

**</body>**

**</html>**

## 2) CSS border-width

The border-width property is used to set the border's width. It is set in pixels. You can also use the one of the three pre-defined values, thin, medium or thick to set the width of the border.

#### **Note: The border-width property is not used alone. It is always used with other border properties like "border-style" property to set the border first otherwise it will not work.**

<!DOCTYPE html**>**

**<html>**

**<head>**

**<style>**

p.one {

    border-style: solid;

    border-width: 5px;

}

p.two {

    border-style: solid;

    border-width: medium;

}

p.three {

    border-style: solid;

    border-width: 1px;

}

**</style>**

**</head>**

**<body>**

**<p** class="one"**>**Write your text here.**</p>**

**<p** class="two"**>**Write your text here.**</p>**

**<p** class="three"**>**Write your text here.**</p>**

**</body>**

**</html>**

## 3) CSS border-color

There are three methods to set the color of the border.

* Name: It specifies the color name. For example: "red".
* RGB: It specifies the RGB value of the color. For example: "rgb(255,0,0)".
* Hex: It specifies the hex value of the color. For example: "#ff0000".

There is also a border color named "transparent". If the border color is not set it is inherited from the color property of the element.

#### **Note: The border-color property is not used alone. It is always used with other border properties like "border-style" property to set the border first otherwise it will not work.**

<!DOCTYPE html**>**

**<html>**

**<head>**

**<style>**

p.one {

    border-style: solid;

    border-color: red;

}

p.two {

    border-style: solid;

    border-color: #98bf21;

}

**</style>**

**</head>**

**<body>**

**<p** class="one"**>**This is a solid red border**</p>**

**<p** class="two"**>**This is a solid green border**</p>**

**</body>**

**</html>**

# **CSS border-radius property**

This CSS property sets the rounded borders and provides the rounded corners around an element, tags, or div. It defines the radius of the corners of an element.

It is shorthand for **border top-left-radius, border-top-right-radius, border-bottom-right-radius** and **border-bottom-left-radius**. It gives the rounded shape to the corners of the border of an element. We can specify the border for all four corners of the box in a single declaration using the border-radius. The values of this property can be defined in percentage or length units.

This CSS property includes the properties that are tabulated as follows:

|  |  |
| --- | --- |
| **Property** | **Description** |
| **border-top-left-radius** | It is used to set the border-radius for the top-left corner |
| **border-top-right-radius** | It is used to set the border-radius for the top-right corner |
| **border-bottom-right-radius** | It is used to set the border-radius for the bottom-right corner |
| **border-bottom-left-radius** | It is used to set the border-radius for the bottom-left corner |

If the bottom-left value is omitted, then it will be same as the top-right. If the value of bottom-right is eliminated, then it will be same as the top-left. Similarly, if top-right is eliminated, then it will be the same as top-left.

Let's see what happens when we provide a single value, two values, three values, and four values to this property.

* If we provide a single value **(**such as **border-radius: 30px;)** to this property, it will set all corners to the same value.
* When we specify two values **(**such as **border-radius: 20% 10% ;)**, then the first value will be used for the top-left and bottom-right corners, and the second value will be used for the top-right and bottom-left corners.
* When we use three values **(**such as **border-radius: 10% 30% 20%;)** then the first value will be used for the top-left corner, the second value will be applied on top-right, and bottom-left corners and the third value will be applied to the bottom-right corner.
* Similarly, when this property has four values **(border-radius: 10% 30% 20% 40%;)** then the first value will be the radius of top-left, the second value will be used for the top-right, the third value will be applied on bottom-right, and the fourth value is used for bottom-left.

### **Syntax**

1. border-radius: 1-4 length | %  / 1-4 length | % | inherit | initial;

### **Property values**

**length:** It defines the shape of the corners. It denotes the size of the radius using length values. Its default value is 0. It does not allow negative values.

**percentage:** It denotes the size of the radius in percentage. It also does not allow negative values.

### **Example**

<!DOCTYPE html**>**

**<html>**

**<head>**

**<title>** CSS border-radius **</title>**

**<style>**

div {

padding: 50px;

margin: 20px;

border: 6px ridge red;

width: 300px;

float: left;

height: 150px;

}

p{

font-size: 25px;

}

#one {

border-radius: 90px;

background: lightgreen;

}

#two {

border-radius: 25% 10%;

background: orange;

}

#three {

border-radius: 35px 10em 10%;

background: cyan;

}

#four {

border-radius: 50px 50% 50cm 50em;

background: lightblue;

}

**</style>**

**</head**

**<body>**

**<div** id = "one"**>**

**<h2>** Welcome to the iHub.com **</h2>**

**<p>** border-radius: 90px; **</p>**

**</div>**

**<div** id = "two"**>**

**<h2>** Welcome to the iHub.com **</h2>**

**<p>** border-radius: 25% 10%; **</p>**

**</div>**

**<div** id = "three"**>**

**<h2>** Welcome to the iHub.com **</h2>**

**<p>** border-radius: 35px 10em 10%; **</p>**

**</div>**

**<div** id = "four"**>**

**<h2>**Welcome to the iHub.com**</h2>**

**<p>**border-radius: 50px 50% 50cm 50em;**</p>**

**</div>**

**</body>**

**</html>**

Now, let's see the **border-radius** for specific corners.

### **Example- border-top-left-radius**

It sets the border radius for the top-left corner.

<!DOCTYPE html**>**

**<html>**

**<head>**

**<title>** CSS border-radius **</title>**

**<style>**

#left {

border-top-left-radius: 250px;

background: lightgreen;

padding: 50px;

border: 6px ridge red;

width: 300px;

height: 200px;

font-size: 25px;

}

**</style>**

**</head>**

**<body>**

**<center>**

**<div** id = "left"**>**

**<h2>**Welcome to the iHub.com**</h2>**

**<p>**border-top-left-radius: 250px;**</p>**

**</div>**

**</center>**

**</body>**

**</html>**

### **Example- border-top-right-radius**

It sets the border-radius for the top-right corner.

<!DOCTYPE html**>**

**<html>**

**<head>**

**<style>**

#left {

border-top-right-radius: 50%;

background: lightgreen;

padding: 50px;

border: 6px ridge red;

width: 300px;

height: 200px;

font-size: 25px;

}

**</style>**

**</head>**

**<body>**

**<center>**

**<div** id = "left"**>**

**<h2>**Welcome to the iHub.com**</h2>**

**<p>**border-top-right-radius: 50%;**</p>**

**</div>**

**</center>**

**</body>**

**</html>**

### **Assignment**: Try in the similar way for “**border-bottom-right-radius”** and “**border-bottom-left-radius**”

We can specify separate **horizontal** and **vertical** values by using the slash (/) symbol. The values before the slash (/) is used for the horizontal radius and the values after the slash (/) are for the vertical radius.

There is an example given below using the slash (/) symbol.

<!DOCTYPE html**>**

**<html>**

**<head>**

**<style>**

div{

padding: 50px;

border: 6px ridge red;

width: 300px;

margin: 20px;

font-weight: bold;

height: 175px;

float: left;

font-size: 25px;

}

#one {

border-radius: 10% / 50%;

background: lightgreen;

}

#two {

border-radius: 120px / 100px 10px;

background: lightblue;

}

#three {

border-radius: 50% 10em / 10% 20em;

background: lightpink;

}

#four {

border-radius: 100px 10em 120px / 30%;

background: cyan;

}

**</style>**

**</head>**

**<body>**

**<center>**

**<div** id = "one"**>**

**<h2>**Welcome to the iHub.com**</h2>**

**<p>**border-radius: 10% / 50%; **</p>**

**</div>**

**<div** id = "two"**>**

**<h2>**Welcome to the iHub.com**</h2>**

**<p>**border-radius: 120px / 100px 10px; **</p>**

**</div>**

**<div** id = "three"**>**

**<h2>**Welcome to the iHub.com**</h2>**

**<p>**border-radius: 50% 10em / 10% 20em; **</p>**

**</div>**

**<div** id = "four"**>**

**<h2>**Welcome to the iHub.com**</h2>**

**<p>**border-radius: 100px 10em 120px / 30%; **</p>**

**</div>**

**</center>**

**</body>**

**</html>**

# **CSS border-collapse property**

This CSS property is used to set the border of the table cells and specifies whether the table cells share the separate or common border.

This property has two main values that are **separate** and **collapse**. When it is set to the value **separate**, the distance between the cells can be defined using the **border-spacing** property. When the **border-collapse** is set to the value **collapse**, then the **inset** value of **border-style** property behaves like **groove**, and the **outset** value behaves like **ridge**.

### **Syntax**

1. border-collapse: separate | collapse | initial | inherit;

The values of this CSS property are defined as follows.

### **Property Values**

**separate:** It is the default value that separates the border of the table cell. Using this value, each cell will display its own border.

**collapse:** This value is used to collapse the borders into a single border. Using this, two adjacent table cells will share a border. When this value is applied, the **border-spacing** property does not affect.

**initial:** It sets the property to its default value.

**inherit:** It inherits the property from its parent element.

Now, let's understand this CSS property by using some examples. In the first example, we are using the **separate** value of the **border-collapse** property. In the second example, we are using the **collapse** value of the **border-collapse** property.

### **Example - Using separate value**

With this value, we can use the **border-spacing** property to set the distance between the adjacent table cells.

<!DOCTYPE html**>**

**<html>**

**<head>**

**<title>** border-collapse property **</title>**

**<style>**

table{

border: 2px solid blue;

text-align: center;

font-size: 20px;

width: 80%;

height: 50%;

}

th{

border: 5px solid red;

background-color: yellow;

}

td{

border: 5px solid violet;

background-color: cyan;

}

#t1 {

border-collapse: separate;

}

**</style>**

**</head>**

**<body>**

**<h1>** The border-collapse Property **</h1>**

**<h2>** border-collapse: separate; **</h2>**

**<table** id = "t1"**>**

**<tr>**

**<th>** First\_Name **</th>**

**<th>** Last\_Name **</th>**

**<th>** Subject **</th>**

**<th>** Marks **</th>**

**</tr>**

**<tr>**

**<td>** James **</td>**

**<td>** Gosling **</td>**

**<td>** Maths **</td>**

**<td>** 92 **</td>**

**</tr>**

**<tr>**

**<td>** Alan **</td>**

**<td>** Rickman **</td>**

**<td>** Maths **</td>**

**<td>** 89 **</td>**

**</tr>**

**<tr>**

**<td>** Sam **</td>**

**<td>** Mendes **</td>**

**<td>** Maths **</td>**

**<td>** 82 **</td>**

**</tr>**

**</table>**

**</body>**

**</html>**

# **CSS border-spacing property**

This CSS property is used to set the distance between the borders of the adjacent cells in the table. It applies only when the **border-collapse** property is set to **separate**. There will not be any space between the borders if the [**border-collapse**](https://www.javatpoint.com/css-border-collapse-property) is set to **collapse**.

It can be defined as one or two values for determining the vertical and horizontal spacing.

* When only one value is specified, then it sets both horizontal and vertical spacing.
* When we use the two-value syntax, then the first one is used to set the horizontal spacing (i.e., the space between the adjacent columns), and the second value sets the vertical spacing (i.e., the space between the adjacent rows).

### **Syntax**

1. border-spacing: length | initial | inherit;

### **Property Values**

The values of this CSS property are defined as follows.

**length:** This value sets the distance between the borders of the adjacent table cells in px, cm, pt, etc. Negative values are not allowed.

**initial:** It sets the property to its default value.

**inherit:** It inherits the property from its parent element.

Let's understand this CSS property by using some examples. In the first example, we are using the single value of the **border-spacing** property, and in the second example, we are using two values of the **border-spacing** property.

### **Example**

Here, we are using the single value of the **border-spacing** property. The **border-collapse** property is set to **separate**, and the value of the **border-spacing** is set to **45px**.

<!DOCTYPE html**>**

**<html>**

**<head>**

**<title>** border-spacing property **</title>**

**<style>**

table{

border: 2px solid blue;

text-align: center;

font-size: 20px;

background-color: lightgreen;

}

th{

border: 5px solid red;

background-color: yellow;

}

td{

border: 5px solid violet;

background-color: cyan;

}

#space{

border-collapse: separate;

border-spacing: 45px;

}

**</style>**

**</head>**

**<body>**

**<h1>** The border-spacing Property **</h1>**

**<h2>** border-spacing: 45px; **</h2>**

**<table** id = "space"**>**

**<tr>**

**<th>** First\_Name **</th>**

**<th>** Last\_Name **</th>**

**<th>** Subject **</th>**

**<th>** Marks **</th>**

**</tr>**

**<tr>**

**<td>** James **</td>**

**<td>** Gosling **</td>**

**<td>** Maths **</td>**

**<td>** 92 **</td>**

**</tr>**

**<tr>**

**<td>** Alan **</td>**

**<td>** Rickman **</td>**

**<td>** Maths **</td>**

**<td>** 89 **</td>**

**</tr>**

**<tr>**

**<td>** Sam **</td>**

**<td>** Mendes **</td>**

**<td>** Maths **</td>**

**<td>** 82 **</td>**

**</tr>**

**</table>**

**</body>**

**</html>**

### **Example**

Here, we are using two values of the **border-spacing** property. The **border-collapse** property is set to **separate**, and the value of the **border-spacing** is set to **20pt 1em**. The first value, i.e., **20pt** sets the horizontal spacing, and the value **1em** set the vertical spacing.

# **CSS Display**

CSS display is the most important property of CSS which is used to control the layout of the element. It specifies how the element is displayed.

Every element has a default display value according to its nature. Every element on the webpage is a rectangular box and the CSS property defines the behavior of that rectangular box.

## CSS Display default properties

|  |  |
| --- | --- |
| default value | inline |
| inherited | no |
| animation supporting | no |
| version | css1 |
| javascript syntax | object.style.display="none" |

## Syntax

1. display:value;

## CSS display values

There are following CSS display values which are commonly used.

1. display: inline;
2. display: inline-block;
3. display: block;
4. display: run-in;
5. display: none;

## 1) CSS display inline

The inline element takes the required width only. It doesn't force the line break so the flow of text doesn't break in inline example.

The inline elements are:

* <span>
* <a>
* <em>
* <b> etc.

Let's see an example of CSS display inline.

<!DOCTYPE html>

<html>

<head>

<style>

p {

display: inline;

}

</style>

</head>

<body>

<p>Hello IHub.com</p>

<p>Java Tutorial.</p>

<p>SQL Tutorial.</p>

<p>HTML Tutorial.</p>

<p>CSS Tutorial.</p>

</body>

</html>

## 2) CSS display inline-block

The CSS display inline-block element is very similar to inline element but the difference is that you are able to set the width and height.

p {

display: inline-block;

}

## 3) CSS display block

The CSS display block element takes as much as horizontal space as they can. Means the block element takes the full available width. They make a line break before and after them.

p {

display: block;

}

## 4) CSS display run-in

This property doesn't work in Mozilla Firefox. These elements don't produce a specific box by themselves.

* If the run-in box contains a bock box, it will be same as block.
* If the block box follows the run-in box, the run-in box becomes the first inline box of the block box.
* If the inline box follows the run-in box, the run-in box becomes a block box.

p {

display: run-in;

}

## 5) CSS display none

The "none" value totally removes the element from the page. It will not take any space.

<style>

h1.hidden {

display: none;

}

</style>

Other CSS display values

|  |  |
| --- | --- |
| **Property-value** | **Description** |
| flex | It is used to display an element as an block-level flex container. It is new in css3. |
| inline-flex | It is used to display an element as an inline-level flex container. It is new in css3. |
| inline-table | It displays an element as an inline-level table. |
| list-Item | It makes the element behave like a <li> element. |
| table | It makes the element behave like a <table> element. |
| table-caption | It makes the element behave like a <caption> element. |
| table-column-group | It makes the element behave like a <colgroup> element. |
| table-header-group | It makes the element behave like a <thead> element. |
| table-footer-group | It makes the element behave like a <tfoot> element. |
| table-row-group | It makes the element behave like a <tbody> element. |
| table-cell | It makes the element behave like a <td> element. |
| table-row | It makes the element behave like a <tr> element. |
| table-column | It makes the element behave like a <col> element. |

# **CSS Cursor**

It is used to define the type of mouse cursor when the mouse pointer is on the element. It allows us to specify the cursor type, which will be displayed to the user. When a user hovers on the link, then by default, the cursor transforms into the hand from a pointer.

Let's understand the property values of the cursor.

|  |  |
| --- | --- |
| **Values** | **Usage** |
| **alias** | It is used to display the indication of the cursor of something that is to be created. |
| **auto** | It is the default property in which the browser sets the cursor. |
| **all-scroll** | It indicates the scrolling. |
| **col-resize** | Using it, the cursor will represent that the column can be horizontally resized. |
| **cell** | The cursor will represent that a cell or the collection of cells is selected. |
| **context-menu** | It indicates the availability of the context menu. |
| **default** | It indicates an arrow, which is the default cursor. |
| **copy** | It is used to indicate that something is copied. |
| **crosshair** | In it, the cursor changes to the crosshair or the plus sign. |
| **e-resize** | It represents the east direction and indicates that the edge of the box is to be shifted towards right. |
| **ew-resize** | It represents the east/west direction and indicates a bidirectional resize cursor. |
| **n-resize** | It represents the north direction that indicates that the edge of the box is to be shifted to up. |
| **ne-resize** | It represents the north/east direction and indicates that the edge of the box is to be shifted towards up and right. |
| **move** | It indicates that something is to be shifted. |
| **help** | It is in the form of a question mark or ballon, which represents that help is available. |
| **None** | It is used to indicate that no cursor is rendered for the element. |
| **No-drop** | It is used to represent that the dragged item cannot be dropped here. |
| **s-resize** | It indicates an edge box is to be moved down. It indicates the south direction. |
| **Row-resize** | It is used to indicate that the row can be vertically resized. |
| **Se-resize** | It represents the south/east direction, which indicates that an edge box is to be moved down and right. |
| **Sw-resize** | It represents south/west direction and indicates that an edge of the box is to be shifted towards down and left. |
| **Wait** | It represents an hourglass. |
| **<url>** | It indicates the source of the cursor image file. |
| **w-resize** | It indicates the west direction and represents that the edge of the box is to be shifted left. |
| **Zoom-in** | It is used to indicate that something can be zoomed in. |
| **Zoom-out** | It is used to indicate that something can be zoomed out. |

The illustration of using the above values of cursor property is given below:

**Example**

<html>

<head></head>

<style>

body{

background-color: lightblue;

color:green;

text-align: center;

font-size: 20px;

}

</style>

<body>

<p>Move your mouse over the below words for the cursor change.</p>

<div style = "cursor:alias">alias Value</div>

<div style = "cursor:auto">auto Value</div>

<div style = "cursor:all-scroll">all-scroll value</div>

<div style = "cursor:col-resize">col-resize value</div>

<div style = "cursor:crosshair">Crosshair</div>

<div style = "cursor:default">Default value</div>

<div style = "cursor:copy">copy value</div>

<div style = "cursor:pointer">Pointer</div>

<div style = "cursor:move">Move</div>

<div style = "cursor:e-resize">e-resize</div>

<div style = "cursor:ew-resize">ew-resize</div>

<div style = "cursor:ne-resize">ne-resize</div>

<div style = "cursor:nw-resize">nw-resize</div>

<div style = "cursor:n-resize">n-resize</div>

<div style = "cursor:se-resize">se-resize</div>

<div style = "cursor:sw-resize">sw-resize</div>

<div style = "cursor:s-resize">s-resize</div>

<div style = "cursor:w-resize">w-resize</div>

<div style = "cursor:text">text</div>

<div style = "cursor:wait">wait</div>

<div style = "cursor:help">help</div>

<div style = "cursor:progress">Progress</div>

<div style = "cursor:no-drop">no-drop</div>

<div style = "cursor:not-allowed">not-allowed</div>

<div style = "cursor:vertical-text">vertical-text</div>

<div style = "cursor:zoom-in">Zoom-in</div>

<div style = "cursor:zoom-out">Zoom-out</div>

</body></html>

# **CSS Buttons**

In HTML, we use the button tag to create a button, but by using CSS properties, we can style the buttons. Buttons help us to create user interaction and event processing. They are one of the widely used elements of web pages.

During the form submission, to view or to get some information, we generally use buttons.

Let's see the basic styling in buttons.

## Basic styling in Buttons

There are multiple properties available that are used to style the button element. Let's discuss them one by one.

## background-color

As we have discussed earlier, this property is used for setting the background color of the button element.

**Syntax**

element {

    // background-color style

}

**Example**

<!DOCTYPE html>

<html>

<head>

<title> button background Color </title>

<style>

body{

text-align: center;

}

button {

color:lightgoldenrodyellow;

font-size: 30px;

}

.b1 {

background-color: red;

}

.b2 {

background-color: blue;

}

.b3 {

background-color: violet;

}

</style>

</head>

<body>

<h1>The background-color property.</h1>

<button class="b1">Red color button</button>

<button class="b2">Blue color button</button>

<button class="b3">Violet color button</button>

</body>

</html>

## border

It is used to set the border of the button. It is the shorthand property for **border-width, border-color,** and **border-style**.

**Syntax**

element {

    // border style

}

**Example**

<!DOCTYPE html**>**

**<html>**

**<head>**

**<title>**

         button background Color

**</title>**

**<style>**

     body{

        text-align: center;

     }

         button {

            color:lightgoldenrodyellow;

             font-size: 30px;

         }

         .b1 {

             background-color: red;

             border:none;

         }

         .b2 {

             background-color: blue;

             border:5px brown solid;

         }

         .b3 {

            background-color: yellow;

             color:black;

             border:5px red groove;

         }

         .b4{

           background-color:orange;

            border: 5px red dashed;

         }

         .b5{

            background-color: gray;

            border: 5px black dotted;

         }

         .b6{

           background-color: lightblue;

            border:5px blue double;

        }

**</style>**

**</head>**

**<body>**

**<h1>**The border property**</h1>**

**<button** class="b1"**>**none**</button>**

**<button** class="b2"**>**solid**</button>**

**<button** class="b3"**>**groove**</button>**

**<button** class="b4"**>**dashed**</button>**

**<button** class="b5"**>**dotted**</button>**

**<button** class="b6"**>**double**</button>**

**</body>**

**</html>**

## border-radius

It is used to make the rounded corners of the button. It sets the border radius of the button.

**Syntax**

element {

    // border-radius property

}

**Example**

<!DOCTYPE html>

<html>

<head>

<title>

button background Color

</title>

<style>

body{

text-align: center;

}

button {

color:lightgoldenrodyellow;

font-size: 30px;

}

.b1 {

background-color: red;

border:none;

}

.b2 {

background-color: blue;

border:5px brown solid;

border-radius: 7px;

}

.b3 {

background-color: yellow;

color:black;

border:5px red groove;

border-radius: 10px;

}

.b4{

background-color:orange;

border: 5px red dashed;

border-radius: 20px;

}

.b5{

background-color: gray;

border: 5px black dotted;

border-radius: 30px;

}

.b6{

background-color: lightblue;

border:5px blue double;

border-radius: 25px;

}

</style>

</head>

<body>

<h1>The border-radius property</h1>

<h2>Below there is the border name and border-radius</h2>

<button class="b1">none</button>

<button class="b2">solid 7px</button>

<button class="b3">groove 10px</button>

<button class="b4">dashed 20px</button>

<button class="b5">dotted 30px</button>

<button class="b6">double 25px</button>

</body>

</html>

## box-shadow

As its name implies, it is used to create the shadow of the button box. It is used to add the shadow to the button. We can also create a shadow during the hover on the button.

**Syntax**

box-shadow: [horizontal offset] [vertical offset] [blur radius]

            [optional spread radius] [color];

**Example**

<!DOCTYPE html>

<html>

<head>

<title>

button background Color

</title>

<style>

body{

text-align: center;

}

button {

color:lightgoldenrodyellow;

font-size: 30px;

}

.b1{

background-color: lightblue;

border:5px red double;

border-radius: 25px;

color:black;

box-shadow : 0 8px 16px 0 black,

0 6px 20px 0 rgba(0, 0, 0, 0.19);

}

.b2{

background-color: lightblue;

border:5px red dotted;

color:black;

border-radius: 25px;

}

.b2:hover{

box-shadow : 0 8px 16px 0 black,

0 6px 20px 0 rgba(0, 0, 0, 0.19);

}

</style>

</head>

<body>

<button class="b1">Shadow on button</button>

<button class="b2">Box-shadow on hover</button>

</body>

</html>

## padding

It is used to set the button padding.

**Syntax**

element {

    // padding style

}

Let's understand it using an illustration.

**Example**

<!DOCTYPE html>

<html>

<head>

<title>

button background Color

</title>

<style>

body{

text-align: center;

}

button {

color:lightgoldenrodyellow;

font-size: 30px;

}

.b1 {

background-color: red;

border:none;

padding: 16px;

}

.b2 {

background-color: blue;

border:5px brown solid;

padding:15px 30px 25px 40px;

}

.b3 {

background-color: yellow;

color:black;

border:5px red groove;

padding-top:30px;

}

.b4{

background-color:orange;

border: 5px red dashed;

padding-bottom:40px;

}

.b5{

background-color: gray;

border: 5px black dotted;

padding-left: 40px;

}

.b6{

background-color: lightblue;

border:5px blue double;

padding-right: 40px;;

}

</style>

</head>

<body>

<h1>The padding property</h1>

<button class="b1">none</button>

<button class="b2">solid</button>

<button class="b3">groove</button>

<button class="b4">dashed</button>

<button class="b5">dotted</button>

<button class="b6">double</button>

</body>

</html>

# **CSS Float**

The **CSS float property** is a positioning property. It is used to push an element to the left or right, allowing other element to wrap around it. It is generally used with images and layouts.

To understand its purpose and origin, let's take a look to its print display. In the print display, image is set into the page such that text wraps around it as needed.

![CSS Float Print Layout](data:image/png;base64,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)

Its web layout is also just similar to print layout.
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## How it works

Elements are floated only horizontally. So it is possible only to float elements left or right, not up or down.

1. A floated element may be moved as far to the left or the right as possible. Simply, it means that a floated element can display at extreme left or extreme right.
2. The elements after the floating element will flow around it.
3. The elements before the floating element will not be affected.
4. If the image floated to the right, the texts flow around it, to the left and if the image floated to the left, the text flows around it, to the right.

## CSS Float Properties

|  |  |  |
| --- | --- | --- |
| **Property** | **Description** | **Values** |
| clear | The clear property is used to avoid elements after the floating elements which flow around it. | left, right, both, none, inherit |
| float | It specifies whether the box should float or not. | left, right, none, inherit |

## CSS Float Property Values

|  |  |
| --- | --- |
| **Value** | **Description** |
| none | It specifies that the element is not floated, and will be displayed just where it occurs in the text. this is a default value. |
| left | It is used to float the element to the left. |
| right | It is used to float the element to the right. |
| initial | It sets the property to its initial value. |
| inherit | It is used to inherit this property from its parent element. |

## CSS Float Property Example

Let's see a simple example to understand the CSS float property.

<!DOCTYPE html>

<html>

<head>

<style>

img {

float: right;

}

</style>

</head>

<body>

<p>The following paragraph contains an image with style

<b>float:right</b>. The result is that the image will float to the right in the paragraph.</p>

<img src="good-morning.jpg" alt="Good Morning Friends"/>
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</p>

</body>

</html>

# **CSS Font**

CSS Font property is used to control the look of texts. By the use of CSS font property you can change the text size, color, style and more. You have already studied how to make text bold or underlined. Here, you will also know how to resize your font using percentage.

These are some important font attributes:

1. **CSS Font color**: This property is used to change the color of the text. (standalone attribute)
2. **CSS Font family**: This property is used to change the face of the font.
3. **CSS Font size**: This property is used to increase or decrease the size of the font.
4. **CSS Font style**: This property is used to make the font bold, italic or oblique.
5. **CSS Font variant**: This property creates a small-caps effect.
6. **CSS Font weight**: This property is used to increase or decrease the boldness and lightness of the font.

## 1) CSS Font Color

CSS font color is a standalone attribute in CSS although it seems that it is a part of CSS fonts. It is used to change the color of the text.

There are three different formats to define a color:

* By a color name
* By hexadecimal value
* By RGB

In the above example, we have defined all these formats.

<!DOCTYPE html>

<html>

<head>

<style>

body {

font-size: 100%;

}

h1 { color: red; }

h2 { color: #9000A1; }

p { color:rgb(0, 220, 98); }

}

</style>

</head>

<body>

<h1>This is heading 1</h1>

<h2>This is heading 2</h2>

<p>This is a paragraph.</p>

</body>

</html>

## 2) CSS Font Family

CSS font family can be divided in two types:

* Generic family: It includes Serif, Sans-serif, and Monospace.
* Font family: It specifies the font family name like Arial, New Times Roman etc.

**Serif**: Serif fonts include small lines at the end of characters. Example of serif: Times new roman, Georgia etc.

**Sans-serif**: A sans-serif font doesn't include the small lines at the end of characters. Example of Sans-serif: Arial, Verdana etc.

![CSS font serif](data:image/png;base64,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)

<!DOCTYPE html>

<html>

<head>

<style>

body {

font-size: 100%;

}

h1 { font-family: sans-serif; }

h2 { font-family: serif; }

p { font-family: monospace; }

}

</style>

</head>

<body>

<h1>This heading is shown in sans-serif.</h1>

<h2>This heading is shown in serif.</h2>

<p>This paragraph is written in monospace.</p>

</body>

</html>

3) CSS Font Size

CSS font size property is used to change the size of the font.

These are the possible values that can be used to set the font size:

|  |  |
| --- | --- |
| **Font Size Value** | **Description** |
| xx-small | used to display the extremely small text size. |
| x-small | used to display the extra small text size. |
| small | used to display small text size. |
| medium | used to display medium text size. |
| large | used to display large text size. |
| x-large | used to display extra large text size. |
| xx-large | used to display extremely large text size. |
| smaller | used to display comparatively smaller text size. |
| larger | used to display comparatively larger text size. |
| size in pixels or % | used to set value in percentage or in pixels. |

<html>

<head>

<title>Practice CSS font-size property</title>

</head>

<body>

<p style="font-size:xx-small;">

This font size is extremely small.</p>

<p style="font-size:x-small;">

This font size is extra small</p>

<p style="font-size:small;">

This font size is small</p>

<p style="font-size:medium;">

This font size is medium. </p>

<p style="font-size:large;">

This font size is large. </p>

<p style="font-size:x-large;">

This font size is extra large. </p>

<p style="font-size:xx-large;">

This font size is extremely large. </p>

<p style="font-size:smaller;">

This font size is smaller. </p>

<p style="font-size:larger;">

This font size is larger. </p>

<p style="font-size:200%;">

This font size is set on 200%. </p>

<p style="font-size:20px;">

This font size is 20 pixels.

</p>

</body>

</html>

## 4) CSS Font Style

CSS Font style property defines what type of font you want to display. It may be italic, oblique, or normal.

<!DOCTYPE html>

<html>

<head>

<style>

body {

font-size: 100%;

}

h2 { font-style: italic; }

h3 { font-style: oblique; }

h4 { font-style: normal; }

}

</style>

</head>

<body>

<h2>This heading is shown in italic font.</h2>

<h3>This heading is shown in oblique font.</h3>

<h4>This heading is shown in normal font.</h4>

</body>

</html>

## 5) CSS Font Variant

CSS font variant property specifies how to set font variant of an element. It may be normal and small-caps.

<!DOCTYPE html>

<html>

<head>

<style>

p { font-variant: small-caps; }

h3 { font-variant: normal; }

</style>

</head>

<body>

<h3>This heading is shown in normal font.</h3>

<p>This paragraph is shown in small font.</p>

</body>

</html>

## 6) CSS Font Weight

CSS font weight property defines the weight of the font and specify that how bold a font is. The possible values of font weight may be normal, bold, bolder, lighter or number (100, 200..... up to 900).

<!DOCTYPE html>

<html>

<body>

<p style="font-weight:bold;">This font is bold.</p>

<p style="font-weight:bolder;">This font is bolder.</p>

<p style="font-weight:lighter;">This font is lighter.</p>

<p style="font-weight:100;">This font is 100 weight.</p>

<p style="font-weight:200;">This font is 200 weight.</p>

<p style="font-weight:300;">This font is 300 weight.</p>

<p style="font-weight:400;">This font is 400 weight.</p>

<p style="font-weight:500;">This font is 500 weight.</p>

<p style="font-weight:600;">This font is 600 weight.</p>

<p style="font-weight:700;">This font is 700 weight.</p>

<p style="font-weight:800;">This font is 800 weight.</p>

<p style="font-weight:900;">This font is 900 weight.</p>

</body>

</html>

# **CSS Font-size**

The font-size property in CSS is used to specify the height and size of the font. It affects the size of the text of an element. Its default value is medium and can be applied to every element. The values of this property include **xx-small**, **small**, **x-small**, etc.

### **Syntax**

1. font-size: medium|large|x-large|xx-large|xx-small|x-small|small|;

The font-size can be relative or absolute.

### **Absolute-size**

It is used to set the text to a definite size. Using absolute-size, it is not possible to change the size of the text in all browsers. It is advantageous when we know the physical size of the output.

### **Relative-size**

It is used to set the size of the text relative to its neighboring elements. With relative-size, it is possible to change the size of the text in browsers.

#### **NOTE: If we do not define a font-size, then for the normal text such as paragraphs, the default size is 16px, which is equal to 1em.**

## Font-size with pixels

When we set the size of text with pixels, then it provides us the full control over the size of the text.

### **Example**

<!DOCTYPE html>

<html>

<head>

<style>

#first {

font-size: 40px;

}

#second {

font-size: 20px;

}

</style>

</head>

<body>

<p id="first">This is a paragraph having size 40px.</p>

<p id="second">This is another paragraph having size 20px.</p>

</body>

</html>

## Font-size with em

It is used to resize the text. Most of the developers prefer **em** instead of **pixels**. It is recommended by the world wide web consortium (W3C). As stated above, the default text size in browsers is 16px. So, we can say that the default size of **1em** is **16px**.

The formula for calculating the size from **pixels** to **em** is **em = pixels/16**.

### **Example**

<!DOCTYPE html>

<html>

<head>

<style>

#first {

font-size: 2.5em; /\* 40px/16=2.5em \*/

}

#second {

font-size: 1.875em; /\* 30px/16=1.875em \*/

}

#third {

font-size: 0.875em; /\* 14px/16=0.875em \*/

}

</style>

</head>

<body>

<p id='first'>First paragraph.</p>

<p id='second'>Second paragraph</p>

<p id='third'>Third Paragraph.</p>

</body></html>

## Responsive font size

We can set the size of the text by using a **vw unit**, which stands for the '**viewport width**'. The viewport is the size of the browser window.

**1vw = 1% of viewport width.**

If the width of the viewport is 50cm, then the 1vw is equal to 0.5 cm.

### **Example**

<!DOCTYPE html>

<html>

<meta name="viewport" content="width=device-width, initial-scale=1.0">

<body>

<p style="font-size:5vw;">First paragraph having the width of 5vw.</p>

<p style="font-size:10vw;">Second paragraph having the width of 10vw.</p>

</body>

</html>

## Font-size with the length property

It is used to set the size of the font in length. The length can be in cm, px, pt, etc. Negative values of **length** property are not allowed in font-size.

### **Syntax**

font-size: length;

### **Example**

<!DOCTYPE html>

<html>

<head>

<style>

.length {

color:red;

font-size: 5cm;

}

</style>

</head>

<body>

<h1>font-size property</h1>

<p class = "length">A paragraph having length 5cm.</p>

</body>

</html>

# **CSS font-family**

This CSS property is used to provide a comma-separated list of font families. It sets the font-face for the text content of an element. This property can hold multiple font names as a fallback system, i.e., if one font is unsupported in the browser, then others can be used. The different font-family is used for making attractive web pages.

There are two types of font-family names in [CSS](https://www.javatpoint.com/css-tutorial), which are defined below:

* **family-name:** It is the name of the font-family such as "Courier", "Arial", "Times", etc.
* **generic-family:** It is the name of the generic family that includes five categories, which are "serif", "sans-serif", "cursive", "fantasy", and "monospace". It should be placed at last in the list of the font family names.

Let's define the generic-family categories.

**serif:** It is mainly used when we are writing the text for printing, such as books, magazines, newspapers, etc. It includes the font-family such as Georgia, Garamond, Times New Roman, Minion, and many more.

**sans-serif:** It is a modern, formal, and simple style. It is widely used but most often in the digital form of text. It includes the font-family that are Arial, Calibri, Verdana, Futura, Lato, and many more.

**cursive:** It is mainly used for writing the invitation letter, informal messages, etc. It is like a handwritten text which is written by a pen or a brush. The font-family that it includes is Insolente, Corsiva, Flanella, Belluccia, Zapfino, and many more.

**monospace:** It is for instructions, mailing address, typewritten text, etc. It includes the font-family that is Monaco, SimSun, Courier, Consolas, Inconsolata, and many more.

**fantasy:** It makes the text expressive, decorative, and impactful. It includes the font-family that is Impact, Copperplate, Cracked, Critter, and many more.

**Syntax**

1. font-family: family-name|generic-family|initial|inherit;

**Values**

Let's see the values of the font-family property.

**family-name/generic-family:** It is the list of font-family names and the generic family names.

**initial:** It is used to set the property to its default value.

**inherit:** It is used to inherit the property from its parent element.

Let's understand it by using an illustration.

**Example**

<!DOCTYPE html>

<html>

<head>

<style>

body{

text-align:center;

}

h1.a {

font-family: "Times New Roman", Times, serif;

color:Red;

}

h2.b {

font-family: Arial, Helvetica, sans-serif;

color:blue;

}

</style>

</head>

<body>

<h1>The font-family Property</h1>

<h1 class="a">Hello World :) :)</h1>

<h2 class="b">Welcome to the iHub.com</h2>

</body>

</html>

# **CSS font-weight**

This property is used for setting the thickness and boldness of the font. It is used to define the weight of the text. The available weight depends on the font-family, which is used by the browser.

**Syntax**

1. font-weight: normal | lighter | bolder | bold | number | inherit |initial | unset;

**Property Values**

**normal:** It is the default font-weight whose numeric value is 400.

**lighter:** It considers the existing font-weight of the font-family and makes the font-weight lighter compare to the parent element.

**bolder:** It considers the existing font-weight of the font-family and makes the font-weight heavier compare to the parent element.

**bold:** As its name implies, it is used to define the bold font-weight, and its numeric value is 700.

**number:** It is used to set the font-weight based on the specified number. Its range can be between 1 to 1000.

**initial:** It is used to set the font-weight to its default value.

Let's see an example of this property.

**Example**

<!DOCTYPE html>

<html>

<head>

<title> font-weight property </title>

<style>

body{

font-family: sans-serif;

}

p.one{

font-weight: normal;

}

p.two{

font-weight: lighter;

}

p.three{

font-weight: bolder;

}

p.four{

font-weight: bold;

}

p.five{

font-weight: 1000;

}

p.six{

font-weight: initial;

}

p.seven{

font-weight: inherit;

}

p.eight{

font-weight: unset;

}

</style>

</head>

<body>

<p class="one">

normal property value

</p>

<p class="two">

lighter property value

</p>

<p class="three">

bolder property value

</p>

<p class="four">

bold property value

</p>

<p class="five">

number property value

</p>

<p class="six">

initial property value

</p>

<p class="seven">

inherit property value

</p>

<p class="eight">

unset property value

</p>

</body>

</html>

# **CSS font-stretch property**

The **font-stretch** property in CSS allows us to select a **normal, expanded**, or **condensed** face from the font's family. This property sets the text wider or narrower compare to the default width of the font. It will not work on any font but only works on the font-family that has a width-variant face.

This CSS property only works for the fonts with additional faces like expanded and condensed faces; otherwise, it will be affectless for the fonts that don't have condensed or expanded faces.

The nine keyword values for choosing the width of the font-face are given in the following syntax.

### **Syntax**

1. font-stretch: normal | semi-condensed | condensed | extra-condensed | ultra-condensed | semi-expanded | expanded | extra-expanded | ultra-expanded

### **Property Values**

The property values of this CSS property are tabulated as follows:

|  |  |
| --- | --- |
| **Keyword** | **Description** |
| **normal** | This is the default value, which does not stretch any font. |
| **semi-condensed** | It slightly condensed the text characters of the element. This value makes the text narrower than **normal** but not narrower than **condensed**. |
| **condensed** | This value makes the text narrower than **semi-condensed** but not narrower than **extra-condensed**. |
| **extra-condensed** | This value makes the text narrower than **condensed** but not narrower than **ultra-condensed**. |
| **ultra-condensed** | This value makes the text extremely narrowed. |
| **semi-expanded** | It slightly widened the text characters of the element. This value makes the text wider than **normal** but not wider than **expanded**. |
| **expanded** | This value makes the text wider than **semi-expanded** but not wider than **extra-expanded**. |
| **extra-expanded** | This value makes the text wider than **expanded** but not wider than **ultra-expanded**. |
| **ultra-expanded** | This value makes the text extremely wider. |

Let's understand the above property values by using an example.

### **Example**

<!DOCTYPE html**>**

**<html>**

**<head>**

**<title>**

CSS font-stretch Property

**</title>**

**<style>**

body{

text-align: center;

}

div{

font-family: Arial, Helvetica, sans-serif;

font-size: 20px;

color: blue;

}

.normal {

font-stretch: normal;

}

.semi-condensed {

font-stretch: semi-condensed;

}

.condensed {

font-stretch: condensed;

}

.extra-condensed {

font-stretch: extra-condensed;

}

.ultra-condensed {

font-stretch: ultra-condensed;

}

.semi-expanded {

font-stretch: semi-expanded;

}

.expanded {

font-stretch: expanded;

}

.extra-expanded {

font-stretch: extra-expanded;

}

.ultra-expanded {

font-stretch: ultra-expanded;

}

**</style>**

**</head>**

**<body>**

**<h1>** Example of the font-stretch property **</h1>**

**<div** class = "normal"**>**

normal

**</div>**

**<div** class = "semi-condensed"**>**

semi-condensed

**</div>**

**<div** class = "condensed"**>**

condensed

**</div>**

**<div** class = "extra-condensed"**>**

extra-condensed

**</div>**

**<div** class = "ultra-condensed"**>**

ultra-condensed

**</div>**

**<div** class = "semi-expanded"**>**

semi-expanded

**</div>**

**<div** class = "expanded"**>**

expanded

**</div>**

**<div** class = "extra-expanded"**>**

extra-expanded

**</div>**

**<div** class = "ultra-expanded"**>**

ultra-expanded

**</div>**

**</body>**

**</html>**

# **CSS Colors**

The color property in CSS is used to set the color of HTML elements. Typically, this property is used to set the background color or the font color of an element.

In CSS, we use color values for specifying the color. We can also use this property for the border-color and other decorative effects.

We can define the color of an element by using the following ways:

* RGB format.
* RGBA format.
* Hexadecimal notation.
* HSL.
* HSLA.
* Built-in color.

Let's understand the syntax and description of the above ways in detail.

## RGB Format

RGB format is the short form of '**RED GREEN** and **BLUE**' that is used for defining the color of an HTML element simply by specifying the values of R, G, B that are in the range of 0 to 255.

The color values in this format are specified by using the **rgb()** property. This property allows three values that can either be in percentage or integer (range from 0 to 255).

This property is not supported in all browsers; that's why it is not recommended to use it.

**Syntax**

1. color: rgb(R, G, B);

## RGBA Format

It is almost similar to RGB format except that **RGBA** contains **A (Alpha)** that specifies the element's transparency. The value of alpha is in the range **0.0 to 1.0**, in which **0.0** is for fully transparent, and **1.0** is for not transparent.

**Syntax**

1. color:rgba(R, G, B, A);

## Hexadecimal notation

Hexadecimal can be defined as a six-digit color representation. This notation starts with the **# symbol** followed by six characters ranges from **0 to F**. In hexadecimal notation, the first two digits represent the **red (RR)** color value, the next two digits represent the **green (GG)** color value, and the last two digits represent the **blue (BB)** color value.

The black color notation in hexadecimal is #000000, and the white color notation in hexadecimal is #FFFFFF. Some of the codes in hexadecimal notation are #FF0000, #00FF00, #0000FF, #FFFF00, and many more.

**Syntax**

1. color:#(0-F)(0-F)(0-F)(0-F)(0-F)(0-F);

## Short Hex codes

It is a short form of hexadecimal notation in which every digit is recreated to arrive at an equivalent hexadecimal value.

For example, #7B6 becomes #77BB66 in hexadecimal.

The black color notation in short hex is #000, and the white color notation in short hex is #FFF. Some of the codes in short hex are #F00, #0F0, #0FF, #FF0, and many more.

## HSL

It is a short form of **Hue, Saturation,** and **Lightness**. Let's understand them individually.

**Hue:** It can be defined as the degree on the color wheel from 0 to 360. 0 represents red, 120 represents green, 240 represents blue.

**Saturation:** It takes value in percentage in which 100% represents fully saturated, i.e., no shades of gray, 50% represent 50% gray, but the color is still visible, and 0% represents fully unsaturated, i.e., completely gray, and the color is invisible.

**Lightness:** The lightness of the color can be defined as the light that we want to provide the color in which 0% represents black (there is no light), 50% represents neither dark nor light, and 100% represents white (full lightness).

Let's see the syntax of HSL in color property.

**Syntax**

1. color:hsl(H, S, L);

## HSLA

It is entirely similar to HSL property, except that it contains **A (alpha)** that specifies the element's transparency. The value of alpha is in the range **0.0 to 1.0**, in which **0.0** indicates fully transparent, and **1.0** indicates not transparent.

**Syntax**

1. color:hsla(H, S, L, A);

## Built-in Color

As its name implies, built-in color means the collection of previously defined colors that are used by using a name such as red, blue, green, etc.

**Syntax**

1. color: color-name;

Let's see the list of built-in colors along with their decimal and hexadecimal values.

|  |  |  |  |
| --- | --- | --- | --- |
| **S.no.** | **Color name** | **Hexadecimal Value** | **Decimal Value or rgb() value** |
| **1.** | Red | #FF0000 | rgb(255,0,0) |
|  |  |  |  |
| **2.** | Orange | #FFA500 | rgb(255,165,0) |
|  |  |  |  |
| **3.** | Yellow | #FFFF00 | rgb(255,255,0) |
|  |  |  |  |
| **4.** | Pink | #FFC0CB | rgb(255,192,203) |
|  |  |  |  |
| **5.** | Green | #008000 | rgb(0,128,0) |
|  |  |  |  |
| **6.** | Violet | #EE82EE | rgb(238,130,238) |
|  |  |  |  |
| **7.** | Blue | #0000FF | rgb(0,0,255) |
|  |  |  |  |
| **8.** | Aqua | #00FFFF | rgb(0,255,255) |
|  |  |  |  |
| **9.** | Brown | #A52A2A | rgb(165,42,42) |
|  |  |  |  |
| **10.** | White | #FFFFFF | rgb(255,255,255) |
|  |  |  |  |
| **11.** | Gray | #808080 | rgb(128,128,128) |
|  |  |  |  |
| **12.** | Black | #000000 | rgb(0,0,0) |
|  |  |  |  |

The illustration of CSS colors, which includes the above properties, is given below.

### **Example**

<html>

<head>

<title>CSS hsl color property</title>

<style>

h1{

text-align:center;

}

#rgb{

color:rgb(255,0,0);

}

#rgba{

color:rgba(255,0,0,0.5);

}

#hex{

color:#EE82EE;

}

#short{

color: #E8E;

}

#hsl{

color:hsl(0,50%,50%);

}

#hsla{

color:hsla(0,50%,50%,0.5);

}

#built{

color:green;

}

</style>

</head>

<body>

<h1 id="rgb">

Hello World. This is RGB format.

</h1>

<h1 id="rgba">

Hello World. This is RGBA format.

</h1>

<h1 id="hex">

Hello World. This is Hexadecimal format.

</h1>

<h1 id="short">

Hello World. This is Short-hexadecimal format.

</h1>

<h1 id="hsl">

Hello World. This is HSL format.

</h1>

<h1 id="hsla">

Hello World. This is HSLA format.

</h1>

<h1 id="built">

Hello World. This is Built-in color format.

</h1>

</body>

</html>

# **CSS hover**

The :**hover** selector is for selecting the elements when we move the mouse on them. It is not only limited to the links. We can use it on almost every HTML element. To style the link to unvisited pages, we can use the :**link** selector. To style the link for visited pages, we can use the :**visited** selector and to style the active links we can use the :**active** selector.

It is introduced in CSS1. The hover can be used to highlight the web pages as per the preference of users in an effective web-designing program.

The hover feature includes the following effects:

* Change the color of the background and font.
* Modify the opacity of the image.
* Text embedding.
* Create image rollover effects.
* Swapping of images.

#### **NOTE: To make the hover effective, we must have to declare it after the :link and :visited selectors if they are present in the CSS definition.**

Basically, the hover effect modifies the element's property value to enable the animate changes on a stated image/text or the corresponding elements. Embedding of the hover elements in the web pages makes them interactive and functional.

Generally, the hover feature is compatible with all of the main browsers. But, it will be a challenging task to implement it on touch devices. It is observed that an active hover function gets stuck on the non-supportive device.

### **Syntax**

:hover {

  css declarations;

}

Let's understand it by using some illustrations.

**Example 1: Changing the link color on hover by using CSS**

Let's see how the color of the link gets changed when we place the cursor on it. It will create a stylish effect, and its implementation is easy when we are using CSS.

<html>

<head>

<style>

body{

text-align:center;

}

a

{

color: red;

}

a:hover

{

color: green;

}

a:active

{

color: cyan;

}

</style>

</head>

<body>

<h1>Move your mouse on the below link to see the hover effect.</h1>

<a class = "link" href = https://www.iHubTalent.com/css-grid>CSS Grid</a>

</body>

</html>

**Example 2: Apply hover on paragraph, heading and link**

<html>

<head>

<style>

body{

text-align:center;

}

p:hover, h1:hover, a:hover{

background-color: yellow;

}

</style>

</head>

<body>

<h1>Hello World</h1>

<p>Welcome to the iHubTalent.</p>

<a href='https://www. iHubTalent.com/css-grid'>CSS Grid</a>

</body>

</html>

**Example 3- Text overlay on image hover**

This CSS code displays the text on the image during mouse hover. Let's see the image overlay effect during mouse hover.

<!DOCTYPE html>

<html>

<head>

<meta name="viewport" content="width=device-width, initial-scale=1">

<style>

body{

text-align:center;

}

\* {box-sizing: border-box;}

.container {

position: relative;

width: 50%;

max-width: 300px;

}

.image {

display: block;

width: 100%;

height: auto;

}

.overlay {

position: absolute;

bottom: 0;

background: rgba(0, 0, 0, 0.2);

width: 100%;

opacity:0;

transition: .9s ease;

font-size: 25px;

padding: 20px;

}

.container:hover .overlay {

opacity: 1.5;

}

</style>

</head>

<body>

<h1>Image Overlay Title Effect</h1>

<h2>Move your mouse over the image to see the effect.</h2>

<center>

<div class="container">

<img src="iHub.png" class="image">

<div class="overlay">Welcome to iHubTalent.com</div>

</div> </center>

</body>

</html>

# **CSS Important**

This property in CSS is used to give more importance compare to normal property. The **!important** means **'this is important'**. This rule provides a way of making the Cascade in CSS.

If we apply this property to the text, then the priority of that text is higher than other priorities. It is to be recommended not to use this CSS property into your program until it is highly required. It is because the more use of this property will cause a lot of unexpected behavior.

If a rule is defined with this attribute, it will reject the normal concern in which the later used rule overrides the previous ones. If we use more than one declaration marked **!important**, then the normal cascade takes it over again. That means the new marked **!important** will replace the previous one.

It increases the priority of the CSS property and ignores the overriding properties.

### **Syntax**

element {

    font-size: 14px !important;

    color: blue  !important;

    ...

}

### **Example**

<!DOCTYPE html>

<html>

<head>

<style>

h1 {

color: white ;

}

H1 {

color:blue !important;

}

body {

background-color:lightblue !important;

text-align:center;

background-color:yellow;

}

</style>

</head>

<body>

<h1>Hello World.</h1>

<h1>Welcome to the iHubTalent.com. This is an example of <i>!important</i> property.</h1>

<p></p>

</body>

</html>

In the above example, we can see that instead of pink, the background color of the body is light blue because, in the body tag, the **!important** is applied after the light blue background color.

Let's take another example of this property to understand it more clearly.

### **Example**

In this example, we are applying the **!important** attribute on the border of the text. The color of the border of **h1** heading will remain **red** despite of other declarations. The color and border-color of heading h2 will remain **green** and **violet** despite of other declarations.

<!DOCTYPE html>

<html>

<head>

<meta name="viewport" content="width=device-width, initial-scale=1">

<style>

body{

text-align: center;

}

h1 {

border-color: red !important;

border: 5px green solid;

border-color: black;

}

h2{

color: green !important;

color: red;

border-color:violet !important;

border: 5px green solid;

}

</style>

</head>

<body>

<h1>Hello World :) :)</h1>

<h2>Welcome to the iHubTalent.com</h2>

</body>

</html>

# **CSS Background-color**

This property is used to set the background color of an element. The background of an element covers the total size, including the padding and border and excluding margin. It can be applied to all HTML elements.

### **Syntax**

1. element {
2. background-color: color\_name|transparent|initial|inherit;
3. }

Let's discuss the possible values of this property.

* **color\_name:** It is used for defining the background color value or the color codes. It can be given by using the color name, hexadecimal value, or rgb() value.
* **transparent:** It is the default value of this property, which is used to specify the transparent background-color.
* **initial:** It is not used to set the background color. It sets the default value.
* **Inherit:** It is used to inherit the background-color from its parent.

Let's see an illustration of this property.

### **Example**

<!DOCTYPE html>

<html>

<head>

<title>background-color property</title>

<style>

body {

text-align:center;

background-color: lightblue;

}

h1{

color: blue;

}

</style>

</head>

<body>

<h1>Hello World.</h1>

<h1>Welcome to the iHubTalent.com</h1>

</body>

</html>

# **CSS background-attachment property**

The background-attachment property is used to specify that the background image is fixed or scroll with the rest of the page in the browser window.

This property has three values **scroll, fixed,** and **local**. Its default value is **scroll**, which causes the element to not scroll with its content. The **local** value of this property causes the element to scroll with the content. If we set the value to **fixed**, the background image will not move during scrolling in the browser.

This CSS property can support multiple background images. We can specify a different value of the **background-attachment** property for each background-image, separated by commas. Every image will match with the corresponding value of this property.

### **Syntax**

1. background-attachment: scroll | fixed | local | initial | inherit;

The values of this property are defined as follows.

### **Property Values**

**scroll:** It is the default value that prevents the element from scrolling with the contents, but scrolls with the page.

**fixed:** Using this value, the background image doesn't move with the element, even the element has a scrolling mechanism. It causes the image to be locked in one place, even the rest of the document scrolls.

**local:** Using this value, if the element has a scrolling mechanism, the background image scrolls with the content of the element.

**initial:** It sets the property to its default value.

**inherit:** It inherits the property from its parent element.

Let's understand this property by using some illustrations.

### **Example**

In this example, we are using the **scroll** value of the **background-attachment** property, which is the default behavior. So when the page is scrolled, the background scrolls with it.

<!DOCTYPE html>

<html>

<head>

<title>

background-attachment property

</title>

<style>

#example {

background-image: url("lion.png");

font-size: 35px;

border: 4px solid red;

color: white;

background-position: center;

background-color: green;

background-repeat: no-repeat;

background-attachment: scroll;

}

</style>

</head>

<body>

<h1> background-attachment: scroll;</h1>

<p> If there is no scrollbar on your screen, then try to resize the browser's window to see the effect. </p>

<div id="example">

<p>

Hi, Welcome to the iHubTalent.com. This site is developed so that students may learn computer science related technologies easily. The iHubTalent.com is always providing an easy and in-depth tutorial on various technologies. No one is perfect in this world, and nothing is eternally best. But we can try to be better.

</p>

</div>

</body></html>

# **CSS background-size property**

The **background-size** CSS property is used to set the size of a background image of an element. The background image can be stretched or constrained to fit into the existing space. It allows us to control the scaling of the background image.

This property can be defined using **length, percentage,** or **keyword** values. It has two possible keyword values that are **contain** and **cover**. Its single-value syntax defines the width of the image (in this case, the height sets to auto), whereas the double values define the value of both height and width in which the first value sets the width and second sets the height.

If an element has multiple background images, we can define the comma-separated values to define the different sizes of each one.

The **cover** value of the **background-size** property is used to cover the entire background area of the element. In contrast, the **contain** value of this property scales the image as much as possible without clipping the image.

### **Syntax**

1. background-size: auto | length | cover | contain | initial | inherit;

The values of this property are defined as follows.

### **Property Values**

**auto:** This is the default value, which displays the background image in its original size.

**length:** It is used to set the width and height of the background image. This value stretches the image in the corresponding dimension of the given length. Its single value specifies the width of the image, and the height sets to auto. If two values are given, the first value sets the width, and the second value sets the height. It does not allow negative values.

**percentage:** This value defines the width and height of the background image to the percentage (%) of the background positioning area. Negative values are not allowed.

**cover:** This value is used to resize the background image to cover the entire container. Sometimes, it crops the little bit off one of the edges or stretches the image. It resizes the image to ensure the element is completely covered.

**contain:** Without stretching or cropping, it resizes the background image to ensure the image is completely visible.

**initial:** It sets the property to its default value.

**inherit:** It inherits the property from its parent element.

Let's understand this CSS property by using some illustrations.

### **Example**

In this example, there are three div elements with a width of 300px and a height of 200px. Every div element has a background-image on which we are applying the **background-size** property.

Here we are using the length and percentage values to set the background-size of div element. The **background-size** of first div element set to **auto**, second div element is set to **150px 150px**, and the **background-size** of third div element is set to **30%**.

<!DOCTYPE html>

<html>

<head>

<title>

background-size property

</title>

<style>

div {

width: 300px;

height: 200px;

border: 2px solid red;

}

#div1{

background-image: url('lion.png');

background-size: auto;

}

#div2{

background-image: url('lion.png');

background-size: 150px 150px;

}

#div3{

background-image: url('lion.png');

background-size: 30%;

}

</style>

</head>

<body>

<h2> background-size: auto; </h2>

<div id = "div1"></div>

<h2> background-size: 150px 150px; </h2>

<div id = "div2"></div>

<h2> background-size: 30%; </h2>

<div id = "div3"></div>

</body>

</html>

Now, in the next example, we are using the **cover, contain,** and **initial** values of the **background-size** property.

### **Example**

<!DOCTYPE html>

<html>

<head>

<title>

background-size property

</title>

<style>

div {

width: 300px;

height: 250px;

border: 2px solid red;

background-repeat: no-repeat;

}

#div1{

background-image: url('lion.png');

background-size: contain;

}

#div2{

background-image: url('lion.png');

background-size: cover;

}

#div3{

background-image: url('lion.png');

background-size: initial;

}

</style>

</head>

<body>

<h2> background-size: contain; </h2>

<div id = "div1"></div>

<h2> background-size: cover; </h2>

<div id = "div2"></div>

<h2> background-size: initial; </h2>

<div id = "div3"></div>

</body>

</html>

### **Example - Combining multiple images**

We can also combine the values of this property and can apply them to multiple images. It can be done by comma-separated syntax.

In this example, there are three div elements, each having two background-images. Now, we are applying the **background-size** property on both images.

<!DOCTYPE html>

<html>

<head>

<title>

background-size property

</title>

<style>

div {

width: 250px;

height: 250px;

border: 2px solid red;

background-repeat: no-repeat;

background-position: center;

}

#div1{

background-image: url('lion.png'), url('forest.jpg');

background-size: 300px 150px, cover;

}

#div2{

background-image: url('lion.png'), url('forest.jpg');

background-size: 200px 150px, 300px 200px;

}

#div3{

background-image: url('lion.png'), url('forest.jpg');

background-size: 150px 175px, contain;

}

</style>

</head>

<body>

<h2> background-size: 300px 150px, cover; </h2>

<div id = "div1"></div>

<h2> background-size: 200px 150px, 300px 200px; </h2>

<div id = "div2"></div>

<h2> background-size: 150px 175px, contain; </h2>

<div id = "div3"></div>

</body>

</html>

# **CSS Line Height**

The **CSS line height property** is used *to define the minimal height of line boxes within the element*. It sets the differences between two lines of your content.

It defines the amount of space above and below inline elements. It allows you to set the height of a line of independently from the font size.

CSS line-height values

There are some property values which are used with [CSS](https://www.javatpoint.com/css-tutorial) line-height property.

|  |  |
| --- | --- |
| **value** | **description** |
| normal | This is a default value. it specifies a normal line height. |
| number | It specifies a number that is multiplied with the current font size to set the line height. |
| length | It is used to set the line height in px, pt,cm,etc. |
| % | It specifies the line height in percent of the current font. |
| initial | It sets this property to its default value. |
| inherit | It inherits this property from its parent element. |

CSS line-height example

<!DOCTYPE html>

<html>

<head>

<style>

h3.small {

line-height: 70%;

}

h3.big {

line-height: 200%;

}

</style>

</head>

<body>

<h3>

This is a heading with a standard line-height.<br>

This is a heading with a standard line-height.<br>

The default line height in most browsers is about 110% to 120%.<br>

</h3>

<h3 class="small">

This is a heading with a smaller line-height.<br>

This is a heading with a smaller line-height.<br>

This is a heading with a smaller line-height.<br>

This is a heading with a smaller line-height.<br>

</h3>

<h3 class="big">

This is a heading with a bigger line-height.<br>

This is a heading with a bigger line-height.<br>

This is a heading with a bigger line-height.<br>

This is a heading with a bigger line-height.<br>

</h3>

</body>

</html>

# **CSS Margin**

CSS Margin property is used to define the space around elements. It is completely transparent and doesn't have any background color. It clears an area around the element.

Top, bottom, left and right margin can be changed independently using separate properties. You can also change all properties at once by using shorthand margin property.

There are following CSS margin properties:

## CSS Margin Properties

|  |  |
| --- | --- |
| **Property** | **Description** |
| margin | This property is used to set all the properties in one declaration. |
| margin-left | it is used to set left margin of an element. |
| margin-right | It is used to set right margin of an element. |
| margin-top | It is used to set top margin of an element. |
| margin-bottom | It is used to set bottom margin of an element. |

## CSS Margin Values

These are some possible values for margin property.

|  |  |
| --- | --- |
| **Value** | **Description** |
| auto | This is used to let the browser calculate a margin. |
| length | It is used to specify a margin pt, px, cm, etc. its default value is 0px. |
| % | It is used to define a margin in percent of the width of containing element. |
| inherit | It is used to inherit margin from parent element. |

#### **Note: You can also use negative values to overlap content.**

## CSS margin Example

You can define different margin for different sides for an element.

<!DOCTYPE html>

<html>

<head>

<style>

p {

background-color: pink;

}

p.ex {

margin-top: 50px;

margin-bottom: 50px;

margin-right: 100px;

margin-left: 100px;

}

</style>

</head>

<body>

<p>This paragraph is not displayed with specified margin. </p>

<p class="ex">This paragraph is displayed with specified margin.</p>

</body>

</html>

## Margin: Shorthand Property

CSS shorthand property is used to shorten the code. It specifies all the margin properties in one property.

There are four types to specify the margin property. You can use one of them.

1. margin: 50px 100px 150px 200px;
2. margin: 50px 100px 150px;
3. margin: 50px 100px;
4. margin 50px;

## 1) margin: 50px 100px 150px 200px;

It identifies that:

**top** margin value is 50px

**right** margin value is 100px

**bottom** margin value is 150px

**left** margin value is 200px

<!DOCTYPE html>

<html>

<head>

<style>

p {

background-color: pink;

}

p.ex {

margin: 50px 100px 150px 200px;

}

</style>

</head>

<body>

<p>This paragraph is not displayed with specified margin. </p>

<p class="ex">This paragraph is displayed with specified margin.</p>

</body>

</html>

## 2) margin: 50px 100px 150px;

It identifies that:

**top** margin value is 50px

**left and right** margin values are 100px

**bottom** margin value is 150px

<!DOCTYPE html>

<html>

<head>

<style>

p {

background-color: pink;

}

p.ex {

margin: 50px 100px 150px;

}

</style>

</head>

<body>

<p>This paragraph is not displayed with specified margin. </p>

<p class="ex">This paragraph is displayed with specified margin.</p>

</body>

</html>

## 3) margin: 50px 100px;

It identifies that:

**top and bottom** margin values are 50px

**left and right** margin values are 100px

<!DOCTYPE html>

<html>

<head>

<style>

p {

background-color: pink;

}

p.ex {

margin: 50px 100px;

}

</style>

</head>

<body>

<p>This paragraph is not displayed with specified margin. </p>

<p class="ex">This paragraph is displayed with specified margin.</p>

</body>

</html>

## 4) margin: 50px;

It identifies that:

**top right bottom and left** margin values are 50px

<!DOCTYPE html>

<html>

<head>

<style>

p {

background-color: pink;

}

p.ex {

margin: 50px;

}

</style>

</head>

<body>

<p>This paragraph is not displayed with specified margin. </p>

<p class="ex">This paragraph is displayed with specified margin.</p>

</body>

</html>

# **CSS Opacity**

The CSS opacity property is used to specify the transparency of an element. In simple word, you can say that it specifies the clarity of the image.

In technical terms, Opacity is defined as degree in which light is allowed to travel through an object.

## How to apply CSS opacity setting

Opacity setting is applied uniformly across the entire object and the opacity value is defined in term of digital value less than 1. The lesser opacity value displays the greater opacity. Opacity is not inherited.

### **CSS Opacity Example: transparent image**

Let's see a simple CSS opacity example of image transparency.

<!DOCTYPE html>

<html>

<head>

<style>

img.trans {

opacity: 0.4;

filter: alpha(opacity=40); /\* For IE8 and earlier \*/

}

</style>

</head>

<body>

<p>Normal Image</p>

<img src="/csspages/images/rose.jpg" alt="normal rose">

<p>Transparent Image</p>

<img class="trans" src="/csspages/images/rose.jpg" alt="transparent rose">

</body>

</html>

#### **Note 1: Chrome, Firefox, Opera, Safari, and IE9 use the opacity property for transparency. The opacity value ranges from 0.1 to 1.0. Lower value produces the greater opacity.**

#### **Note 2: The older versions of IE use filter: alpha(opacity=x). Here x value varies from 0 to 100. Lower value produces the greater opacity.**

# **CSS filter**

CSS filters are used to set visual effects to text, images, and other aspects of a webpage. The CSS **filter** property allows us to access the effects such as color or blur, shifting on the rendering of an element before the element gets displayed.

The syntax of CSS filter property is given below.

**Syntax**

1. filter: none | invert() | drop-shadow() | brightness() | saturate() | blur() | hue-rotate() | contrast() | opacity() | grayscale() | sepia() | url();

Let's discuss the property values along with an example.

## brightness()

As its name implies, it is used to set the brightness of an element. If the brightness is 0%, then it represents completely black, whereas 100% brightness represents the original one. It can also accept values above 100% that provide brighter results.

We can understand it by using the following illustration.

**Example**

<!DOCTYPE html>

<html>

<head>

<title>CSS filter property</title>

<style>

body{

text-align:center;

}

#img1 {

filter: brightness(130%);

}

</style>

</head>

<body>

<img src = "tiger.png" > <h2>Original Image </h2>

<img src = "tiger.png" id = "img1"> <h2>brightness(130%)</h2>

</body>

</html>

## blur()

It is used to apply the blur effect to the element. If the blur value is not specified, then the value 0 is used as a default value. The parameter in blur() property does not accept the percentage values. A larger value of it creates more blur.

**Example**

<!DOCTYPE html>

<html>

<head>

<title>CSS filter property</title>

<style>

body{

text-align:center;

}

#img1 {

filter: blur(2px);

}

</style>

</head>

<body>

<img src = "tiger.png" > <h2>Original Image </h2>

<img src = "tiger.png" id = "img1"> <h2>blur(2px)</h2>

</body>

</html>

## invert()

It is used to invert the samples in the input image. Its 100% value represents completely inverted, and 0% values leave the unchanged input. Negative values are not allowed in it.

**Example**

<!DOCTYPE html>

<html>

<head>

<title>CSS filter property</title>

<style>

body{

text-align:center;

}

#img1 {

filter: invert(60);

}

</style>

</head>

<body>

<img src = "tiger.png" > <h2>Original Image </h2>

<img src = "tiger.png" id = "img1"> <h2>invert(60)</h2>

</body>

</html>

## saturate()

It sets the saturation of an element. The 0% saturation represents the completely unsaturated element, whereas the 100% saturation represents the original one. The values greater than 100% are allowed that provides super-saturated results. We cannot use negative values with this property.

**Example**

<!DOCTYPE html>

<html>

<head>

<title>CSS filter property</title>

<style>

body{

text-align:center;

}

#img1 {

filter: saturate(40);

}

</style>

</head>

<body>

<img src = "tiger.png" > <h2>Original Image </h2>

<img src = "tiger.png" id = "img1"> <h2>saturate(40)</h2>

</body>

</html>

## drop-shadow()

It applies the drop-shadow effect to the input image. The values it accepts are **h-shadow, v-shadow, blur, spread,**and **color.**

**Example**

<!DOCTYPE html>

<html>

<head>

<title>CSS filter property</title>

<style>

body{

text-align:center;

}

#img1 {

filter: drop-shadow(10px 20px 30px yellow);

}

</style>

</head>

<body>

<img src = "tiger.png" > <h2>Original Image </h2>

<img src = "tiger.png" id = "img1"> <h2> drop-shadow(10px 20px 30px yellow);</h2>

</body>

</html>

## contrast()

It adjusts the contrast of the input. Its 0% value will create a completely black image, whereas the 100% values leave the unchanged input, i.e., represents the original one. Values greater than 100% are allowed that provides results with less contrast.

**Example**

<!DOCTYPE html>

<html>

<head>

<title>CSS filter property</title>

<style>

body{

text-align:center;

}

#img1 {

filter: contrast(50%);

}

</style>

</head>

<body>

<img src = "tiger.png" > <h2>Original Image </h2>

<img src = "tiger.png" id = "img1"> <h2> contrast(50%)</h2>

</body>

</html>

## opacity()

It is used to apply transparency to the input image. Its 0% value indicates completely transparent, whereas the 100% value represents the original image, i.e., fully opaque.

Let's understand it by an illustration.

**Example**

<!DOCTYPE html>

<html>

<head>

<title>CSS filter property</title>

<style>

body{

text-align:center;

}

#img1 {

filter: opacity(40%);

}

</style>

</head>

<body>

<img src = "tiger.png" > <h2>Original Image </h2>

<img src = "tiger.png" id = "img1"> <h2> opacity(40%)</h2>

</body>

</html>

## hue-rotate()

It applies a hue-rotation on the input image. Its perimeter value defines the number of degrees around the color circle; the image will be adjusted. Its default value is 0 degree, which represents the original image. Its maximum value is 360 degrees.

Let's understand it by an illustration.

**Example**

<!DOCTYPE html>

<html>

<head>

<title>CSS filter property</title>

<style>

body{

text-align:center;

}

#img1 {

filter: hue-rotate(240deg);

}

</style>

</head>

<body>

<img src = "tiger.png" > <h2>Original Image </h2>

<img src = "tiger.png" id = "img1"> <h2> hue-rotate(240deg)</h2>

</body>

</html>

## grayscale()

It converts the input image into black and white. 0% grayscale represents the original one, whereas 100% represents completely grayscale. It converts the object colors into 256 shades of gray.

**Example**

<!DOCTYPE html>

<html>

<head>

<title>CSS filter property</title>

<style>

body{

text-align:center;

}

#img1 {

filter: grayscale(80%);

}

</style>

</head>

<body>

<img src = "tiger.png" > <h2>Original Image </h2>

<img src = "tiger.png" id = "img1"> <h2> grayscale(80%)</h2>

</body>

</html>

## sepia()

It is used to transform the image into a sepia image. 0% value represents the original image, whereas the 100% value indicates the completely sepia.

**Example**

<!DOCTYPE html>

<html>

<head>

<title>CSS filter property</title>

<style>

body{

text-align:center;

}

#img1 {

filter: sepia(90%);

}

</style>

</head>

<body>

<img src = "tiger.png" > <h2>Original Image </h2>

<img src = "tiger.png" id = "img1"> <h2> sepia(90%)</h2>

</body>

</html>

# **CSS Images**

Images are an important part of any web application. Including a lot of images in a web application is generally not recommended, but it is important to use the images wherever they required. CSS helps us to control the display of images in web applications.

The styling of an image in CSS is similar to the styling of an element by using the borders and margins. There are multiple CSS properties such as **border**property, **height**property, **width**property, etc. that helps us to style an image.

Let's discuss the styling of images in CSS by using some illustrations.

## Thumbnail Image

The border property is used to make a thumbnail image.

**Example**

<!DOCTYPE html>

<html>

<head>

<style>

img{

border: 2px solid red;

border-radius:5px;

padding:10px;

}

h2{

color:red;

}

</style>

</head>

<body>

<h1>Thumbnail Image</h1>

<img src="jtp.png"></img>

<h2>Welcome to iHubTalent</h2>

</body>

</html>

## Transparent image

To make an image transparent, we have to use the **opacity**property. The value of this property lies between 0.0 to 1.0, respectively.

**Example**

<!DOCTYPE html>

<html>

<head>

<style>

img{

border: 2px solid red;

border-radius:5px;

padding:10px;

opacity:0.3;

}

h2{

color:red;

}

</style>

</head>

<body>

<h1>Transparent Image</h1>

<img src="jtp.png"></img>

<h2>Welcome to iHubTalent</h2>

</body>

</html>

## Rounded image

The **border-radius**property sets the radius of the bordered image. It is used to create the rounded images. The possible values for the rounded corners are given as follows:

* **border-radius:** It sets all of the four border-radius property.
* **border-top-right-radius:** It sets the border of the top-right corner.
* **border-top-left-radius:** It sets the border of the top-left corner.
* **border-bottom-right-radius:** It sets the border of the bottom-right corner.
* **border-bottom-left-radius:** It sets the border of the bottom-left corner.

**Example**

<!DOCTYPE html>

<html>

<head>

<style>

#img1{

border: 2px solid green;

border-radius:10px;

padding:5px;

}

#img2{

border: 2px solid green;

border-radius:50%;

padding:5px;

}

h2{

color:red;

}

</style>

</head>

<body>

<h1>Rounded Image</h1>

<img src="jtp.png" id="img1"></img>

<h2>Welcome to iHubTalent</h2>

<h1>Circle Image</h1>

<img src="jtp.png" id="img2"></img>

<h2>Welcome to iHubTalent </h2>

</body> </html>

## Responsive Image

It automatically adjusts to fit on the screen size. It is used to adjust the image to the specified box automatically.

**Example**

<!DOCTYPE html>

<html>

<head>

<style>

#img1{

max-width:100%;

height:auto;

}

h2{

color:red;

}

</style>

</head>

<body>

<h1>Responsive image</h1>

<h2>You can resize the browser to see the effect</h2>

<img src="jtp.png" id="img1" width="1000" height="300"></img>

<h2>Welcome to iHubTalent</h2>

</body>

</html>

## Center an Image

We can center an image by using the **left-margin** and **right-margin** property. We have to set these properties to **auto**in order to make a block element.

**Example**

<!DOCTYPE html>

<html>

<head>

<style>

#img1{

margin-left:auto;

margin-right:auto;

display:block;

}

h1,h2{

text-align:center;

}

</style>

</head>

<body>

<h1>Center image</h1>

<img src="jtp.png" id="img1"></img>

<h2>Welcome to iHubTalent</h2>

</body>

</html>

# **CSS Overflow**

The **CSS overflow property** specifies how to handle the content when it overflows its block level container.

We know that every single element on a page is a rectangular box and the size, positioning and behavior of these boxes are controlled via CSS.

Let's take an example: If you don't set the height of the box, it will grow as large as the content. But if you set a specific height or width of the box and the content inside cannot fit then what will happen. The CSS overflow property is used to overcome this problem. It specifies whether to clip content, render scroll bars, or just display content.

CSS Overflow property values

|  |  |
| --- | --- |
| **Value** | **Description** |
| visible | It specifies that overflow is not clipped. it renders outside the element's box.this is a default value. |
| hidden | It specifies that the overflow is clipped, and rest of the content will be invisible. |
| scroll | It specifies that the overflow is clipped, and a scroll bar is used to see the rest of the content. |
| auto | It specifies that if overflow is clipped, a scroll bar is needed to see the rest of the content. |
| inherit | It inherits the property from its parent element. |
| initial | It is used to set the property to its initial value. |

CSS Overflow Example

Let's see a simple CSS overflow property.

<!DOCTYPE html>

<html>

<head>

<style>

div.scroll {

background-color: #00ffff;

width: 100px;

height: 100px;

overflow: scroll;

}

div.hidden {

background-color: #00FF00;

width: 100px;

height: 170px;

overflow: hidden;

}

</style>

</head>

<body>

<p>The overflow property specifies what to do if the content of an element exceeds the size of the element's box.</p>

<p>overflow:scroll</p>

<div class="scroll">You can use the overflow property when you want to have better control of the layout.

The default value is visible.</div>

<p>overflow:hidden</p>

<div class="hidden">You can use the overflow property when you want to have better control of the layout.

The default value is visible.</div>

</body>

</html>

# **CSS Padding**

**CSS Padding property** is used to define the space between the element content and the element border.

It is different from CSS margin in the way that CSS margin defines the space around elements. CSS padding is affected by the background colors. It clears an area around the content.

Top, bottom, left and right padding can be changed independently using separate properties. You can also change all properties at once by using shorthand padding property.

## CSS Padding Properties

|  |  |
| --- | --- |
| **Property** | **Description** |
| padding | It is used to set all the padding properties in one declaration. |
| padding-left | It is used to set left padding of an element. |
| padding-right | It is used to set right padding of an element. |
| padding-top | It is used to set top padding of an element. |
| padding-bottom | It is used to set bottom padding of an element. |

## CSS Padding Values

|  |  |
| --- | --- |
| **Value** | **Description** |
| length | It is used to define fixed padding in pt, px, em etc. |
| % | It defines padding in % of containing element. |

## CSS Padding Example

<!DOCTYPE html>

<html>

<head>

<style>

p {

background-color: pink;

}

p.padding {

padding-top: 50px;

padding-right: 100px;

padding-bottom: 150px;

padding-left: 200px;

}

</style>

</head>

<body>

<p>This is a paragraph with no specified padding.</p>

<p class="padding">This is a paragraph with specified paddings.</p>

</body>

</html>

# **CSS Position**

The **CSS position property** is used to set position for an element. it is also used to place an element behind another and also useful for scripted animation effect.

You can position an element using the top, bottom, left and right properties. These properties can be used only after position property is set first. A position element's computed position property is relative, absolute, fixed or sticky.

Let's have a look at following CSS positioning:

1. CSS Static Positioning
2. CSS Fixed Positioning
3. CSS Relative Positioning
4. CSS Absolute Positioning

## 1) CSS Static Positioning

This is a by default position for HTML elements. It always positions an element according to the normal flow of the page. It is not affected by the top, bottom, left and right properties.

## 2) CSS Fixed Positioning

The fixed positioning property helps to put the text fixed on the browser. This fixed test is positioned relative to the browser window, and doesn't move even you scroll the window.

<!DOCTYPE html>

<html>

<head>

<style>

p.pos\_fixed {

position: fixed;

top: 50px;

right: 5px;

color: blue;

}

</style>

</head>

<body>

<p>Some text...</p><p>Some text...</p><p>Some text...</p><p>........</p><p>.... ...</p

><p>........</p><p>........</p><p>........</p><p>........</p>

<p>........ </p><p>........</p><p>........</p><p>........</p><p>........</p>

<p>........</p><p>........</p><p>Some text...</p><p>Some text...</p><p>Some text...</p>

<p class="pos\_fixed">This is the fix positioned text.</p>

</body>

</html>

## 3) CSS Relative Positioning

The relative positioning property is used to set the element relative to its normal position.

<!DOCTYPE html>

<html>

<head>

<style>

h2.pos\_left {

position: relative;

left: -10px;

}

h2.pos\_right {

position: relative;

left: 30px;

}

</style>

</head>

<body>

<h2>This is a heading with no position</h2>

<h2 class="pos\_left">This heading is positioned left according to its normal position</h2>

<h2 class="pos\_right">This heading is positioned right according to its normal position</h2>

<p>The style "left:-30px" subtracts 30 pixels from the element's original left position.</p>

<p>The style "left:30px" adds 30 pixels to the element's original left position.</p>

</body>

</html>

## 4) CSS Absolute Positioning

The absolute positioning is used to position an element relative to the first parent element that has a position other than static. If no such element is found, the containing block is HTML.

With the absolute positioning, you can place an element anywhere on a page.

<!DOCTYPE html>

<html>

<head>

<style>

h2 {

position: absolute;

left: 150px;

top: 250px;

}

</style>

</head>

<body>

<h2>This heading has an absolute position</h2>

<p> The heading below is placed 150px from the left and 250px from the top of the page.</p>

</body>

</html>

All CSS Position Properties

|  |  |  |  |
| --- | --- | --- | --- |
| **No.** | **property** | **description** | **values** |
| 1) | bottom | It is used to set the bottom margin edge for a positioned box. | auto, length, %, inherit |
| 2) | clip | It is used to clip an absolutely positioned element. | shape, auto, inherit |
| 3) | cursor | It is used to specify the type of cursors to be displayed. | url, auto, crosshair, default, pointer, move, e-resize, ne-resize, nw-resize, n-resize, se-resize, sw-resize, s-resize, w-resize, text, wait, help |
| 4) | left | It sets a left margin edge for a positioned box. | auto, length, %, inherit |
| 5) | overflow | This property is used to define what happens if content overflow an element's box. | auto, hidden, scroll, visible, inherit |
| 6) | position | It is used to specify the type of positioning for an element. | absolute, fixed, relative, static, inherit |
| 7) | right | It is used to set a right margin edge for a positioned box. | auto, length, %, inherit |
| 8) | top | It is used to set a top margin edge for a positioned box. | auto, length, %, inherit |
| 9) | z-index | It is used to set stack order of an element. | number, auto, inherit |

# **CSS Vertical Align**

The CSS vertical align property is used to define the vertical alignment of an inline or table-cell box. It is the one of the self-explanatory property of CSS. It is not very easy property for beginners.

## What it does

1. It is applied to inline or inline-block elements.
2. It affects the alignment of the element, not its content. (except table cells)
3. When it applied to the table cells, it affect the cell contents, not the cell itself.

## CSS Vertical Align Values

|  |  |
| --- | --- |
| **value** | **description** |
| baseline | It aligns the baseline of element with the baseline of parent element. This is a default value. |
| length | It is used to increase or decrease length of the element by the specified length. negative values are also allowed. |
| % | It is used to increase or decrease the element in a percent of the "line-height" property. negative values are allowed. |
| sub | It aligns the element as if it was subscript. |
| super | It aligns the element as if it was superscript. |
| top | It aligns the top of the element with the top of the tallest element on the line. |
| bottom | It aligns the bottom of the element with the lowest element on the line. |
| text-top | the top of the element is aligned with the top of the parent element's font. |
| middle | the element is placed in the middle of the parent element. |
| text-bottom | the bottom of the element is aligned with the bottom of the parent element's font. |
| initial | It sets this property to Its default value. |
| inherit | inherits this property from Its parent element. |

## CSS Vertical Align Example

<!DOCTYPE html>

<html>

<head>

<style>

img.top {

vertical-align: text-top;

}

img.bottom {

vertical-align: text-bottom;

}

</style>

</head>

<body>

<p><img src="good-morning.jpg" alt="Good Morning Friends"/> This is an image with a default alignment.</p>

<p><img src="good-morning.jpg" class="top" alt="Good Morning Friends"/> This is an image with a text-top alignment.</p>

<p><img src="good-morning.jpg" class="bottom" alt="Good Morning Friends"/> This is an image with a text-bottom alignment.</p>

</body>

</html>

# **CSS White Space**

The **CSS white space property** is used to specify how to display the content within an element. It is used to handle the white spaces inside an element.

## CSS White Space values

There are many white space values that can be used to display the content inside an element.

|  |  |
| --- | --- |
| **Value** | **Description** |
| normal | This is a default value. in this value, text is wrapped when necessary. sequences of white space will collapse into a single whitespace. |
| nowrap | Sequences of white space will collapse into a single whitespace. in this value, text will never wrap to the next line and only break when <br> tag is used. |
| pre | Whitespace is preserved by the browser. it is act like html <pre> tag. text will only wrap on line breaks. |
| pre-line | Sequences of white space will collapse into a single whitespace. texts are wrapped when necessary, and on line break. |
| pre-wrap | Whitespace is preserved by the browser. texts are wrapped when necessary, and on line break. |
| initial | It sets this property to its default value. |
| inherit | It inherits this property from its parent element. |

## CSS White Space Example

<!DOCTYPE html>

<html>

<head>

<style>

p {

white-space: nowrap;

}

</style>

</head>

<body>

<p>

Write some text..Write some text..Write some text..

Write some text..Write some text..Write some text..

Write some text..Write some text..Write some text..

Write some text..Write some text..Write some text..

Write some text..Write some text..Write some text..

</p>

</body>

</html>

# **CSS Width**

The **CSS width property** is used to set the width of the content area of an element.

It does not include padding borders or margins. It sets width of the area inside the padding, border, and margin of the element.

## CSS width values

|  |  |
| --- | --- |
| **Value** | **Description** |
| auto | It is a default value. it is used to calculate the width. |
| length | It is used to define the width in px, cm etc. |
| % | It defines the width of the containing block in %. |
| initial | It is used to set the property to its default value. |
| inherit | It is used to inherit the property from its parent element. |

## CSS Width Example: width in px

<!DOCTYPE html>

<html>

<head>

<style>

img.normal {

width: auto;

}

img.big {

width: 150px;

}

p.ex {

height: 150px;

width: 150px;

}

</style>

</head>

<body>

<img class="normal" src="good-morning.jpg" width="95" height="84"><br>

<img class="big" src="good-morning.jpg" width="95" height="84">

<p class="ex">The height and width of this paragraph is 150px.</p>

<p>This is a paragraph.</p>

</body> </html>

## Practice CSS Width Example: width in %

#### **Note: You can also use the "min-width" and "max-width" property to control the size of image.**

# **CSS Word Wrap**

**CSS word wrap property** is used to break the long words and wrap onto the next line. This property is used to prevent overflow when an unbreakable string is too long to fit in the containing box.

## CSS Word Wrap Values

|  |  |
| --- | --- |
| **Value** | **Description** |
| normal | This property is used to break words only at allowed break points. |
| break-word | It is used to break unbreakable words. |
| initial | It is used to set this property to its default value. |
| inherit | It inherits this property from its parent element. |

### **CSS Word Wrap Example**

<!DOCTYPE html>

<html>

<head>

<style>

p.test {

width: 11em;

background-color: #00ffff;

border: 1px solid #000000;

padding:10px;

word-wrap: break-word;

}

</style>

</head>

<body>

<p class="test"> In this paragraph, there is a very long word: iamsooooooooooooooooooooooooooooooolongggggggggggggggg.The long word will break and wrap to the next line.</p>

</body>

</html>

# **Box-shadow CSS**

It is used to add shadow-like effects around the frame of an element.

### **Syntax**

1. box-shadow: h-offset v-offset blur spread color |inset|inherit|initial|none;

Let's understand property values.

**h-offset:** It horizontally sets the shadow position. Its positive value will set the shadow to the right side of the box. Its negative value is used to set the shadow on the left side of the box.

**v-offset:** Unlike the **h-offset**, it is used to set the shadow position vertically. The positive value in it sets the shadow below the box, and the negative value sets the shadow above of the box.

**blur:** As its name implies, it is used to blur the box-shadow. This attribute is optional.

**spread:** It sets the shadow size. The spread size depends upon the spread value.

**color:** As its name implies, this attribute is used to set the color of the shadow. It is an optional attribute.

**inset:** Normally, the shadow generates outside of the box, but by using inset, the shadow can be created within the box.

**initial:** It is used to set the property of the box-shadow to its default value.

**inherit:** it is inherited from its parent.

**none:** It is the default value that does not include any shadow property.

Let's understand the above attributes by using an illustration.

### **Example**

<!DOCTYPE html>

<html>

<head>

<title>CSS box-shadow Property</title>

<style>

div

{

border: 1px solid;

padding: 10px;

}

#hvb

{

/\* box-shadow: h-offset v-offset blur \*/

box-shadow: 5px 10px 10px;

}

#spr

{

/\* box-shadow: h-offset v-offset blur spread \*/

box-shadow: 5px 10px 10px 10px;

}

#col

{

/\* box-shadow: h-offset v-offset blur spread color \*/

box-shadow: 5px 10px 10px 10px orange;

}

#ins

{

/\* box-shadow: h-offset v-offset blur spread color inset \*/

box-shadow: 5px 10px 10px 10px orange inset;

}

#init

{

/\* box-shadow: initial \*/

box-shadow: initial;

}

#non

{

/\* box-shadow: none \*/

box-shadow: none;

}

</style>

</head>

<body>

<div id = "hvb">

<h1>It is a shadow box that has h-offset, v-offset and blur attributes.</h1>

</div>

<br><br>

<div id = "spr">

<h1>It is a box that includes the spread attribute.</h1>

</div>

<br><br>

<div id = "col">

<h1>It is a box that includes the color attribute.</h1>

</div>

<br><br>

<div id = "ins">

<h1>It is a box that includes the inset attribute.</h1>

</div>

<br><br>

<div id = "init">

<h1>It is a box that includes the initial attribute.</h1>

</div>

<br><br>

<div id = "non">

<h1>It is a box that includes the default attribute i.e. none.</h1>

</div>

</body>

</html>

# **CSS Text-shadow**

As its name implies, this CSS property adds shadows to the text. It accepts the comma-separated list of shadows that applied to the text. It's default property is none. It applies one or more than one text-shadow effect on the element's text content.

Let's see the syntax of text-shadow property.

**Syntax**

1. text-shadow: h-shadow v-shadow blur-radius color| none | initial | inherit;

**Values**

**h-shadow:** It is the required value. It specifies the position of the horizontal shadow and allows negative values.

**v-shadow:** It is also the required value that specifies the position of the vertical shadow. It does not allow negative values.

**blur-radius:** It is the blur-radius, which is an optional value. Its default value is 0.

**color:** It is the color of the shadow and also an optional value.

**none:** It is the default value, which means no shadow.

**initial:** It is used to set the property to its default value.

**inherit:** It simply inherits the property from its parent element.

Let's understand it by using some illustrations.

### **Example- Simple shadow**

<!DOCTYPE html>

<html>

<head>

<title> font-weight property </title>

<style>

p.simple{

text-shadow: 3px 3px red;

}

</style>

</head>

<body>

<p class="simple">

Simple Shadow

</p>

</body>

</html>

### **Example- Fuzzy shadow**

<!DOCTYPE html>

<html>

<head>

<title> font-weight property </title>

<style>

p.fuzzy{

text-shadow: 3px 3px 3px violet;

font-size:30px;

text-align:center;

}

</style>

</head>

<body>

<p class="fuzzy">

Fuzzy Shadow

</p>

</body>

</html>

### **Example- Multiple Shadows**

<!DOCTYPE html>

<html>

<head>

<title> font-weight property </title>

<style>

p.multi{

text-shadow: -3px -3px 3px blue, 3px 3px 3px red;

font-size:30px;

text-align:center;

}

</style>

</head>

<body>

<p class="multi">

Multiple Shadows

</p>

</body>

</html>

### **Example- Glow Effect**

<!DOCTYPE html>

<html>

<head>

<title> font-weight property </title>

<style>

.multi{

text-shadow: 0 0 .1em cyan;

background-color: black;

font-size:50px;

text-align:center;

}

</style>

</head>

<body>

<div class="multi">

Glow Effect

</div>

</body>

</html>

# **CSS text-transform**

This CSS property allows us to change the case of the text. It is used to control the text capitalization. This CSS property can be used to make the appearance of text in all-lowercase or all-uppercase or can convert the first character of each word to uppercase.

**Syntax**

1. text-transform: capitalize| uppercase | lowercase | none | initial | inherit;

Let's discuss its property values along with an example.

## capitalize

It transforms the first character of each word to uppercase. It will not capitalize the first letter after the number. It only affects the first letters of the words instead of changing the rest of the letters in the word.

If we **apply the capitalize**property on a word that already has capital letters, then the letters of that word will not switch to lowercase.

The illustration of this property is given below.

**Syntax**

1. text-transform: capitalize;

**Example**

<!DOCTYPE html>

<html>

<head>

<title>

CSS text-transform Property

</title>

<style>

body{

text-align:center;

}

h1 {

color: blue;

}

p{

text-transform: capitalize;

}

</style>

</head>

<body>

<center>

<h1>CSS text-transform property</h1>

<h2>text-transform: capitalize</h2>

<p>hello world</p>

<p>WELCOME to the iHubtalent</p>

</body>

</html>

## uppercase

As its name implies, it transforms all characters of the word into uppercase.

**Syntax**

1. text-transform: uppercase;

**Example**

<!DOCTYPE html>

<html>

<head>

<title>

CSS text-transform Property

</title>

<style>

body{

text-align:center;

}

h1 {

color: blue;

}

p{

text-transform: uppercase;

}

</style>

</head>

<body>

<center>

<h1>CSS text-transform property</h1>

<h2>text-transform: uppercase</h2>

<p>hello world</p>

<p>WELCOME to the iHubTalent</p>

</body>

</html>

## lowercase

It transforms all characters of the word into lowercase.

**Syntax**

1. text-transform: lowercase;

**Example**

<!DOCTYPE html>

<html>

<head>

<title>

CSS text-transform Property

</title>

<style>

body{

text-align:center;

}

h1 {

color: blue;

}

p{

text-transform: lowercase;

}

</style>

</head>

<body>

<center>

<h1>CSS text-transform property</h1>

<h2>text-transform: lowercase</h2>

<p>HELLO WORLD</p>

<p>WELCOME TO THE IHUBTALENT</p>

</body>

</html>

## none

It is the default value that has no capitalization. It renders the text as it is.

**Syntax**

1. text-transform: none;

**Example**

<!DOCTYPE html>

<html>

<head>

<title>

CSS text-transform Property

</title>

<style>

body{

text-align:center;

}

h1 {

color: blue;

}

p{

text-transform: none;

}

</style>

</head>

<body>

<center>

<h1>CSS text-transform property</h1>

<h2>text-transform: none</h2>

<p>Hello World</p>

<p>Welcome to the iHubTalent.</p>

</body> </html>

# **CSS Outline**

CSS outline is just like CSS border property. It facilitates you to draw an extra border around an element to get visual attention.

It is as easy as to apply as a border.

**See this example:**

<!DOCTYPE html>

<html>

<style type="text/css">

.box {

background-color: #eee;

outline: 3px solid red;

border: 3px solid lightgreen;

padding: 5px 10px;

}

</style>

<div class="box">Welcome to iHubTalent</div>

</body>

</html>

## Difference between Border and Outline

At first glance, border and outline look similar, but there are some very important differences between them:

* It is not possible to apply a different outline width, style and color for the four sides of an element while in border; you can apply the provided value for all four sides of an element.
* The border is a part of element's dimension while the outline is not the part of element's dimension. Means, it doesn't matter how thick an outline you apply to the element, the dimensions of it won't change.

The outline property is a shorthand property. It can be divided into outline-width, outline-style and outline-color properties. It facilitates you to use any of the property alone, if you need it.

**See this example:**

<!DOCTYPE html>

<html>

<style type="text/css">

.box {

background-color: #eee;

border: 3px solid Lightgreen;

padding: 5px 10px;

outline-width: 3px;

outline-style: solid;

outline-color: red;

}

</style>

<div class="box">Welcome to iHub</div>

</body>

</html>

In the above example, you can see the three outline properties:

**Outline-width:**It is similar to margin and padding. It can be either an absolute value or a relative value or one of the predefined outline width values i.e. thin, medium or thick. It is preferred to use either an absolute value or a relative value because different browsers interpret differently while using predefined outline width values like thin, medium or thick.

**Outline-color:**It specifies the color that you use for the outline. It supports all the colors available in HTML and CSS.

**Outline-style:**In the above example, we have used only solid outline style while there are a lot of outline style i.e. hidden, dotted, dashed, solid, double, groove, ridge, inset and outset.

Let's take an example to demonstrate the usage of different outline-styles.

**See this example:**

<!DOCTYPE html>

<html>

<style type="text/css">

.box {

outline-color: red;

outline-width: 4px;

margin: 10px;

float: left;

border: 2px solid lightgreen;

padding: 5px 10px;

}

</style>

<div class="box" style="outline-style: dashed;">This is dashed outline.</div>

<div class="box" style="outline-style: dotted;">This is dotted outline.</div>

<div class="box" style="outline-style: double;">This is double outline.</div>

<div class="box" style="outline-style: groove;">This is groove outline.</div>

<div class="box" style="outline-style: inset;">This is inset outline.</div>

<div class="box" style="outline-style: outset;">This is outset outline.</div>

<div class="box" style="outline-style: ridge;">This is ridge outline.</div>

<div class="box" style="outline-style: solid;">This is solid outline.</div>

</body>

</html>

## Outline offset

The outline offset is used to create a distance between outline and border.

It takes a CSS length unit and the empty space between the border and the outline will be transparent and then it takes the background color of the parent element. So you can see a visible difference between outline and border.

Let's take an example to see the difference between outline and border.

**See this example:**

<!DOCTYPE html>

<html>

<style type="text/css">

.box {

background-color: #eee;

outline: 3px solid red;

outline-offset: 6px;

border: 3px solid Lightgreen;

padding: 5px 10px;

}

</style>

<div class="box">Welcome to iHub</div>

</body>

</html>

# **CSS Visibility**

The CSS visibility property is used to specify whether an element is visible or not.

**Note:** An invisible element also take up the space on the page. By using display property you can create invisible elements that don't take up space.

**Syntax:**

1. visibility: visible|hidden|collapse|initial|inherit;

## CSS Visibility Parameters

**visible:**It is the by default value. It specifies that the element is visible.

**hidden:**It specifies that the element is invisible (but still takes up space).

**collapse:**It is used only for table elements. It is used to remove a row or column, but it does not affect the table layout.

The space taken up by the row or column will be available for other content.

If collapse is used on other elements, it renders as "hidden"

**initial:**It is used to set this property to its default value.

**inherit:**It is used to inherit this property from its parent element.

## CSS Visibility Example

<!DOCTYPE html>

<html>

<head>

<style>

h1.visible {

visibility: visible

}

h1.hidden {

visibility: hidden

}

</style>

</head>

<body>

<h1 class="visible">I am visible</h1>

<h1 class="hidden">I am invisible</h1>

<p><strong>Note:</strong> An invisible element also take up the space on the page. By using display property you can create invisible elements that don?t take up space.</p>

</body>

</html>

## JavaScript Syntax:

1. object.style.visibility="hidden"

**See the JavaScript example:**

<!DOCTYPE html>

<html>

<head>

<style>

#myDIV {

margin: auto;

width: 400px;

height: 200px;

background-color: lightpink;

border: 1px solid black;

}

</style>

</head>

<body>

<p>Click the "Try it" button to set the visibility property and hide the div element.</p>

<button onclick="myFunction()">Try it</button>

<div id="myDIV">This is my DIV element.</div>

<p><strong>Note:</strong> An invisible element also take up the space on the page. </p>

<script>

function myFunction() {

document.getElementById("myDIV").style.visibility = "hidden";

}

</script>

</body></html>

# **CSS Counters**

CSS counters are similar to variables. These are maintained by CSS and those values can be incremented by CSS rules to track how many times they are used.

CSS counters facilitate simple CSS based incrementing and display of a number for generated content.

## CSS Counter Properties

Following is a list of properties that are used with CSS counter:

* **counter-reset:** It is used to create or reset a counter.
* **counter-increment:** It is used to increment the counter value.
* **content:** It is used to insert generated content.
* **counter() or counters() function:** It is used to add the value of a counter to an element.

#### **Note: Before using a CSS counter, it must be created with counter-reset.**

## CSS Counter Example

Let's take an example to create a counter for a page and increment the counter value for each next element.

**See this example:**

<!DOCTYPE html>

<html>

<head>

<style>

body {

counter-reset: section;

}

h2::before {

counter-increment: section;

content: "Section " counter(section) ": ";

}

</style>

</head>

<body>

<h1>Example of CSS Counters:</h1>

<h2>Java Tutorial</h2>

<h2>HTML Tutorial</h2>

<h2>CSS Tutorial</h2>

<h2>Oracle Tutorial</h2>

<p><strong>Note:</strong> IE8 supports these properties only if a !DOCTYPE is specified.</p>

</body>

</html>

#### **Note: In the above example you can see that a counter is created for the page in the body selector and it increments the counter value for each <h2> element and adds "Section <value of the counter>:" to the beginning of each <h2> element.**

## CSS Nesting Counters

You can also create counters within the counter. It is called nesting of a counter. Let's take an example to demonstrate nesting counter.

**See this example:**

<!DOCTYPE html>

<html>

<head>

<style>

body {

counter-reset: section;

}

h1 {

counter-reset: subsection;

}

h1::before {

counter-increment: section;

content: "Section " counter(section) ". ";

}

h2::before {

counter-increment: subsection;

content: counter(section) "." counter(subsection) " ";

}

</style>

</head>

<body>

<h1>Java tutorials:</h1>

<h2>Core Java tutorial</h2>

<h2>Servlet tutorial</h2>

<h2>JSP tutorial</h2>

<h2>Spring tutorial</h2>

<h2>Hibernate tutorial</h2>

<h1>Web technology tutorials:</h1>

<h2>HTML tutorial</h2>

<h2>CSS tutorial</h2>

<h2>jQuery tutorial</h2>

<h2>Bootstrap tutorial</h2>

<h1>Database tutorials:</h1>

<h2>SQL tutorial</h2>

<h2>MySQL tutorial</h2>

<h2>PL/SQL tutorial</h2>

<h2>Oracle tutorial</h2>

<p><strong>Note:</strong> IE8 supports these properties only if a !DOCTYPE is specified.</p>

</body>

</html>

#### **Note: In the above example you can see that a counter is created for the section and another nesting counter named subsection is created within section.**

# **CSS clearfix**

A clear float (or clearfix) is a way for an element to fix or clear the child elements so that we do not require to add additional markup. It resolves the error which occurs when more than one floated elements are stacked next to each other.

Suppose if we set the position of a sidebar to the left of the main content block, but we get the elements collapse and overlap on each other. We can understand it as if a child element is floated and taller than its parent element; it will overflow outside of its container.

To overcome this, we can use the **overflow: auto;** property to the containing element.

Let us try to understand it by using an example.

### **Example**

In this example, the image is floated and taller than the element containing it, so that it overflows outside of its container.

Now, we are creating a class **jtp** and add the **overflow: auto;** property to the corresponding element.

<!DOCTYPE html>

<html>

<head>

<style>

div {

border: 3px solid red;

padding: 5px;

background-color:pink;

font-size:20px;

}

img{

float: right;

border: 3px solid blue;

}

p{

font-size:20px;

clear:right;

}

.jtp{

overflow: auto;

}

</style>

</head>

<body>

<h1>Without Clearfix</h1>

<div>

<img class="img1" src="jtp.png">

Welcome to the iHubTalent.com. Here, you can find the best tutorials that are easy to read and help you to clear your concepts.

</div>

<p>Use the overflow:auto; CSS property</p>

<h1>With Clearfix</h1>

<div class="jtp">

<img class="img2" src="jtp.png">

Welcome to the iHubTalent.com. Here, you can find the best tutorials that are easy to read and help you to clear your concepts.

</div>

</body>

</html>

The above clearfix method works well as long as we manage the paddings and margins. But a modern way to clearfix is safer to use.

# **CSS icons**

Icons can be defined as the images or symbols used in any computer interface refer to an element. It is a graphical representation of a file or program that helps the user to identify about the type of file quickly.

Using the icon library is the easiest way to add icons to our HTML page. It is possible to format the library icons by using CSS. We can customize the icons according to their color, shadow, size, etc.

There are given some of the icon libraries such as **Bootstrap icons, Font Awesome icons,** and **Google icons** that can be used in CSS easily. There is no need to install or download the libraries mentioned above.

Let's discuss the above-mentioned libraries of icons.

## Font Awesome icons

To use this library in our HTML page, we need to add the following link within the **<head></head>** section.

1. **<link** rel="stylesheet" href="https://cdnjs.cloudflare.com/ajax/libs/font-awesome/4.7.0/css/font-awesome.min.css"**>**

Let's understand it with an illustration.

### **Example**

<!DOCTYPE html>

<html>

<head>

<title>CSS Icons</title>

<link rel="stylesheet" href="https://cdnjs.cloudflare.com/ajax/libs/font-awesome/4.7.0/css/font-awesome.min.css">

<style>

body{

text-align:center;

background-color:lightblue;

}

.fa{

color:red;

font-size:50px;

margin:10px;

}

</style>

</head>

<body style="text-align:center">

<h1>Font Awesome Library</h1>

<i class="fa fa-cloud"></i>

<i class="fa fa-file"></i>

<i class="fa fa-heart"></i>

<i class="fa fa-bars"></i>

<i class="fa fa-car"</i>

</body>

</html>

## Bootstrap icons

As similar to the font awesome library, we can add the bootstrap icons in our HTML page using the link given below in the **<head></head>** section.

1. **<link** rel="stylesheet"
2. href="https://maxcdn.bootstrapcdn.com/bootstrap/3.3.7/css/bootstrap.min.css"**>**

### **Example**

<!DOCTYPE html>

<html>

<head>

<title>CSS Icons</title>

<link rel="stylesheet"

href="https://maxcdn.bootstrapcdn.com/bootstrap/3.3.7/css/bootstrap.min.css">

<style>

body{

text-align:center;

background-color:lightblue;

}

.glyphicon{

color:red;

font-size:50px;

margin:10px;

}

</style>

</head>

<body style="text-align:center">

<h1>Bootstrap icons</h1>

<i class="glyphicon glyphicon-cloud"></i>

<i class="glyphicon glyphicon-file"></i>

<i class="glyphicon glyphicon-heart"></i>

<i class="glyphicon glyphicon-user"></i>

<i class="glyphicon glyphicon-thumbs-up"></i>

<i class="glyphicon glyphicon-remove"></i>

<i class="glyphicon glyphicon-envelope"></i>

</body> </html>

## Google icons

As similar to the above libraries, we can add it in our HTML page simply by adding the link given below in the **<head></head>** section.

### **Example**

1. **<link** rel="stylesheet" href="https://fonts.googleapis.com/icon?family=Material+Icons"**>**

### **Example**

<!DOCTYPE html>

<html>

<head>

<title>CSS Icons</title>

<link rel="stylesheet" href="https://fonts.googleapis.com/icon?family=Material+Icons">

<style>

body{

text-align:center;

background-color:lightblue;

}

.material-icons{

color:red;

font-size:50px;

margin:10px;

}

</style>

</head>

<body style="text-align:center">

<h1>Google icons</h1>

<i class="material-icons">cloud</i>

<i class="material-icons">attachment</i>

<i class="material-icons">computer</i>

<i class="material-icons">favorite</i>

<i class="material-icons">traffic</i>

</body>

</html>

# **CSS justify-content**

This CSS property is used to align the items of the flexible box container when the items do not use all available space on the main-axis (horizontally). It defines how the browser distributes the space around and between the content items.

This CSS property can't be used to describe containers or items along the vertical axis. To align the items vertically, we have to use the **align-items** property.

### **Syntax**

1. justify-content: center | flex-start | flex-end | space-around | space-evenly | space-between | initial | inherit;

The default value of this property is **flex-start.** Let's understand its property values in detail.

### **Property values**

* **center:** As its name implies, it set the position of items at the center of the container.
* **flex-start:** It is the default value that positioned the items at the beginning of the container.
* **flex-end:** It set the position of items at the end of the container.
* **space-around:** It positioned the items with equal spacing from each other. It evenly distributes the items in the line along with the same space around them.
* **space-between:** Items are evenly spaced in which the first item is at the beginning, and the last item is at the end.
* **space-evenly:** It also positioned the items with equal space, but the spacing from the corners differs.

Let's understand the above values by using an illustration.

### **Example**

<!DOCTYPE html>

<html>

<head>

<title>CSS filter property</title>

<style>

#flexstart{

display:flex;

justify-content: flex-start;

}

#flexend{

display:flex;

justify-content: flex-end;

}

#cent{

display:flex;

justify-content: center;

}

#evenly{

display:flex;

justify-content: space-evenly;

}

#around{

display:flex;

justify-content: space-around;

}

#between{

display:flex;

justify-content: space-between;

}

.flex-item{

width:50px;

height:50px;

margin:5px;

padding:5px;

color:white;

font-size:2em;

font-weight:bold;

text-align:center;

border: 1px solid black;

background-color:blue;

}

</style>

</head>

<body>

<div id="flexstart">

<h1>flex-start</h1>

<div class="flex-item">1</div>

<div class="flex-item">2</div>

<div class="flex-item">3</div>

<div class="flex-item">4</div>

<div class="flex-item">5</div>

</div>

<div id="flexend">

<h1>flex-end</h1>

<div class="flex-item">1</div>

<div class="flex-item">2</div>

<div class="flex-item">3</div>

<div class="flex-item">4</div>

<div class="flex-item">5</div>

</div>

<div id="cent">

<h1>center</h1>

<div class="flex-item">1</div>

<div class="flex-item">2</div>

<div class="flex-item">3</div>

<div class="flex-item">4</div>

<div class="flex-item">5</div>

</div>

<h1>space-evenly</h1>

<div id="evenly">

<div class="flex-item">1</div>

<div class="flex-item">2</div>

<div class="flex-item">3</div>

<div class="flex-item">4</div>

<div class="flex-item">5</div>

</div>

<h1>space-around</h1>

<div id="around">

<div class="flex-item">1</div>

<div class="flex-item">2</div>

<div class="flex-item">3</div>

<div class="flex-item">4</div>

<div class="flex-item">5</div>

</div>

<h1>space-between</h1>

<div id="between">

<div class="flex-item">1</div>

<div class="flex-item">2</div>

<div class="flex-item">3</div>

<div class="flex-item">4</div>

<div class="flex-item">5</div>

</div>

</body>

</html>

# **CSS text-decoration**

It is a CSS property that decorates the content of the text. It adds lines under, above, and through the text. It sets the appearance of decorative lines on text. This CSS property decorates the text with several kinds of lines. This is shorthand for **text-decoration-line, text-decoration-color,** and **text-decoration-style.**

The syntax of this CSS property is given as follows-

### **Syntax**

1. text-decoration: text-decoration-line text-decoration-color text-decoration-style|initial|inherit;

Let's discuss its property values along with an example.

## text-decoration-line

It sets the kind of text-decoration like **overline, underline,** or **line-through.** It can be used to add a combination of lines to the selected text.

### **Example**

In this example, we are going to use the values **underline, overline, and line-through.** We will also see how to use these values simultaneously.

<!DOCTYPE html>

<html>

<head>

<title>text-decoration</title>

<style>

h1 {

color: red;

}

h2{

color: blue;

}

body {

text-align: center;

}

p{

font-size: 30px;

}

#p1 {

text-decoration: underline;

}

#p2 {

text-decoration: line-through;

}

#p3 {

text-decoration: overline;

}

#p4 {

text-decoration: overline underline line-through;

}

</style>

</head>

<body>

<h1>Welcome to the iHubTalent.com</h1>

<h2>text-decoration: text-decoration-line;</h2>

<div>

<p id="p1">This is underline</p>

<p id="p2">This is line-through</p>

<p id="p3">This is overline</p>

<p id="p4">This is the combination of lines</p>

</div> </body> </html>

## text-decoration-style

This property is used to set the style of the line. Its values are **solid, dotted, wavy, double,** and **dashed.**

The following example explains this property more clearly.

### **Example**

<!DOCTYPE html>

<html>

<head>

<title>text-decoration</title>

<style>

h1 {

color: red;

}

h2{

color: blue;

}

body {

text-align: center;

}

p{

font-size: 30px;

}

#p1 {

text-decoration: underline double;

}

#p2 {

text-decoration: line-through dashed;

}

#p3 {

text-decoration: dotted overline;

}

#p4 {

text-decoration: lightblue wavy overline underline line-through;

color:red;

}

</style>

</head>

<body>

<h1>Welcome to the iHub.com</h1>

<h2>text-decoration: text-decoration-line text-decoration-style;</h2>

<div>

<p id="p1">This is double underline</p>

<p id="p2">This is dashed line-through</p>

<p id="p3">This is dotted overline</p>

<p id="p4">This is the wavy combination of lines</p>

</div>

</body>

</html>

## text-decoration-color

This property is used to provide color to the decoration. Its value is any color in a valid format.

### **Example**

<!DOCTYPE html>

<html>

<head>

<title>text-decoration</title>

<style>

h1 {

color: red;

}

h2{

color: blue;

}

body {

text-align: center;

}

p{

font-size: 30px;

}

#p1 {

text-decoration: underline double cyan;

}

#p2 {

text-decoration: line-through dashed green;

}

#p3 {

text-decoration: dotted overline blue;

}

#p4 {

text-decoration: lightblue wavy overline underline line-through;

color:red;

}

</style>

</head>

<body>

<h1>Welcome to the iHubTalent.com</h1>

<h2>text-decoration: text-decoration-line text-decoration-style;</h2>

<div>

<p id="p1">This is double underline</p>

<p id="p2">This is dashed line-through</p>

<p id="p3">This is dotted overline</p>

<p id="p4">This is the wavy combination of lines</p>

</div>

</body>

</html>

# **CSS Lists**

There are various CSS properties that can be used to control lists. Lists can be classified as ordered lists and unordered lists. In ordered lists, marking of the list items is with alphabet and numbers, whereas in unordered lists, the list items are marked using bullets.

We can style the lists using CSS. CSS list properties allow us to:

* Set the distance between the text and the marker in the list.
* Specify an image for the marker instead of using the number or bullet point.
* Control the marker appearance and shape.
* Place the marker outside or inside the box that contains the list items.
* Set the background colors to list items and lists.

The CSS properties to style the lists are given as follows:

* **list-style-type:** This property is responsible for controlling the appearance and shape of the marker.
* **list-style-image:** It sets an image for the marker instead of the number or a bullet point.
* **list-style-position:** It specifies the position of the marker.
* **list-style:** It is the shorthand property of the above properties.
* **marker-offset:** It is used to specify the distance between the text and the marker. It is unsupported in IE6 or Netscape 7.

Let's understand the above properties in detail, along with an example of each.

## The list-style-type property

It allows us to change the default list type of marker to any other type such as square, circle, roman numerals, Latin letters, and many more. By default, the ordered list items are numbered with Arabic numerals (1, 2, 3, etc.), and the items in an unordered list are marked with round bullets (•).

If we set its value to **none,** it will remove the markers/bullets.

#### **Note: The list also includes the default padding and margin. To remove this, we need to add padding:0 and margin:0 to <ol> and <ul>.**

The illustration of using this property is given as follows:

### **Example**

<!DOCTYPE html>

<html>

<head>

<title>CSS Lists</title>

<style>

.num{

list-style-type:decimal;

}

.alpha{

list-style-type:lower-alpha;

}

.roman{

list-style-type:lower-roman;

}

.circle{

list-style-type:circle;

}

.square{

list-style-type:square;

}

.disc{

list-style-type:disc;

}

</style>

</head>

<body>

<h1>

Welcome to the iHub.com

</h1>

<h2>

Ordered Lists

</h2>

<ol class="num">

<li>one</li>

<li>two</li>

<li>three</li>

</ol>

<ol class="alpha">

<li>one</li>

<li>two</li>

<li>three</li>

</ol>

<ol class="roman">

<li>one</li>

<li>two</li>

<li>three</li>

</ol>

<h2>

Unordered lists

</h2>

<ul class="disc">

<li>one</li>

<li>two</li>

<li>three</li>

</ul>

<ul class="circle">

<li>one</li>

<li>two</li>

<li>three</li>

</ul>

<ul class="square">

<li>one</li>

<li>two</li>

<li>three</li>

</ul>

</body>

</html>

## The list-style-position property

It represents whether the appearing of the marker is inside or outside of the box containing the bullet points. It includes two values.

**inside:** It means that the bullet points will be in the list item. In this, if the text goes on the second line, then the text will be wrap under the marker.

**outside:** It represents that the bullet points will be outside the list item. It is the default value.

The following example explains it more clearly.

### **Example**

<!DOCTYPE html>

<html>

<head>

<title>CSS Lists</title>

<style>

.num{

list-style-type:decimal;

list-style-position:inside;

}

.roman{

list-style-type:lower-roman;

list-style-position:outside;

}

.circle{

list-style-type:circle;

list-style-position:inside;

}

.square{

list-style-type:square;

}

.disc{

list-style-type:disc;

list-style-position:inside;

}

</style>

</head>

<body>

<h1>

Welcome to the iHub.com

</h1>

<h2>

Ordered Lists

</h2>

<ol class="num">

<li>INSIDE</li>

<li>two</li>

<li>three</li>

</ol>

<ol class="roman">

<li>OUTSIDE</li>

<li>two</li>

<li>three</li>

</ol>

<h2>

Unordered lists

</h2>

<ul class="disc">

<li>INSIDE</li>

<li>two</li>

<li>three</li>

</ul>

<ul class="circle">

<li>INSIDE</li>

<li>two</li>

<li>three</li>

</ul>

<ul class="square">

<li>DEFAULT</li>

<li>two</li>

<li>three</li>

</ul>

</body>

</html>

## The list-style-image property

It specifies an image as the marker. Using this property, we can set the image bullets. Its syntax is similar to the background-image property. If it does not find the corresponding image, the default bullets will be used.

### **Example**

<!DOCTYPE html>

<html>

<head>

<title>CSS Lists</title>

<style>

.order{

list-style-image: url(img.png);

}

.unorder{

list-style-image: url(img.png);

}

</style>

</head>

<body>

<h1>

Welcome to the iHub.com

</h1>

<h2>

Ordered Lists

</h2>

<ol class="order">

<li>one</li>

<li>two</li>

<li>three</li>

</ol>

<h2>

Unordered lists

</h2>

<ul class="unorder">

<li>one</li>

<li>two</li>

<li>three</li>

</ul>

</body>

</html>

## The list-style property

It is the shorthand property that is used to set all list properties in one expression. The order of the values of this property is type, position, and image. But if any property value is missing, then the default value will be inserted.

### **Example**

<!DOCTYPE html>

<html>

<head>

<title>CSS Lists</title>

<style>

.order{

list-style: lower-alpha inside url(img.png);

}

.unorder{

list-style: disc outside;

}

</style>

</head>

<body>

<h1>

Welcome to the iHub.com

</h1>

<h2>

Ordered Lists

</h2>

<ol class="order">

<li>one</li>

<li>two</li>

<li>three</li>

</ol>

<h2>

Unordered lists

</h2>

<ul class="unorder">

<li>one</li>

<li>two</li>

<li>three</li>

</ul>

</body>

</html>

## Styling Lists with colors

To make the lists more attractive and interesting, we can style lists with colors. The addition of anything to the <ul> or <ol> tag will affect the entire list, whereas the addition to the individual <li> tag will affect the items of the corresponding list.

### **Example**

<!DOCTYPE html>

<html>

<head>

<title>CSS Lists</title>

<style>

.order{

list-style: upper-alpha;

background: pink;

padding:20px;

}

.order li{

background: lightblue;

padding:10px;

font-size:20px;

margin:10px;

}

.unorder{

list-style: square inside;

background: cyan;

padding:20px;

}

.unorder li{

background: green;

color:white;

padding:10px;

font-size:20px;

margin:10px;

}

</style>

</head>

<body>

<h1>

Welcome to the iHub.com

</h1>

<h2>

Ordered Lists

</h2>

<ol class="order">

<li>ONE</li>

<li>TWO</li>

<li>THREE</li>

</ol>

<h2>

Unordered lists

</h2>

<ul class="unorder">

<li>ONE</li>

<li>TWO</li>

<li>THREE</li>

</ul>

</body>

</html>

# **CSS :nth-child(n) selector**

This selector is used for matching the elements based on their position regardless of the type of its parent. The **n** can either be a keyword, formula, or a number. It is used to match the elements based on their position within a group of siblings. It matches each element, which is the nth-child.

### **Syntax**

Following are the syntax of this selector:

:nth-child(n) {

    //CSS Property

}

The **"n"** in the parentheses is the argument that represents the pattern for matching elements. It can be a functional notation, even or odd.

Odd values represent the elements whose position is odd in series like 1, 3, 5, etc. Similarly, the even values represent the elements whose position is even in series like 2, 4, 6, etc.

**Functional notation (An+B)**: Functional notation represents those elements whose siblings position match the **An+B** pattern, where **A** is the integer step size, **n** is any positive integer starting from 0, and **B** is the integer offset.

Let' see some illustrations.

### **Example1**

In this example, we are using the functional notation **3n+4** that will represent the elements:

(3×0)+4 = 4, (3×1)+4 =7, and many more.

<!DOCTYPE html>

<html>

<head>

<title>CSS :nth-child Selector</title>

<style>

p:nth-child(3n+4) {

background: yellow;

color: black;

font-size:30px;

}

</style>

</head>

<body style = "text-align:center">

<h1>

Hello World

</h1>

<h2>

Welcome to the iHub

</h2>

<p>It will not affected.</p>

<p>It will be affected.</p>

<p>Not affected.</p>

<p>Not affected.</p>

<p>It will be affected.</p>

</body>

</html>

### **Example2**

In this example, we are going to use odd and even keywords that match those elements whose index is odd or even. It is to be noted that the first child index is 1.

<!DOCTYPE html>

<html>

<head>

<title>CSS :nth-child Selector</title>

<style>

p:nth-child(even) {

background: yellow;

color: black;

font-size:30px;

}

p:nth-child(odd) {

background: blue;

color: white;

font-size:20px;

</style>

</head>

<body style = "text-align:center">

<h1>

Hello World

</h1>

<h2>

Welcome to the iHub

</h2>

<p>Odd</p>

<p>Even</p>

<p>Odd</p>

<p>Even</p>

<p>Odd</p>

</body>

</html>

# **CSS sticky**

The CSS position property is used to set the position for an element. It is also used to place an item behind another element and also useful for the scripted animation effect. The **"position: sticky;"** is used to position the element based on the scroll position of the user.

This CSS property allows the elements to stick when the scroll reaches to a certain point. Depends upon the scroll position, a sticky element toggles in between **fixed** and **relative.** The element will be positioned **relative** until the specified position of offset is met in the viewport. Then, similar to **position: fixed,** the element sticks in one place.

Let us try to understand this CSS property by using an illustration.

### **Example**

<!DOCTYPE html>

<html>

<head>

<style>

body{

text-align:center;

}

.stick{

position: sticky;

top:50px;

padding: 10px;

font-size:20px;

font-weight:bold;

background-color: lightblue;

border: 1px solid blue;

}

</style>

</head>

<body>

<h1>Scroll and see the effect!</h1>

<div class = "stick">Sticky Element</div>

<div style = "padding-bottom:2000px">

<h2>Hello World</h2>

<h2>Welcome to iHub.com</h2>

</div>

</body>

</html>

# **CSS background-clip**

This CSS property specifies the painting area of the background. It limits the area in which the background color or image appears by applying a clipping box. Anything outside the box will be discarded and invisible.

It sets whether the background of an element extends under the border-box, padding-box, and content-box.

### **Syntax**

1. background-clip: border-box| padding-box| content-box| inherit;

### **Possible values**

Let's understand the property values along with an example of each.

### **border-box**

It is the default value. It means that the background image and color will be drawn inside the border-box. It sets the background color, which spreads over the entire division.

### **Example**

<!DOCTYPE html>

<html>

<head>

<style>

div {

background-color: yellow;

background-clip: border-box;

text-align: center;

border:5px dotted blue;

}

h1,h2{

color: red;

}

</style>

</head>

<body>

<div>

<h1>

Welcome to the iHub.com

</h1>

<h2>

background-clip: border-box;

</h2>

</div>

</body></html>

### **padding-box**

It sets the background within the border, i.e., the background image and color are drawn inside the padding-box.

### **Example**

<!DOCTYPE html>

<html>

<head>

<style>

div {

background-color: yellow;

background-clip: padding-box;

padding: 25px;

text-align: center;

border:5px dashed blue;

}

h1,h2{

color: red;

}

</style>

</head>

<body>

<div>

<h1>

Welcome to the iHub.com

</h1>

<h2>

background-clip: padding-box;

</h2>

</div>

</body>

</html>

### **content-box**

It sets the background-color up to the content only. The background is painted inside the content box, i.e., the background image and color will be drawn in the content box.

### **Example**

<!DOCTYPE html>

<html>

<head>

<style>

div {

background-color: yellow;

background-clip: content-box;

padding: 15px;

text-align: center;

border:5px dashed blue;

}

h1,h2{

color: red;

}

</style>

</head>

<body>

<div>

<h1>

Welcome to the iHub.com

</h1>

<h2>

background-clip: content-box;

</h2>

</div>

</body>

</html>

# **CSS checkbox style**

The checkbox is an HTML element used to take input from the user. It is hard to style the checkbox, but pseudo-elements makes it easier to style a checkbox.

This HTML element is generally used on every website, but without styling them, they look similar on every website. So, styling them will make our site different and attractive. We have to hide the original checkbox in order to style the checkbox. Styling the checkboxes using CSS is an interesting and creative task, which will provide a new and attractive look to the default checkbox.

Styling of the checkbox will be clear by using some illustrations. Let's see some of the illustrations for the same.

### **Example**

In this example, we are using the '**~**' which is the sibling combinator. It selects all elements that are preceded by the previous selector. We have also used the pseudo-class **:hover** to style the checkbox when the user moves the cursor over it.

<!DOCTYPE html>

<html>

<style>

.container {

display: block;

position: relative;

padding-left: 35px;

margin-bottom: 20px;

cursor: pointer;

font-size: 25px;

}

/\* Hide the default checkbox \*/

.container input {

visibility: hidden;

cursor: pointer;

}

/\* Create a custom checkbox \*/

.mark {

position: absolute;

top: 0;

left: 0;

height: 25px;

width: 25px;

background-color: lightgray;

}

.container:hover input ~ .mark {

background-color: gray;

}

.container input:checked ~ .mark {

background-color: blue;

}

/\* Create the mark/indicator (hidden when not checked) \*/

.mark:after {

content: "";

position: absolute;

display: none;}

/\* Show the mark when checked \*/

.container input:checked ~ .mark:after {

display: block;

}

/\* Style the mark/indicator \*/

.container .mark:after {

left: 9px;

top: 5px;

width: 5px;

height: 10px;

border: solid white;

border-width: 0 3px 3px 0;

transform: rotate(45deg);

}

</style>

<body>

<h1>Qualification</h1>

<label class="container">MCA

<input type="checkbox">

<span class="mark"></span>

</label>

<label class="container">BCA

<input type="checkbox">

<span class="mark"></span>

</label>

<label class="container">12th

<input type="checkbox">

<span class="mark"></span>

</label>

<label class="container">10th

<input type="checkbox" checked="check">

<span class="mark"></span>

</label>

</body>

</html>

# **CSS letter-spacing**

This CSS property used to control the space between every letter inside an element or the block of text. It sets the spacing behavior between the characters of the text. Using this property, we can increase or decrease the space between the characters of the text.

It modifies the space between the adjacent characters.

### **Syntax**

1. letter-spacing: normal | length | initial | inherit;

### **Possible values**

**normal:** It is the default value that does not provide any space between the characters. It does not change the default spacing between the letters. It is similar to set the value to 0.

**length:** It is used to specify an additional space between the characters. It allows the negative values that tighten the text appearance instead of loosening it. The greater length implies the maximum space between the letters. This value supports the font-relative values (em, rem), absolute values (px).

### **Example**

In this example, we are going to try different values of **letter-spacing** property in order to see the different results. We will also use the possible length values to see the spacing between the characters.

This example will illustrate the setting of space between the characters.

<!DOCTYPE html>

<html>

<head>

<title>CSS letter-spacing Property</title>

</head>

<body style = "text-align: center;">

<h1 style = "color: blue;">

Welcome to the iHub.com

</h1>

<h2>This is an example of CSS letter-spacing Property</h2>

<p style= "letter-spacing: normal;">

This paragraph has letter-spacing: normal;

</p>

<p style= "letter-spacing: 7px;">

This paragraph has letter-spacing: 7px;

</p>

<p style= "letter-spacing: 0.7em;">

This paragraph has letter-spacing: 0.7em;

</p>

<p style= "letter-spacing: -1px;">

This paragraph has letter-spacing: -1px;

</p>

</body>

</html>

A large negative or positive value of **letter-spacing** will make the word unreadable. If we apply a very large positive value, it will cause the appearance of letters like a series of unconnected and individual letters. A very large negative value will overlap the letter to each other, which makes the word unrecognizable.

# **CSS Navigation bar**

A Navigation bar or navigation system comes under GUI that helps the visitors in accessing information. It is the UI element on a webpage that includes links for the other sections of the website.

A navigation bar is mostly displayed on the top of the page in the form of a horizontal list of links. It can be placed below the logo or the header, but it should always be placed before the main content of the webpage.

It is important for a website to have easy-to-use navigation. It plays an important role in the website as it allows the visitors to visit any section quickly.

Let's discuss the horizontal navigational bar and vertical navigational bar in detail.

## Horizontal Navigation Bar

The horizontal navigation bar is the horizontal list of links, which is generally on the top of the page.

Let's see how to create a horizontal navigation bar by using an example.

### **Example**

In this example, we are adding the **overflow: hidden** property that prevents the **li** elements from going outside of the list, **display: block** property displays the links as the block elements and makes the entire link area clickable.

We are also adding the **float: left** property, which uses float for getting the block elements to slide them next to each other.

If we want the full-width background color then we have to add the **background-color** property to **<ul>** rather than the **<a>** element.

<!DOCTYPE html>

<html>

<head>

<style>

ul {

list-style-type: none;

margin: 0;

padding: 0px;

overflow: hidden;

background-color: lightgray;

}

li {

float: left;

}

li a {

display: block;

color: blue;

font-size:20px;

text-align: center;

padding: 10px 20px;

text-decoration: none;

}

.active{

background-color: gray;

color: white;

}

li a:hover {

background-color: orange;

color: white;

}

</style>

</head>

<body>

<ul>

<li><a class="active" href="#home">Home</a></li>

<li><a href="#">Java</a></li>

<li><a href="#">HTML</a></li>

<li><a href="#">CSS</a></li>

</ul>

</body>

</html>

### **Border dividers**

We can add the border between the links in the navigation bar by using the **border-right** property. The following example explains it more clearly.

### **Example**

<!DOCTYPE html>

<html>

<head>

<style>

ul {

list-style-type: none;

margin: 0;

padding: 0px;

overflow: hidden;

background-color: lightgray;

}

li {

float: left;

border-right: 1px solid blue;

}

li a {

display: block;

color: blue;

font-size:20px;

text-align: center;

padding: 10px 20px;

text-decoration: none;

}

.active{

background-color: gray;

color: white;

}

li a:hover {

background-color: orange;

color: white;

}

</style>

</head>

<body>

<ul>

<li><a class="active" href="#home">Home</a></li>

<li><a href="#">Java</a></li>

<li><a href="#">HTML</a></li>

<li><a href="#">CSS</a></li>

</ul>

</body>

</html>

### **Fixed Navigation bars**

When we scrolls the page, fixed navigation bars stay at the bottom or top of the page. See an example of the same.

### **Example**

<!DOCTYPE html>

<html>

<head>

<style>

ul {

list-style-type: none;

position: fixed;

width:100%;

top:0;

margin: 0;

padding: 0px;

overflow: hidden;

background-color: lightgray;

}

li {

float: left;

border-right: 1px solid blue;

}

li a {

display: block;

color: blue;

font-size:20px;

text-align: center;

padding: 10px 20px;

text-decoration: none;

}

.active{

background-color: gray;

color: white;

}

li a:hover {

background-color: orange;

color: white;

}

</style>

</head>

<body>

<ul>

<li><a class="active" href="#home">Home</a></li>

<li><a href="#">Java</a></li>

<li><a href="#">HTML</a></li>

<li><a href="#">CSS</a></li>

</ul>

<h1 style="padding-top: 100px; text-align: center;">Hello World</h1>

<h2 style="padding-bottom: 2000px; text-align: center;">Scroll down the page to see the fixed navigation bar</h2>

</body>

</html>

### **Sticky Navbar**

The **position: sticky;** property is used to position the element based on the scroll position of the user.

This CSS property allows the elements to stick when the scroll reaches to a certain point. Depending upon the scroll position, a sticky element toggles in between **fixed** and **relative** property**.**

### **Example**

<!DOCTYPE html>

<html>

<head>

<style>

ul {

list-style-type: none;

position: sticky;

width:100%;

top:0;

margin: 0;

padding: 0px;

overflow: hidden;

background-color: lightgray;

}

li {

float: left;

border-right: 1px solid blue;

}

li a {

display: block;

color: blue;

font-size:20px;

text-align: center;

padding: 10px 20px;

text-decoration: none;

}

.active{

background-color: gray;

color: white;

}

li a:hover {

background-color: orange;

color: white;

}

</style>

</head>

<body>

<h1> Example of sticky navigation bar</h1>

<ul>

<li><a class="active" href="#home">Home</a></li>

<li><a href="#">Java</a></li>

<li><a href="#">HTML</a></li>

<li><a href="#">CSS</a></li>

</ul>

<h1 style="padding-top: 100px; text-align: center;">Hello World</h1>

<h2 style="padding-bottom: 2000px; text-align: center;">Scroll down the page to see the sticky navigation bar</h2>

</body>

</html>

### **Dropdown Navbar**

Following example explain how to create a dropdown menu inside a navigation bar.

### **Example**

<!DOCTYPE html>

<html>

<head>

<style>

ul {

list-style-type: none;

margin: 0;

padding: 0;

overflow: hidden;

background-color: lightgray;}

li {

float: left;

}

li a, .dropbtn {

display: inline-block;

color: blue;

font-size:20px;

text-align: center;

padding: 10px 20px;

text-decoration: none;

}

.active{

background-color: gray;

color: white;

}

li a:hover , .dropdown:hover .dropbtn{

background-color: orange;

color: white;

}

.dropdown-content {

display: none;

position: absolute;

background-color: lightblue;

min-width: 160px;

box-shadow: 5px 8px 10px 0px black;

}

.dropdown-content a {

color: black;

padding: 12px 16px;

text-decoration: none;

display: block;

text-align: left;

}

.dropdown-content a:hover {

background-color: gray;

color:white;

}

.dropdown:hover .dropdown-content {

display: block;

}

h1,h2,h3{

text-align:center;

color: green;

}

</style>

</head>

<body>

<ul>

<li><a class="active" href="#home">Home</a></li>

<li><a href="#">Java</a></li>

<li><a href="#">C</a></li>

<li><a href="#">C++</a></li>

<li class="dropdown">

<a href="#" class="dropbtn">Web-designing</a>

<div class="dropdown-content">

<a href="#">HTML</a>

<a href="#">CSS</a>

<a href="#">Bootstrap</a>

</div>

</li>

</ul>

<h1>Welcome to the iHub.com</h1>

<h2>Example of Dropdown Menu inside a Navigation Bar</h2>

<h3>Move your cursor on the "web-designing" to see the dropdown effect.</h3>

</body>

</html>

## Vertical Navigation bar

In this example, we are going to see how to build a vertical navigation bar.

### **Example**

<!DOCTYPE html>

<html>

<head>

<style>

ul {

list-style-type: none;

margin: 0;

padding: 0;

width: 200px;

background-color: lightblue;

}

li a {

display: block;

color: blue;

font-size:20px;

padding: 8px 16px;

text-decoration: none;

}

.active{

background-color: orange;

color: white;

}

li a:hover {

background-color: orange;

color: white;

}

</style>

</head>

<body>

<h2>Vertical Navigation Bar</h2>

<ul>

<li><a href="#" class = "active">Home</a></li>

<li><a href = "#">Java</a></li>

<li><a href = "#">CSS</a></li>

<li><a href = "#">HTML</a></li>

<li><a href = "#">Bootstrap</a></li>

</ul>

</body>

</html>

# **CSS overlay**

Overlay means to cover the surface of something with a coating. In other words, it is used to set one thing on the top of another. The overlay makes a web-page attractive, and it is easy to design.

Creating an overlay effect means to put two **div** together at the same place, but both will appear when required. To make the second div appear, we can hover or click on one div. In these two divs, one div is the overlay div that contains what will show up when the user hovers over the image, and the second div is a container that will hold both the image and its overlay.

## Fade overlay effect

In this overlay effect, when we move the cursor on the image, then the overlay will appear on the top of the image. Let's see how it works.

### **Example**

<!DOCTYPE HTML>

<html>

<head>

<title>Image Overlay</title>

<style>

.container img {

width: 300px;

height: 300px;

}

.container {

position: relative;

width: 25%;

height: auto;

}

.overlay{

position: absolute;

transition: 0.5s ease;

height: 300px;

width: 300px;

top: 0;

left: 20px;

background-color: lightblue;

opacity: 0;

}

.container:hover .overlay {

opacity: 0.9;

}

</style>

</head>

<body>

<center>

<h1>Fade in Overlay</h1>

<h2>Move the cursor over the image to see the effect.</h2>

<div class="container">

<img src= "jtp.png">

<div class="overlay"></div>

</div>

</center>

</body>

</html>

## Image overlay slide

We can create a sliding overlay effect by four different types that are **top, bottom, left, and right.** We are going to discuss it one by one using an example of each.

### **Slide in Overlay from top to bottom**

First, we see how to create the slide in an overlay from the top using an example.

### **Example**

<!DOCTYPE HTML>

<html>

<head>

<style>

.container img {

width: 300px;

height: 300px;

}

.container {

position: relative;

width: 25%;

height: auto;

}

.container:hover .overlay {

opacity: 1;

height: 300px;

}

.overlay{

position: absolute;

transition: 0.7s ease;

opacity: 0;

width: 300px;

height: 0;

top: 0;

right: 20px;

background-color: lightblue;;

}

</style>

</head>

<body>

<center>

<h1>Slide in Overlay from top to bottom</h1>

<h2>Move the cursor over the image to see the effect.</h2>

<div class="container">

<img src= "jtp.png">

<div class="overlay"></div>

</div>

</center>

</body>

</html>

### **Slide in Overlay from bottom to top**

In this overlay effect, when we move the cursor over the image, there will be sliding from bottom to top. It will be clear in the following illustration.

### **Example**

<!DOCTYPE HTML>

<html>

<head>

<style>

.container img {

width: 300px;

height: 300px;

}

.container {

position: relative;

width: 25%;

height: auto;

}

.container:hover .overlay {

opacity: 1;

height: 300px;

}

.overlay{

position: absolute;

transition: 0.7s ease;

opacity: 0;

width: 300px;

height: 0px;

bottom: 0;

right: 20px;

background-color: lightblue;;

}

</style>

</head>

<body>

<center>

<h1>Slide in Overlay from bottom to top</h1>

<h2>Move the cursor over the image to see the effect.</h2>

<div class="container">

<img src= "jtp.png">

<div class="overlay"></div>

</div>

</center>

</body>

</html>

### **Slide in Overlay from left to right**

As its name implies, there is sliding from left to right. See the following example to understand it in detail.

### **Example**

<!DOCTYPE HTML>

<html>

<head>

<style>

.container img {

width: 300px;

height: 300px;

}

.container {

position: relative;

width: 25%;

height: auto;

}

.container:hover .overlay {

opacity: 1;

width: 300px;

}

.overlay{

position: absolute;

transition: 0.7s ease;

opacity: 0;

width: 0;

height: 100%;

bottom: 0;

left: 20px;

background-color: lightblue;;

}

</style>

</head>

<body>

<center>

<h1>Slide in Overlay from left to right</h1>

<h2>Move the cursor over the image to see the effect.</h2>

<div class="container">

<img src= "jtp.png">

<div class="overlay"></div>

</div>

</center>

</body>

</html>

### **Slide in Overlay from right to left**

It is similar to the above sliding effects except that the sliding in it is from right to left.

### **Example**

<!DOCTYPE HTML>

<html>

<head>

<style>

.container img {

width: 300px;

height: 300px;

}

.container {

position: relative;

width: 25%;

height: auto;

}

.container:hover .overlay {

opacity: 1;

width: 300px;

}

.overlay{

position: absolute;

transition: 0.7s ease;

opacity: 0;

width: 0;

height: 100%;

bottom: 0;

right: 20px;

background-color: lightblue;;

}

</style>

</head>

<body>

<center>

<h1>Slide in Overlay from right to left</h1>

<h2>Move the cursor over the image to see the effect.</h2>

<div class="container">

<img src= "jtp.png">

<div class="overlay"></div>

</div>

</center>

</body>

</html>

## Image Overlay title

In the image overlay effect, when we move the cursor over an image, we will see the title on the image. See the below illustration for the same.

### **Example**

<!DOCTYPE html>

<html>

<head>

<meta name="viewport" content="width=device-width, initial-scale=1">

<style>

body{

text-align: center;

}

\* {box-sizing: border-box;}

.container {

position: relative;

width: 50%;

max-width: 300px;

}

img {

display: block;

width: 100%;

height: auto;

}

.overlay {

position: absolute;

bottom: 0;

background: rgba(0, 0, 0, 0.2);

width: 100%;

opacity:0;

transition: .9s ease;

font-size: 25px;

padding: 20px;

}

.container:hover .overlay {

opacity: 1.5;

}

</style>

</head>

<body>

<h1>Image Overlay Title Effect</h1>

<h2>Move your mouse over the image to see the effect.</h2>

<center>

<div class="container">

<img src="jtp.png">

<div class="overlay">Welcome to iHub.com</div>

</div> </center>

</body>

</html>

## Image Overlay icon

In this overlay effect, on mouse hovering, there will be an icon that covers the entire image. We can set the link on that icon to switch between the pages. It can be clear from the following example.

### **Example**

<!DOCTYPE html>

<html>

<head>

<meta name="viewport" content="width=device-width, initial-scale=1">

<link rel="stylesheet" href="https://cdnjs.cloudflare.com/ajax/libs/font-awesome/4.7.0/css/font-awesome.min.css">

<style>

.container {

position: relative;

width: 100%;

max-width: 400px;

}

.image {

display: block;

width: 100%;

height: auto;

}

.overlay {

position: absolute;

top: 0;

height: 100%;

width: 100%;

opacity: 0;

transition: 1s ease;

background-color: lightblue;

}

.container:hover .overlay {

opacity: 1;

}

.icon {

color: blue;

font-size: 100px;

position: absolute;

top: 50%;

left: 50%;

transform: translate(-50%, -50%);

}

</style>

</head>

<body>

<center>

<h1>Image Overlay icon Effect</h1>

<h2>Move your mouse over the image to see the effect.</h2>

<div class="container">

<img src="jtp.png" class="image">

<div class="overlay">

<a href="#" class="icon">

<i class="fa fa-bars"></i>

</a>

</div>

</div>

</center>

</body>

</html>

# **CSS :root selector**

This pseudo-class in CSS matches the root element of the document. It selects the highest-level parent in the document tree or DOM.

In HTML, the **<html>** element is always the root element. Although the **:root** is equivalent to **html** selector because both of them target the same element, but the **:root** selector has a higher specificity.

### **Syntax**

:root {

    // CSS property

}

### **Example**

<!DOCTYPE html>

<html>

<head>

<title>:root selector</title>

<style>

:root {

background: lightblue;

color: blue;

text-align: center;

}

</style>

</head>

<body>

<h1>Welcome to the iHub.com</h1>

<h2>This is an example of :root selector</h2>

</body>

</html>

Now, let's try **html** selector and **:root** selector simultaneously. Although they both work similar but in the matter of specificity, the **:root** selector wins.

### **Example**

In this example, we are going to define the same properties in **html** selector as well as in **:root** selector. The properties in **:root** selector will work because of higher specificity. But those properties that are not in **:root** selector but mentioned in **html** selector, then the properties of **html** selector will work.

### **Example**

<!DOCTYPE html>

<html>

<head>

<title>:root selector</title>

<style>

:root {

background-color: lightblue;

color: blue;

text-align: center;

}

html{

background-color: red;

color: white;

font-size: 30px;

}

</style>

</head>

<body>

<h1>Welcome to the iHub.com</h1>

<h2>This is an example of :root selector and html selector</h2>

</body>

</html>

In the above example, we can see that the **background-color** and **color** properties are both mentioned in **html** as well as in **:root** selector, but in the output, the properties mentioned in **:root** selector will work. This is because of the higher specificity of the **:root** selector.

# **CSS Specificity**

When more than one conflicting rules of CSS indicates the same element, then the browser will follow some rules for determining the particular one. Specificity is the way which helps the browsers to decide which property value is most relevant for the element. It determines which style declaration is applied to an element.

Before going in deep about specificity, let's discuss some points about it:

* The CSS specificity is important only when various selectors are affecting the same element. In this case, the browser needs a way to identify the style to be applied to the matching element, and CSS specificity is the way of doing it.
* When two or more selectors have equal specificity value, then the latest one considers.
* Universal selectors (\*) and the inherited values have lower specificity, i.e., 0 specificity.
* The **style** property has a greater specificity value compare to the selectors (except the **!important** in the stylesheet selector).
* The **!important** alter the selector specificity. When two selectors have equal specificity, then the selector having **!important**

## Specificity hierarchy

Each selector has a place in the hierarchy. There are mainly four categories that define the selector's specificity level:

**Inline styles:** It is directly attached to the element which is to be styled. For example: <p style="color: red;">. It has the highest priority.

**IDs:** It is a unique identifier for the elements of a page that has the second-highest priority. For example: #para.

**Classes, attributes, and pseudo-classes:** It includes classes, attributes, and pseudo-classes (like :focus, :hover, etc.).

**Elements and pseudo-elements:** It includes the name of elements (div, h1) and pseudo-elements (like :after and :before). They have the lowest priority.

![CSS Specificity](data:image/png;base64,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)

## Specificity rules

Specificity is the weight, which is applied to the CSS declaration. It is determined by the number of every selector type in the matching selector. Let's see the calculation of specificity.

The specificity rules are discussed below, along with an example.

### **The specificity of ID selectors is higher than attribute selectors**

Let us try to understand it with an example.

### **Example**

In this example, we are going to use the id selector with the background-color property.

<!DOCTYPE html>

<html>

<head>

<style>

body{

text-align: center;

font-size: 30px;

color: blue;

background-color: red;

}

#div1 {

background-color: red;

}

div#div1 /\*Higher specificity\*/

{

background-color: yellow;

}

div[id=div1] {

background-color: blue;

}

</style>

</head>

<body>

<div id="div1"> Welcome to the iHub.com </div>

</body></html>

### **In equal specificity, the latest rule will count**

In the external stylesheet, if the same rule is applied twice, then the latest (or last) rule will be applied.

### **Example**

In this example, the specificity of the name of elements is same. In this case, the latest specified element name will be considered.

<!DOCTYPE html>

<html>

<head>

<style>

body{

font-size: 30px;

text-align: center;

}

div

{

background-color: yellow;

color: red;

}

div

{

background-color: red;

color: yellow;

}

</style>

</head>

<body>

<h2> Example of equal specificity </h2>

<div> Welcome to the iHub.com </div>

</body>

</html>

### **The specificity of class selector is greater than the element selectors**

A class selector (.nav, .high, etc.) is highly specific than element selectors (like div, h1, p, etc.)

### **Example**

<!DOCTYPE html>

<html>

<head>

<style>

.intro {

background-color: blue;

text-align: center;

color: yellow;

font-size :40px;

}

div {

background-color: red;

text-align: right;

color: blue;

}

</style>

</head>

<body>

<h1>Hello World</h1>

<div class="intro">Welcome to the iHub.com</div>

</body>

</html>

# **CSS text-indent**

This CSS property sets the indentation of the first line in a block of text. It specifies the amount of horizontal space that puts before the lines of text.

It allows the negative values, and if any negative value is defined, then the indentation of the first line will be towards left.

### **Syntax**

1. text-indent: length | inherit | initial;

This property has the value **length,** but here, we will discuss its experimental values.

### **Values**

**length:** This value sets the fix indentation with the units cm, pt, em, px, and others. Its default value is 0. It allows negative values. The indentation of the first line is on the left when its value is negative.

**percentage:** It specifies the amount in space in the percentage of the width of the containing block.

**initial:** It sets the property to its default value.

This CSS property has two experimental values, which are discussed as follows. These two following values are not supported in browsers.

**hanging:** It is unofficial and experimental value. It inverts the indented lines. It indents each line except the first. Usually, bibliographies are written with the hanging indents, in which the first line is with the left-hand margin, and the rest of the content is indented.

**each-line:** It is also an experimental value. It affects every line, including the first line after a forced line break (using **<br>**).

### **Example**

In this example, we are using the text-indent property with the length values in **px, em,** and **cm.** We are also applying the **text-align: justify;** property in order to see the better results.

<!DOCTYPE html>

<html>

<head>

<title>

CSS text-indent Property

</title>

<style>

div{

font-size: 20px;

width: 500px;

height:200px;

text-align: justify;

}

.jtppx {

text-indent: 100px;

}

.jtpem {

text-indent: -5em;

}

.jtpcm {

text-indent: 7cm;

}

</style>

</head>

<body>

<center>

<h1>Example of text-indent Property</h1>

<h2>text-indent: 70px;</h2>

<div class = "jtppx">

Hi, Welcome to the iHubTalent.com. This site is developed so that students may learn computer science related technologies easily. The iHubTalent.com is always providing an easy and in-depth tutorial on various technologies. No one is perfect in this world, and nothing is eternally best. But we can try to be better.

</div>

<h2>text-indent: -5em;</h2>

<div class = "jtpem">

Hi, Welcome to the iHubTalent.com. This site is developed so that students may learn computer science related technologies easily. The iHubTalent.com is always providing an easy and in-depth tutorial on various technologies. No one is perfect in this world, and nothing is eternally best. But we can try to be better.

</div>

<h2>text-indent: 7cm;</h2>

<div class = "jtpcm">

Hi, Welcome to the iHubTalent.com. This site is developed so that students may learn computer science related technologies easily. The iHubTalent.com is always providing an easy and in-depth tutorial on various technologies. No one is perfect in this world, and nothing is eternally best. But we can try to be better.

</div>

</center>

</body>

</html>

Let's see another demonstration using the percentage values.

### **Example**

<!DOCTYPE html>

<html>

<head>

<title>

CSS text-indent Property

</title>

<style>

div{

font-size: 20px;

width: 500px;

height:200px;

text-align: justify;

}

.jtpper {

text-indent: 65%;

}

</style>

</head>

<body>

<center>

<h1>Example of text-indent Property</h1>

<h2>text-indent: 65%;</h2>

<div class = "jtpper">

Hi, Welcome to the iHubTalent.com. This site is developed so that students may learn computer science related technologies easily. The iHubTalent.com is always providing an easy and in-depth tutorial on various technologies. No one is perfect in this world, and nothing is eternally best. But we can try to be better.

</div>

</center>

</body>

</html>

# **CSS text-stroke**

This CSS property adds a stroke to the text and also provides decoration options for them. It defines the color and width of strokes for text characters.

This CSS property is the shorthand of the following two properties:

**text-stroke-width:** It describes the thickness of the stroke effect and takes the unit value.

**text-stroke-color:** It takes the value of a color.

The text-stroke can only be used with the **-webkit-** prefix.

### **Example**

<!DOCTYPE html>

<html>

<head>

<title>

CSS text-stroke property

</title>

<style>

body{

text-align: center;

}

.jtp {

color: white;

font-size: 50px;

-webkit-text-stroke-width: 2px;

-webkit-text-stroke-color: red;

}

</style>

</head>

<body>

<h1 class= "jtp">Welcome to the iHubTalent.com</h1>

<h2 class= "jtp" style= "-webkit-text-stroke-color: blue;">This is an example of CSS text-stroke property</h2>

</body>

</html>

# **CSS Zoom**

This CSS property scales the content. It manages the magnification level of the content. Instead of using this property, we can also use the **transform: scale();** property.

The use of this CSS property is not recommended because it is not supported in some browsers. It is a non-standard feature, which is recommended not to use on production sites. It was initially implemented in the IE browser.

### **Syntax**

1. zoom: normal | number | percentage | reset ;

This property supports the values mentioned above are discussed as follows.

**normal:** It shows the element to its normal size. It defines the normal size of the element. Tt holds the normal content that does not zoom-out or zoom-in. It has the value **zoom: 1;**

**number:** It is a positive float value that indicates a zoom factor. Its value smaller than 1.0 represents zoom out (or size reduction), and larger than 1.0 represents zoom in (increase the size). Suppose we specify **zoom: 1.5;** then, the content will be 1.5 times larger than the original content.

**percentage:** It defines a value in percentage. Its **100%** value is equivalent to normal. It scales the content using the percentage value. Its value greater than 100% represents zoom in, and value less than 100% represents zoom out. Suppose if we define **zoom: 175%;** then it means that the content will be 175% larger than the original content.

We can understand this property by using some illustrations, which are given below.

### **Example**

<!DOCTYPE html>

<html>

<head>

<title>

CSS zoom

</title>

<style>

h1 {

color: red;

}

h2{

color: blue;

}

.magnify1{

zoom: 0.75;

}

.magnify{

zoom: 1.5;

}

</style>

</head>

<body>

<center>

<h1>CSS zoom property</h1>

<div>

<h2>original image</h2>

<img class="original" src= "jtp.png">

<h2>Magnified image zoom: 0.75;</h2>

<img class="magnify1" src= "jtp.png">

<h2>Magnified image zoom: 1.5;</h2>

<img class="magnify" src= "jtp.png">

</div>

</center>

<body>

</html>

# **CSS order**

This CSS property specifies the order of the flex item in the grid container or flex. It is basically used for ordering the flex items. It is to note that, if the element isn't flexible, then this property will not work.

The elements will get displayed in the increasing order of their order values. If two elements use the same order value, then they will display based on their occurrence defined in the source code.

The **order** property modifies the visual order of the flex items. The item with the lowest order value comes first, and a higher value will be placed afterward. It only affects the visual order of elements rather than the tab or logical order. It must not be used on non-visual media such as speech.

It is allowed to define the negative values of **order**. Negative values are useful when we want to display one item first and leave the order of other items unchanged. When there is no value is specified, then the value 0 will be used, which is its default value. So, when we want to display an item first, we can provide it a negative value such as **-1.** As this negative value is smaller than 0, then the corresponding item will always be displayed first.

### **Syntax**

1. order: integer | initial | inherit;

### **Values**

The order property uses the integer values for defining the order of the items.

**integer:** It is used to specify the order of the flexible item. Its default value is 0.

**initial:** It sets the property value to its default value.

**inherit:** As its name implies, the element uses the computed value of its parent element.

Let's understand the **order** property using some illustrations.

### **Example**

<!DOCTYPE html>

<html>

<head>

<style>

body{

text-align: center;

}

.container {

display: flex;

background-color: blue;

height: 150px;

width: auto;

flex-wrap: wrap;

}

div {

background-color: cyan;

line-height: 40px;

color: black;

padding: 10px;

text-align: center;

font-size: 35px;

width: 100px;

margin: 20px;

}

</style>

</head>

<body>

<h1> CSS order Property </h1>

<div class = "container">

<div style = "order: 3"> 1 </div>

<div style = "order: 0"> 2 </div>

<div style = "order: 0"> 3 </div>

<div style = "order: 1"> 4 </div>

<div style = "order: -1"> 5 </div>

<div style = "order: 2"> 6 </div>

<div style = "order: 1"> 7 </div>

<div style = "order: -2"> 8 </div>

</div>

</body>

</html>

In the above example, we have used the negative values as well as the same order values of some elements. The elements having small value will display first and the same order values will display on the basis of their occurrence in code.

As in the above example one div element has the order value -2 then, it will display first and after that the element with order value -1 displayed and so on.

# **CSS Descendant Selector**

The CSS descendant selector is used to match the descendant elements of a particular element. The word Descendant indicates nested anywhere in the DOM tree. It can be a direct child or deeper than five levels, but it will still be referred to as a descendant.

The **Descendant combinator** is represented using a single space. It combines two selectors in which the first selector represents an ancestor (parent, parent's parent, etc.), and the second selector represents descendants. The elements matched by the second selector are selected if they have an ancestor element that matches the first selector. Descendant selectors use the descendant combinators.

### **Syntax**

selector1 selector2 {

  /\* property declarations \*/

}

We can understand CSS descendant selector using the following example. Let us see the implementation of CSS descendant selector.

### **Example**

<!DOCTYPE html>

<html>

<head>

<style>

div p {

background-color: lightblue;

font-weight: bold;

}

</style>

</head>

<body>

<div>

<p> This is 1st paragraph in the div. </p>

<p> This is 2nd paragraph in the div. </p>

<div>

This is second div in the first div

<p> This is the paragraph in second div. It will also be affected. </p>

</div></div>

<p> Paragraph 4. It will not be affected because it is not in the div. </p>

</body>

</html>

# **CSS calc()**

It is an inbuilt CSS function which allows us to perform calculations. It can be used to calculate length, percentage, time, number, integer frequency, or angle. It uses the four simple arithmetic operators add (+), multiply (\*), subtract (-), and divide (/).

It is a powerful CSS concept because it allows us to mix any units, such as percentage and pixel.

### **Syntax**

calc( Expression );

### **Values**

This CSS function takes a single parameter expression, and the result of this mathematical expression will be used as a value. It can be any simple expression using the four arithmetic operators (+, -, \*, /). The expression is mandatory to define.

### **Important points**

* The arithmetic operators add (+) and subtract (-) should always be surrounded by whitespace. Otherwise, the expression will be treated as an invalid expression. As an example, **calc(60%-4px)** will be invalid because it is parsed as a percentage, followed by a negative length. On the other hand, the expression **calc(60% - 4px)** will be parsed as a subtraction operator and a length.
* Although the operators **\*** and **/** does not requires whitespace, but it is recommended to add it for consistency.
* Nesting of **calc()** function can be possible.

### **Simple Example**

In this example, we are using the **calc()** function to define the **width** and **height** of the **div** element. There is the subtraction in the expression of **calc()** function with same units.

The result of the expression will be treated as the value of the property, so, the value of width will be 75% and the value of height will be 275px.

<!DOCTYPE html>

<html>

<head>

<title> calc() function </title>

<style>

.jtp {

width: calc(150% - 75%);

height: calc(350px - 75px);

background-color: lightblue;

padding-top: 50px;

}

.jtp1 {

font-size: 30px;

font-weight: bold;

color: blue;

}

h1 {

color: blue;

}

h2{

color: green;

}

</style>

</head>

<body>

<center>

<div class = "jtp">

<div class = "jtp1"> Welcome to the iHubTalent.com </div>

<h1> This is an example of calc() Function </h1>

<h2> width: calc(150% - 75%); </h2>

<h2> height: calc(350px - 75px); </h2>

</div>

</center>

</body>

</html>

In the above example, we can directly mention the values of height and width. Although the expression in the above example has the same units, what happens when the units are different, then it will be hard to write the values directly.

# **CSS Clip**

This CSS property specifies the visible area of an element. It applies to absolutely positioned elements **(position: absolute;)**. It is generally used when the image is larger than its containing element.

It allows us to define a rectangle, which is specified as four coordinates for clipping an absolutely positioned element.

### **Syntax**

1. clip: auto | shape | initial | inherit;

### **Possible values**

**auto:** It is the default value that shows the element as it is. There will be no clipping.

### **Example**

<!DOCTYPE html>

<html>

<head>

<style>

.auto {

position: absolute;

width: 400px;

height: 400px;

clip: auto;

}

</style>

</head>

<body>

<h2>clip: auto; property</h2>

<img src= "jtp.png" class="auto">

</body>

</html>

**shape:** It is used to clip an element. It clips the defined area of the element. Its valid value is **rect(top, right, bottom, left).**

### **Example**

<!DOCTYPE html>

<html>

<head>

<style type = "text/css">

div {

background: url(jtp.png);

clip: rect(0px, 150px, 250px, 0px);

border:3px solid red;

height:200px;

width: 250px;

position: absolute;

}

</style>

</head>

<body>

<div></div>

</body>

</html>

# **CSS clip-path**

This CSS property is used to create a clipping region and specifies the element's area that should be visible. The area inside the region will be visible, while the outside area is hidden. Anything outside the clipping will be clipped by browsers, including borders, text-shadows, and many more.

It allows us to define a particular region of the element to display, instead of displaying the entire area. It makes it easier to clip the basic shapes by using ellipse, circle, polygon, or inset keywords.

### **Syntax**

1. clip-path: **<clip-source>** | [ **<basic-shape>** || **<geometry-box>** || none

The CSS clip-path property has four values:

* clip-source
* basic-shape
* geometry-box
* none

Let's discuss the above property values.

**clip-source:** It is a url that reference to an SVG **<clippath>** element.

**basic-shape:** It clips the element to a basic shape. It has four basic shapes: circle, ellipse, polygon and inset.

It is a shape in which the value of **<geometry-box>** defines position and size. If there is no geometry-box is defined, then the border-box will be used as a reference box.

**geometry-box:** The **<geometry-box>** defines the reference box for the basic shape. If it is defined with the combination of the **<basic-shape>**, then it will act as the reference box for the clipping done by the **<basic-shape>**.

It can have the below values:

**margin-box:** It can be used as the reference box. It can be defined as the shape specified by the outside margin edge and includes the corner radius of the shape.

**border-box:** It can be used as the reference box. It is a value that is defined by the outside border edge.

**padding-box:** It can be used as the reference box.. It specifies the shape which is enclosed by the outside padding edge.

**content-box:** It can be used as the reference box.

**fill-box:** The object bounding box can be used as the reference box.

**stroke-box:** The stroke bounding box can be used as the reference box.

**view-box:** It uses the closest SVG viewport as the reference box.

## Defining basic shapes with clip-path

As discussed above, there are four basic shapes. Let's discuss them with an example of each.

## polygon

It is one of the shapes of the available basic shapes. It allows us to define any amount of points. The given points are in the pair of **X** and **Y** coordinates of any unit (such as percent based or pixel-based).

We can understand this basic shape by using the below example. In the following example, we have defined two polygon shapes: diamond shape polygon and star shape polygon.

### **Example**

<!DOCTYPE html>

<html>

<head>

</head>

<style>

.example {

clip-path: polygon(50% 0%, 100% 50%, 50% 100%, 0% 50%);

}

.example1{

clip-path: polygon(50% 0%, 61% 35%, 98% 35%, 68% 57%, 79% 91%, 50% 70%, 21% 91%, 32% 57%, 2% 35%, 39% 35%);

}

</style>

<body>

<center>

<h3> Clip-path property example </h3>

<img src="jtp.png" class="example">

<h4>Diamond shape polygon</h4>

<p>clip-path: polygon(50% 0%, 100% 50%, 50% 100%, 0% 50%);</p>

<img src="jtp.png" class="example1">

<h4>Star shape polygon</h4>

<p>clip-path: polygon(50% 0%, 61% 35%, 98% 35%, 68% 57%, 79% 91%, 50% 70%, 21% 91%, 32% 57%, 2% 35%, 39% 35%);</p>

</center> </body></html>

## circle

The default syntax of defining the circle is the **circle(radius at posX posY)**. The position is optional, and its default value is **50% 50%**.

## ellipse

The syntax to define ellipse is: **ellipse(radiusX radiusY at posX posY)**. Like the circle, the position in it is optional and default to 50% 50%.

## inset

Using inset, we can define an inner rectangle, and anything outside will be discarded. It makes the cropping of an image or an element easier.

### **Example**

<!DOCTYPE html>

<html>

<head>

</head>

<style>

.example

{

clip-path: inset(20% 25% 20% 10%);

}

.example1

{

clip-path: inset(45% 0% 33% 10% round 10px);

}

</style>

<body>

<center>

<h2> Clip-path property example </h2>

<img src="jtp.png" class="example">

<h3>clip-path: inset(20% 25% 20% 10%);</h3>

<img src="jtp.png" class="example1">

<h3>clip-path: inset(45% 0% 33% 10% round 10px);</h3>

</center>

</body>

</html>

## Adding animation

We can also apply animation to this property. Animation and transitions will create interesting effects with this CSS property.

Let's see the illustration for the same.

### **Example**

<!DOCTYPE html>

<html>

<head>

</head>

<style>

img.example {

animation: anime 4s infinite;

border: 5px dashed red;

}

@keyframes anime {

0% {

clip-path: polygon(0 0, 100% 0, 100% 80%, 0% 70%);

}

20% {

clip-path: polygon(40% 0, 50% 0, 100% 100%, 0% 80%);

}

40% {

clip-path: polygon(0 0, 60% 72%, 100% 100%, 0 35%);

}

60% {

clip-path: polygon(70% 0, 20% 0, 100% 100%, 0% 80%);

}

80% {

clip-path: polygon(0 70%, 60% 0, 100% 32%, 0 40%);

}

100% {

clip-path: polygon(0 0, 60% 0, 100% 100%, 0% 30%);

}

}

</style>

<body>

<center>

<h2> Animation in Clip-path property </h2>

<img src="jtp.png" class="example">

</center>

</body>

</html>

# **CSS background-blend-mode**

This CSS property sets the blend mode for each background layer (image/color) of an element. It defines how the background image of an element blends with the background color of the element. We can blend the background images together or can blend them with background-color.

This property is not supported in Edge/Internet Explorer.

### **Syntax**

1. background-blend-mode: normal | multiply | screen | color-dodge | difference | darken | lighten | saturation | luminosity | overlay | hard-light | soft-light | exclusion | hue | color-burn | color;

This property has numerous property values. Let's discuss the above blend modes with an example of each.

## normal

It is the default value which sets the property mode to normal.

## multiply

It multiplies the background-color and background-images and leads to a darker image than before. It is used to set the blending mode to multiply.

### **Example**

<!DOCTYPE html>

<html>

<head>

<style>

#div1 img{

width: 300px;

height: 300px;

}

#example{

width: 400px;

height: 400px;

background-repeat: no-repeat;

background-image: url("lion.png"), url("forest.jpg");

background-blend-mode: multiply;

}

</style>

</head>

<body>

<center>

<div id = "div1">

<h2> Original Images </h2>

<img src = "lion.png">

<img src = "forest.jpg">

</div>

<h2> background-blend-mode: multiply; </h2>

<div id="example"></div>

</center>

</body>

</html>

# **CSS Radio Button**

The radio button is an HTML element that helps to take input from the user. Although it is hard to style the radio button, pseudo-elements makes it easier to style the radio button. Radio buttons are applied when there is the requirement of a single selection from a group of items.

This HTML element is generally used on every website, but without styling them, they look similar on every website. So, styling them will make our site different and attractive. Designing the radio button using [CSS](https://www.javatpoint.com/css-tutorial) is an interesting and creative task, which will provide a new look to the default radio button.

To create the custom radio buttons, we require to write an HTML markup, and to style, we have to write the CSS.

Styling of the radio button will be clear by using some illustrations. Let's see some of the illustrations for the same.

### **Example**

In this example, we are using the '**~**' which is the sibling combinator. It selects all elements that are preceded by the previous selector. We have also used the pseudo-class **:hover** to style the radio button when the user moves the cursor over it.

<!DOCTYPE html>

<html>

<style>

.container {

display: block;

position: relative;

padding-left: 40px;

margin-bottom: 20px;

cursor: pointer;

font-size: 25px;

}

/\* Hide the default radio button \*/

.container input {

position: absolute;

opacity: 0;

cursor: pointer;

}

/\* custom radio button \*/

.check {

position: absolute;

top: 0;

left: 0;

height: 30px;

width: 30px;

background-color: lightgray;

border-radius: 50%;

}

.container:hover input ~ .check {

background-color: gray;

}

.container input:checked ~ .check {

background-color: blue;

}

.check:after {

content: "";

position: absolute;

display: none;

}

.container input:checked ~ .check:after {

display: block;

}

.container .check:after {

top: 8px;

left: 8px;

width: 15px;

height: 15px;

border-radius: 50%;

background: white;

}

</style>

<body>

<h1> Example of Custom Radio Buttons</h1>

<h2> Select your category </h2>

<label class="container">GEN

<input type="radio" name="radio" checked>

<span class="check"></span>

</label>

<label class="container">OBC

<input type="radio" name="radio">

<span class="check"></span>

</label>

<label class="container">SC

<input type="radio" name="radio">

<span class="check"></span>

</label>

<label class="container">ST

<input type="radio" name="radio">

<span class="check"></span>

</label>

</body>

</html>

# **CSS Superscript and Subscript**

In HTML, there is the use of **<sub>** and **<sup>** tags to define the subscript and superscript text. The superscript text appears in a smaller font and the half character above the normal line. It is generally used to write mathematical equations (like **x2 + y2 = r2**), footnotes, and many more.

Unlike superscript, the subscript text appears in a smaller font and the half character below the normal line. It is generally used to write chemical equations or chemical formulas such as **H2O, H2SO4,** etc.

In CSS, the **vertical-align** property is used to achieve the same thing. We can specify the superscript and subscript of text using [CSS](https://www.javatpoint.com/css-tutorial) as well. This CSS property specifies the vertical alignment of the text.

Now, let's see how to achieve the superscript and subscript using the **vertical-align** property.

### **Syntax**

1. vertical-align: baseline | super | sub ;

### **Property values**

**baseline:** It is the default value that aligns the text to the baseline of the parent element.

**super:** It is the superscript that raises the text.

**sub:** It is the subscript that lowers the text.

When the values **super** and **sub** of this property are applied, then the text becomes superscript or subscript.

### **Example- Superscript**

<!DOCTYPE html>

<html>

<head>

<style>

#super{

vertical-align:super;

font-size: medium;

}

p{

font-weight: bold;

font-size: 20px;

}

</style>

</head>

<body>

<h1> Using vertical-align: super; </h1>

<p> Exponen ts (powers of a number), mathematical equations or formulae are the common uses of superscripted text. </p>

<h3>x<span id="super">2</span>+ y<span id="super">2</span> = r<span id="super">2</span></h3>

<h3> (a + b)<span id="super">2</span> = a<span id="super">2</span> + b<span id="super">2</span> + 2ab </h3>

<h3>5<span id="super">th</span></h3>

</body>

</html>

### **Example- Subscript**

<!DOCTYPE html>

<html>

<head>

<style>

#sub{

vertical-align: sub;

font-size: medium;

}

p{

font-size: 20px;

}

</style>

</head>

<body>

<h1> Using vertical-align: sub; </h1>

<p> Its common examples are chemical equations. </p>

<h3> Chemical formula of Water is: H<span id="sub">2</span>O</h3>

<h3> Ch emical formula of Sulphuric acid is: H<span id="sub">2</span>SO<span id="sub">4</span></h3>

</body>

</html>

# **CSS Text Effects**

We can apply different effects on the text used within an HTML document. Some properties can be used for adding the effects on text.

Using CSS, we can style the web documents and affects the text. The properties of the text effect help us to make the text attractive and clear. There are some text effect properties in CSS that are listed below:

* word-break
* text-overflow
* word-wrap
* writing-mode

Let's discuss the above CSS properties along with illustrations.

## word-break

It specifies how words should break at the end of the line. It defines the line break rules.

### **Syntax**

1. word-break: normal |keep-all |  break-all | inherit ;

The default value of this property is normal. So, this value is automatically used when we don't specify any value.

### **Values**

**keep-all:** It breaks the word in the default style.

**break-all:** It inserts the word break between the characters in order to prevent the word overflow.

### **Example**

<!DOCTYPE html>

<html>

<head>

<title>word-break: break-all</title>

<style>

.jtp{

width: 150px;

border: 2px solid black;

word-break: break-all;

text-align: left;

font-size: 25px;

color: blue;

}

.jtp1{

width: 156px;

border: 2px solid black;

word-break: keep-all;

text-align: left;

font-size: 25px;

color: blue;

}

</style>

</head>

<center>

<body>

<h2>word-break: break-all;</h2>

<p class="jtp">

Welcome to the iHubTalent.com

</p>

<h2>word-break: keep-all;</h2>

<p class="jtp1">

Welcome to the iHubTalent.com

</p>

</center>

</body>

</html>

## word-wrap

CSS word-wrap property is used to break the long words and wrap onto the next line. This property is used to prevent overflow when an unbreakable string is too long to fit in the containing box.

### **Syntax**

1. word-wrap: normal| break-word| inherit ;

### **Values**

**normal:** This property is used to break words only at allowed break points.

**break-word:** It is used to break unbreakable words.

**initial:** It is used to set this property to its default value.

**inherit:** It inherits this property from its parent element.

### **Example**

<!DOCTYPE html>

<html>

<head>

<style>

.test {

width: 200px;

background-color: lightblue;

border: 2px solid black;

padding:10px;

font-size: 20px;}

.test1 {

width: 11em;

background-color: lightblue;

border: 2px solid black;

padding:10px;

word-wrap: break-word;

font-size: 20px;

}

</style>

</head>

<body>

<center>

<h1> Without Using word-wrap </h1>

<p class="test"> In this paragraph, there is a very long word:

iamsooooooooooooooooooooooooooooooolongggggggggggggggg. </p>

<h1> Using word-wrap: break-word; </h1>

<p class="test1"> In this paragraph, there is a very long word:

iamsooooooooooooooooooooooooooooooolongggggggggggggggg. The long word will break and wrap to the next line. </p>

</center>

</body> </html>

## text-overflow

It specifies the representation of overflowed text, which is not visible to the user. It signals the user about the content that is not visible. This property helps us to decide whether the text should be clipped or show some dots (ellipsis).

This property does not work on its own. We have to use **white-space: nowrap;** and **overflow: hidden;** with this property.

### **Syntax**

1. text-overflow: clip | ellipsis;

### **Property Values**

**clip:** It is the default value that clips the overflowed text.

**ellipsis:** This value displays an ellipsis (…) or three dots to show the clipped text. It is displayed within the area, decreasing the amount of text.

### **Example**

<!DOCTYPE html>

<html>

<head>

<style>

.jtp{

white-space: nowrap;

height: 30px;

width: 250px;

overflow: hidden;

border: 2px solid black;

font-size: 25px;

text-overflow: clip;

}

.jtp1 {

white-space: nowrap;

height: 30px;

width: 250px;

overflow: hidden;

border: 2px solid black;

font-size: 25px;

text-overflow: ellipsis;

}

h2{

color: blue;

}

div:hover {

overflow: visible;

}

p{

font-size: 25px;

font-weight: bold;

color: red;

}

</style>

</head>

<center>

<body>

<p> Hover over the bordered text to see the full content. </p>

<h2>

text-overflow: clip;

</h2>

<div class="jtp">

Welcome to the iHubTalent.com

</div>

<h2>

text-overflow: ellipsis;

</h2>

<div class="jtp1">

Welcome to the iHubTalent.com

</div>

</center>

</body>

</html>

## writing-mode

It specifies whether the text will be written in the horizontal or vertical direction. If the writing direction is vertical, then it can be from **left to right (vertical-lr)** or from **right to left (vertical-rl).**

### **Syntax**

1. writing-mode: horizontal-tb | vertical-lr | vertical-rl | inherit ;

### **Property values**

**horizontal-tb:** It is the default value of this property in which the text is in the horizontal direction and read from left to right and top to bottom.

**vertical-rl:** It displays the text in the vertical direction, and the text is read from right to left and top to bottom.

**vertical-lr:** It is similar to vertical-rl, but the text is read from left to right.

### **Example**

<!DOCTYPE html>

<html>

<head>

<style>

h2 {

border: 2px solid black;

width: 300px;

height: 100px;

}

#tb {

writing-mode: horizontal-tb; }

#lr {

writing-mode: vertical-lr;

}

#rl {

writing-mode: vertical-rl;

}

</style>

</head>

<center>

<body>

<h1> Example of CSS writing-mode property </h1>

<h2 id="tb"> writing-mode: horizontal-tb; </h2>

<h2 id="lr" style= "height: 300px;"> writing-mode: vertical-lr; </h2><br>

<h2 id="rl" style= "height: 300px;"> writing-mode: vertical-rl; </h2>

</center>

</body>

</html>

# **CSS text-align**

This CSS property is used to set the horizontal alignment of a table-cell box or the block element. It is similar to the **vertical-align** property but in the horizontal direction.

### **Syntax**

1. text-align: justify | center | right | left | initial | inherit;

### **Possible values**

**justify:** It is generally used in newspapers and magazines. It stretches the element's content in order to display the equal width of every line.

**center:** It centers the inline text.

**right:** It is used to align the text to the right.

**left:** It is used to align the text to the left.

Let's see an example that will demonstrate the **text-align** property.

### **Example**

<html>

<head>

</head>

<style>

h2{

color: blue;

}

</style>

<body>

<h1>Example of text-align proeprty</h1>

<h2 style = "text-align: center;">

text-align: center;

</h2>

<h2 style = "text-align: right;">

text-align: right;

</h2>

<h2 style = "text-align: left;">

text-align: left;

</h2>

<h2 style = "text-align: justify;">

text-align: justify; To see its effect, it should be applied on large paragraph.

</h2>

</body>

</html>

# **CSS Variables**

The CSS variables are used to add the values of custom property to our web page. The **custom properties** are sometimes referred to as **cascading variables** or **CSS variables**. The authors define these entities that contain specific values and can be reused throughout the document. These entities are set using the custom property notation and can be accessed by using the **var()** function.

The variables store the values and have a scope in which they can be used.

CSS variables are advantageous because they allow us to reuse the same value at multiple places. The name of the variable is easy to understand and use, as compared to the color values.

element {

  --main-color: brown;

}

A variable in CSS is defined by using the two dashes (--) at the beginning, followed by the name, which is case-sensitive.

In the above syntax, the **element** indicates the selector that specifies the scope of the custom property. If we define the custom properties on the **:root** pseudo-class, then it will be globally applied to our HTML document. The names of the custom properties are case-sensitive, i.e., **--main-color** and **--Main-color** will be treated as the separate custom properties.

## The var() function

The **var()** function in CSS is used to insert the custom property value. The name of the variable can be passed as the argument to the **var()** function.

**Syntax**

1. var( --custom-name, value )

**Parameters**

The **var()** function only allows two arguments that are defined as follows:

**--custom-name:** This parameter accepts the name of the custom property. It must begin with the two dashes **(--).** It is the required parameter.

**value:** It is an optional parameter and accepts the fallback value. It is used as the substitution when the custom property is invalid.

Fallback values are not used to fix the compatibility of the browser. The fallback value will not be useful when any browser does not support the custom properties. The fallback value works as the substitution for the browser that supports the [CSS](https://www.javatpoint.com/css-tutorial) custom properties for choosing a different value if the variable has an invalid value or if the variable is not defined.

There are some of the valid and invalid ways to define the fallback value that are given as follows:

element {

  color: var(--main-color, orange); /\* orange if --main-color is not defined \*/

}

element {

  background-color: var(--main-color, var(--main-background, blue)); /\* blue if --main-color and --main-background are not defined \*/

}

element {

  background-color: var(--main-color, --main-background, gray); /\* Invalid\*/

}

Now, let's understand the CSS variables by using some illustrations.

**Example**

<!DOCTYPE html>

<html>

<head>

<title>CSS Variables</title>

<style>

:root {

--bg-color: lightgreen;

--text-color: red;

}

/\* var() function used here \*/

body {

background-color: var(--bg-color);

text-align: center; }

h1 {

color: var(--text-color);

}

div {

color: var(--text-color);

font-size: 30px;

}

</style>

</head> <body>

<h1>Welcome to the iHubTalent.com</h1>

<div>

This is an example of CSS variables

<h3>--bg-color: lightgreen;</h3>

<h3>--text-color: red;</h3>

</div> </body> </html>

## Use of calc() with the var()

We can use the **calc()** on the variable values. Let's see an example in which we are using the calc() function with the var() function.

In this example, we are using the **calc()** function with **var()** function to adjust the padding and font-size of the elements.

**Example**

<!DOCTYPE html>

<html>

<head>

<title>CSS Variables</title>

<style>

:root {

--bg-color: lightgreen;

--extra-padding: 1.2em;

--txt-size: 90px;

}

body {

background-color: var(--bg-color);

text-align: center;

}

h1 {

color: var(--text-color, blue); /\* --text-color is not set, so the fallback value 'blue' will be used \*/

font-size: calc(var(--txt-size) - 20px);

}

div {

color: var(--text-color, blue);

font-size: 30px;

border: 8px ridge red;

padding: calc(var(--extra-padding) + 20px);

}

</style>

</head>

<body>

<h1>Welcome to the iHubTalent.com</h1>

<div>

This is an example of using the calc() function with the var() function

</div>

</body>

</html>

# **CSS page-break-before property**

As the name implies, this CSS property is used to add the page break before the element, when printing the document. It inserts a page break before the specified element during printing the document. We cannot use this CSS property on absolutely positioned elements or an empty **<div>** element that does not generate a box.

This CSS property represents whether or not the page break is allowed before the element's box. Including **page-break-before,** the CSS properties **page-break-after** and **page-break-inside** help us to define the behavior of the document when printed.

### **Syntax**

1. page-break-before:  auto | always | left | right | avoid | initial | inherit;

### **Possible values**

The brief description of the values of this CSS property is tabulated as follows.

|  |  |
| --- | --- |
| **Values** | **Description** |
| auto | It is the default value that inserts a page break before the element, if necessary. |
| always | This value always forces a page break before the specified element. |
| avoid | It is used to avoid a page break before the element whenever possible. |
| left | This value forces either one or two page breaks before the element so that the next page will be depicted as the left-hand page. |
| right | The **right** value forces either one or two page breaks before the element so that the next page will be depicted as the right-hand page. |
| initial | It sets the property to its default value. |
| inherit | If this value is specified, the corresponding element uses the computed value of its parent element **page-break-before** property. |

Let's understand the above values using an example of each.

### **Example - Using the auto value**

The value **auto** is the default value that inserts a page break automatically when required. In this example, we are using the two <div> elements and a button. The button is responsible to print the page. After clicking on the button, we will see the effect of the value.

<html>

<head>

<style type = "text/css">

div{

font-size: 20px;

page-break-before: auto;

}

</style>

</head>

<body>

<div>

<h2>Hello World!!</h2>

<h2>Welcome to the iHub.com.</h2>

</div>

<div>

This site is developed so that students may learn computer science related technologies easily. The iHub.com is committed to providing easy and in-depth tutorials on various technologies. No one is perfect in this world, and nothing is eternally best. But we can try to be better.

</div>

<br>

<button onclick = "func()">Print this page</button>

<script>

function func() {

window.print();

}

</script>

</body></html>

# **CSS page-break-inside property**

As the name implies, this CSS property is used to specify the page break inside the element, when printing the document. This CSS property cannot be used on absolutely positioned elements or an empty **<div>** element that does not generate a box. It inserts or avoids the page break inside the specified element during printing the document.

If we want to avoid the page break inside the images, list of items, code snippets, tables, then we can use the **page-break-inside** property.

This CSS property represents whether or not the page break is allowed inside the element's box. Including **page-break-inside,** the CSS properties **page-break-before** and **page-break-after** help us to define the behavior of the document when printed.

### **Syntax**

1. page-break-inside:  auto | avoid | initial | inherit;

### **Possible values**

The brief explanation of the values of this [CSS](https://www.javatpoint.com/css-tutorial) property is tabulated as follows.

|  |  |
| --- | --- |
| **Values** | **Description** |
| auto | It is the default value that inserts a page break inside the element, if necessary. |
| avoid | It is used to avoid a page break inside the element whenever possible. |
| initial | It sets the property to its default value. |
| inherit | If this value is specified, the corresponding element uses the computed value of its parent element **page-break-inside** property. |

Let's understand the above values using an example of each.

### **Example - Using the auto value**

The value **auto** is the default value that inserts a page break automatically when required. This value neither prevents nor forces the page break inside the element's box.

In this example, we are using the two <div> elements and a button. The button is responsible to print the page. After clicking on the button, we will see the effect of the value.

<html>

<head>

<style type = "text/css">

div{

font-size: 20px;

page-break-inside: auto;

}

</style>

</head>

<body>

<div>

<h2>Hello World!!</h2>

<h2>Welcome to the iHubTalent.com.</h2>

</div>

<div>

This site is developed so that students may learn computer science related technologies easily. The iHubTalent.com is committed to providing easy and in-depth tutorials on various technologies. No one is perfect in this world, and nothing is eternally best. But we can try to be better.

</div>

<br>

<button onclick = "func()">Print this page</button>

<script>

function func() {

window.print();

}

</script>

</body>

</html>

# **CSS page-break-after property**

This CSS property is used to adjust the page break after the element when printing the document. It inserts a page break after the specified element during printing. We cannot use this property on absolutely positioned elements **(position: absolute;)** or an empty **<div>** element that does not generate a box.

This CSS property represents whether or not the page break is allowed after the element's box. Including **page-break-after,** the CSS properties **page-break-before** and **page-break-inside** help us to define the behavior of the document when printed.

### **Syntax**

1. page-break-after:  auto | always | left | right | avoid | initial | inherit;

### **Possible values**

The brief description of the values of this CSS property is tabulated as follows.

|  |  |
| --- | --- |
| **Values** | **Description** |
| auto | It is the default value that inserts a page break after the element, if necessary. |
| Always | It always forces a page break after the specified element. |
| avoid | It is used to avoid a page break after the element whenever possible. |
| left | It forces either one or two page breaks after the specified element so that the next page will be depicted as the left-hand page. |
| right | It forces either one or two page breaks after the specified element so that the next page will be depicted as the right-hand page. |
| Initial | It sets the property to its default value. |
| Inherit | If this value is specified, the corresponding element uses the computed value of its parent element. |

Let's understand the above values using an example of each.

### **Example - Using the auto value**

The value **auto** is the default value that inserts a page break automatically when required. In this example, we are using the two <div> elements and a button. The button is responsible to print the page. After clicking on the button, we will see the effect of the value.

<html>

<head>

<style type = "text/css">

div{

font-size: 20px;

page-break-after: auto;

}

</style>

</head>

<body>

<div>

<h2>Hello World!!</h2>

<h2>Welcome to the iHub.com.</h2>

</div>

<div>

This site is developed so that students may learn computer science related technologies easily. The iHub.com is committed to providing easy and in-depth tutorials on various technologies. No one is perfect in this world, and nothing is eternally best. But we can try to be better.

</div>

<br>

<button onclick = "func()">Print this page</button>

<script>

function func() {

window.print();

}

</script>

</body>

</html>

# **CSS content property**

This CSS property generates dynamic content. It can be used with the pseudo-elements **::before** and **::after**. This CSS property is fully supported in all browsers and used to insert the generated content on a web page.

It replaces the element with the generated value.

### **Syntax**

1. content: normal | none | counter | string | attr | open-quote | close-quote | no-close-quote | no-open-quote | url | initial | inherit;

### **Property Values**

This CSS property has numerous values that are defined in the following table:

|  |  |
| --- | --- |
| **Values** | **Description** |
| **normal** | It is used to set the default value |
| **none** | This value does not set the content. |
| **counter** | It sets the content as the counter. It is generally a number. It is displayed by using the **counter()** or **counters()** function. |
| **string** | It is used to set any string value. It should always be enclosed within quotation marks. It generates any string after or before the HTML element. |
| **attr** | It inserts the value of the specified attribute after or before the element. If the selector does not have a particular attribute, then an empty string will be inserted. |
| **open-quote** | It is used to insert the opening quotation mark, or it sets the content to be an opening quote. |
| **close-quote** | It is used to insert the closing quotation mark, or it sets the content to be a closing quote. |
| **no-close-quote** | If the closing quotes are specified, then it is used to remove the closing quote from the content. |
| **no-open-quote** | If the opening quotes are specified, then it is used to remove the opening quote from the content. |
| **url** | It is used to set the content to some media, which could be an image, video, audio, and many more. |
| **Initial** | It is used to set the property to its default value. |
| **Inherit** | It inherits the property from its parent element. |

Let's see some of the illustrations of this CSS property.

**Example -** Using **normal** and **none** value

In this example, we are using **::before** pseudo-element for inserting the text **"Welcome "** before the paragraph elements. The text will not be added to those paragraph elements on which we applied the values **normal** and **none.**

<!DOCTYPE html>

<html>

<head>

<title>

CSS content Property

</title>

<style>

body{

text-align: center;

}

p{

font-size: 25px;

}

p::before {

content: "Welcome ";

}

#para::before {

content: normal;

}

#para1::before {

content: none;

}

</style>

</head>

<body>

<h1> CSS content property </h1>

<h2> Use of content: normal; and content: none; </h2>

<p> to the iHub.com </p>

<p id = "para"> This is a paragraph using <b>normal</b> value. </p>

<p id = "para1"> This is another paragraph using <b>none</b> value. </p>

</body>

</html>

# **CSS word-spacing**

This CSS property is used to control the space between the words. Using this property, we can increase or decrease the space between the words.

It modifies the space placed between the words. It is similar to the **letter-spacing** property, but instead of specifying the space between the individual characters, this CSS property defines the space between the words in the piece of text.

A large negative or positive value of **word-spacing** will make the word unreadable. If we apply a very large positive value, then it will cause the appearance of words like a series of unconnected and individual words. A very large negative value will overlap the word to each other, which makes the word unrecognizable.

### **Syntax**

1. word-spacing: normal | length | initial | inherit;

### **Property Values**

**normal:** It is the default value that defines the normal space (0.25em) between the words. It is used to specify the space which is defined by the browser.

**length:** It specifies an extra space between the words in terms of length (in **pt, px, em, cm,** etc.). It allows negative values.

**initial:** It is used to set the property to its default value.

**inherit:** It inherits the value from its parent element.

### **Example**

<!DOCTYPE html>

<html>

<head>

<title>

CSS word-spacing Property

</title>

<style>

body{

text-align: center;

}

#space{

word-spacing: 40px;

}

p{

color: red;

font-weight: bold;

font-size: 20px;

}

</style>

</head>

<body>

<h1>The word-spacing Property</h1>

<div>

<h2>word-spacing: normal;</h2>

<p>

Welcome to the iHub.com

</p>

</div>

<div>

<h2>word-spacing: 40px;</h2>

<p id= "space">

Welcome to the iHub.com

</p>

</div>

</body>

</html>

# **CSS object-fit property**

This CSS property specifies how a video or an image is resized to fit its content box. It defines how an element fits into the container with an established width and height.

It is generally applied to images or videos. This property specifies how an element reacts to the width and height of its container.

### **Syntax**

1. object-fit:  fill | contain | cover | none | scale-down | initial | inherit;

### **Values**

Mainly five values of this property are defined as follows:

**fill:** It is the default value. Using this value, the entire object fills in the container. The replaced content is sized to fill the content box. If the aspect ratio of the object doesn't match the aspect ratio of the box, the object will be squished or stretched to fit in the box. The image will fill the area; even its aspect ratio is not matched.

**contain:** It resizes the content of an element to stay contained inside the container. It fits the image in the width and height of the box while maintaining the aspect ratio of the image. The replaced content is scaled for maintaining the aspect ratio while fitting within the content box of the element.

**cover:** It resizes the content of an element to cover its container. It fills the entire box with the image. If the aspect ratio of the object is not matched with the aspect ratio of the box, it clips the object to fit.

**none:** It does not resize the replaced content. The image retains its original size and ignores the height and width of the parent.

**scale-down:** It sized the content as **none** or as **contain**. It results in the smallest object size. It finds the smallest concrete object size by comparing the **none** and **contain**.

**initial:** It sets the property to its default value, i.e., the image is stretched to fit in the container because the default value is **fill**.

**inherit:** It inherits the value from its parent element.

Now, let's understand the above property values by using an example of each.

### **Example: Using fill value**

<html>

<head>

<style>

body{

text-align: center;

}

#img1{

width: 300px;

height: 300px;

border: 7px solid red;

}

#obj {

width: 500px;

height: 500px;

object-fit: fill;

border: 7px solid red;

}

#left{

float: left;

text-align: center;

padding-left: 200px;

}

#center{

float: center;

text-align: center;

}

</style>

</head>

<body>

<h1> Example of Object-fit property </h1>

<div id = "left">

<h2> Original image </h2>

<img id = "img1" src = "forest.jpg">

</div>

<div id= "center">

<h2> object-fit: fill; </h2>

<img id = "obj" src="forest.jpg" width="300" height="300"</div>

</body>

</html>

# **CSS object-position property**

This CSS property is used to specify the alignment of the content within the container. It is used with the **object-fit** property to describe how an element like <video> or <img> is positioned with x/y coordinates within its container.

When using the object-fit property, the default value for **object-position** is **50% 50%**, so, by default, all images are positioned in the center of their container. We can change the default alignment by using the **object-position** property.

### **Syntax**

1. object-position: **<position>** | inherit | initial;

#### **Values**

**position:** It defines the position of the video or the image within the container. It takes two numerical values (such as **0 10px**) in which the first value manages the x-axis, whereas the second value controls the y-axis. It can be a string (left, right or center) or can be number (in % or px). It allows negative values. Its default value is **50% 50%**. We can use string values like the **right top, left bottom**, etc.

**initial:** It sets the property to the default value.

**inherit:** It inherits the property from its parent element.

Now, lets' see some examples that will illustrate the **object-position** property.

### **Example**

<!DOCTYPE html>

<head>

<title>CSS object-position property</title>

<style>

body{

text-align: center;

}

img {

width: 400px;

height: 400px;

border: 5px solid red;

background-color: lightblue;

object-fit: none;

object-position: 90px 200px;

}

</style>

</head>

<body>

<h2> object-position: 90px 200px </h2>

<img src= "train1.png"/>

</body>

</html>

# **CSS columns**

The **columns** property in CSS sets the number and width of columns in a single declaration. It is a shorthand property that can take several values at a time.

It is used to set both **column-count** and **column-width** properties at the same time. Both of these properties are used to control how many columns will appear. The **column-count** property is used to set the number of columns, whereas the **column-width** property specifies the width of the columns.

Together using **column-count** and **column-width** properties creates a multi-column layout that breaks automatically into a single column at narrow browser widths without using the media queries. It is not always helpful to use both of them because it can restrict the responsiveness and flexibility of the layout.

If the column-count and width don't fit in the element's width, then the browser reduces the column count automatically to fit the specified column widths.

### **Syntax**

1. columns: auto | column-width column-count| initial | inherit;

### **Values**

The property values are tabulated as follows with their description.

|  |  |
| --- | --- |
| **Value** | **Description** |
| **auto** | It is the default value which sets the values of **column-count** and **column-width** to the default browser values. |
| **column-width** | It is used to set the minimum width for columns. However, the actual width of the column may be narrower or wider based on the available space. |
| **column-count** | It specifies the maximum number of columns. |
| **Initial** | It is used to set the property to its default value. |
| **Inherit** | It inherits the property from its parent element. |

If any of the value is omitted, then by default, the browser assumes the corresponding value to **auto**.

### **Example**

In this example, we are defining two **<div>** elements, including text. For the first div element, the minimum width is 100px, and the maximum no. of columns can be four. Whereas for the second div element, the minimum width is 100px, and the maximum no. of columns can be six.

<!DOCTYPE html**>**

**<html>**

**<head>**

**<style>**

.div1 {

  columns: 100px 4;

  border: solid 2px black;

  font-size: 20px;

}

.div2 {

  columns: 100px 6;

  border: solid 2px black;

  font-size: 20px;

  }

**</style>**

**</head>**

**<body>**

**<h1>** The columns Property **</h1>**

**<h4>** The columns property is a shorthand property for column-width and column count **</h4>**

**<h3>** Set the column-width to 100px, and column-count 4 **</h3>**

**<div** class="div1"**>**

Hi, Welcome to the iHubTalent.com. This site is developed so that students may learn computer science related technologies easily. The iHubTalent.com is committed to providing easy and in-depth tutorials on various technologies. Here, you will find lots of tutorials that are easy to understand and learn.

No one is perfect in this world, and nothing is eternally best. But we can try to be better.

**</div>**

**<h3>** Set the column-width to 100px, and column-count to 6 **</h3>**

**<div** class="div2"**>**

Hi, Welcome to the iHubTalent.com. This site is developed so that students may learn computer science related technologies easily. The iHubTalent.com is committed to providing easy and in-depth tutorials on various technologies. Here, you will find lots of tutorials that are easy to understand and learn.

No one is perfect in this world, and nothing is eternally best. But we can try to be better

**</div></body>** **</html>**

# **CSS pointer-events property**

This CSS property specifies whether or not an element shows some action when the pointer event is triggered upon it. The pointer-events are triggered by touch, stylus, mouse click, and many more.

The **pointer-events** property controls how the HTML elements respond to events such as the CSS active/hover states, mouse/touch events, JavaScript click/tap events, and also controls whether or not the cursor is visible.

The **none** value of this property is used for deactivating the click target and allows the elements to target whatever is underneath that element.

### **Syntax**

1. pointer-events: none | auto |initial | inherit;

Although this property includes eleven possible values, but the values given in the above syntax are the valid values for the HTML elements, other values are reserved for use with SVG.

### **Property Values**

**none:** This value indicates that an element doesn't react to pointer events. It avoids all state, click, and the cursor options on the specified HTML element.

**auto:** It is the default value. It indicates that an element must react to pointer events such as the **click** and **:hover**.

Let's understand these values by using some examples.

### **Example - Using none value**

In this example, we are using the none value which does not target the pointer-events.

<!DOCTYPE html>

<html>

<head>

<title>

pointer-events Property

</title>

<style>

body {

text-align:center;

}

p{

font-size: 20px;

pointer-events: none;

}

</style>

</head>

<body>

<CENTER>

<h1> Welcome to the iHub.com </h1>

<h2> pointer-events:auto; </h2>

<p>

<a href="https://www.iHub.com/"> iHubTalent.com </a>

</p>

</body>

</html>

# **CSS hyphens property**

This CSS property is used to control the hyphenation of the text in the block-level elements. It defines how the word is hyphenated if it is too long or when the text wraps across multiple lines.

This property allows us to split the word into two lines to improve the text layout.

### **Syntax**

1. hyphens: none | manual | auto | initial | inherit;

The values of this CSS property are defined as follows.

### **Property Values**

**none:** This value does not hyphenate the words. It never hyphenates the words at line breaks or even if the word is too long.

**manual:** It is the default value that hyphenates the word only when the characters in the word suggest hyphenation opportunities. The two Unicode characters are defined below, which can be used manually to specify the possible line breakpoints in the text.

**U+2010 (HYPHEN) -** It is the 'hard' hyphen character that specifies the visible line-break opportunity. The hyphen is rendered, even if the line is not broken at that point.

**U+00AD (SHY) -** It is an invisible 'soft' hyphen. It is not visibly rendered; instead, it spots the place where the word should be required to break. In [html](https://www.javatpoint.com/html-tutorial), for a soft hyphen, we can use **&shy;**.

**auto:** In this value, the algorithm decides where the words are hyphenated.

**initial:** It sets the property to its default value.

**inherit:** It inherits the value from its parent element.

Let's understand this CSS property by using an example.

### **Example**

<!DOCTYPE html>

<html>

<head>

<title>

CSS hyphens Property

</title>

<style>

div {

width: 50px;

border: 3px solid blue;

background-color: lightblue;

}

.none{

hyphens: none;}

.manual{

hyphens: manual;

}

.auto{

hyphens: auto;

}

</style>

</head>

<body>

<h2> Example of the hyphens property </h2>

<h3> hyphens: none; </h3>

<div class="none">

It is very­very looooo­ooooo­oong word.

</div>

<h3>hyphens: manual</h3>

<div class="manual">

It is very­very looooo­ooooo­ooong word.

</div>

<h3>hyphens: auto</h3>

<div class="auto">

It is very-very looooo-ooooo-oong word.

</div>

</body>

</html>

# **CSS font-variant property**

CSS font-variant property specifies how to set a font variant of an element. Its values may be **normal** and **small-caps**. By using the **small-caps** value, the lowercase letters converted into uppercase, but in a smaller size compared to the original uppercase letters. This property specifies that the text should be appeared in the **small-caps** font or not.

The output generated by the **font-variant** property can be affected by the value of the **text-transform** property. If the value of **font-variant** is **small-caps** and the value of **text-transform** is set to **lowercase**, then the characters will appear in the lowercase. If the value of **font-variant** is **small-caps** and the value of **text-transform** is set to **uppercase**, then the characters will appear in the uppercase.

The **small-caps** value of this CSS property will not work if the letters in the source code are written in the uppercase. For example, suppose we have a paragraph in which letters are written in uppercase, and we are applying the **font-variant** property with the value **small-caps** to the corresponding paragraph, the font will be displayed as the regular uppercase instead of small-caps.

### **Syntax**

1. font-variant: normal | small-caps | initial | inherit;

### **Property values**

The values of this CSS property are defined as follows:

**normal:** It is the default value, which specifies the normal font-face.

**small-caps:** It is used to specify the small-caps font face, in which the lowercase letters are displayed as uppercase letters but in a smaller size.

**initial:** It sets the property to its default value.

**inherit:** It inherits the property from its parent element.

### **Example**

In this example, we are applying the **font-variant: small-caps;** on the paragraph elements. In the first paragraph, the text is already in uppercase letters, so the **small-caps**value will not override it. But the text in the second paragraph is affected by the **small-caps** value because it is not in uppercase.

<!DOCTYPE html>

<html>

<head>

<style>

p {

font-variant: small-caps;

font-size: 25px;

}

h2 {

font-variant: normal;

}

</style>

</head>

<body>

<h2> This heading is shown in the normal font. </h2>

<p> HELLO WORLD </p>

<p> hello world. This text is affected by the <b> small-caps </b> value. </p>

</body>

</html>

# **CSS left property**

This CSS property specifies the left offset for the horizontal positioned elements and does not affect the non-positioned elements. It is one of the four offset properties that are **right, top,** and **bottom**.

When both **left** and **right** properties are defined, the right value has a preference if the container is right-to-left, and the left value has preference if the container is left-to-right.

The effect of this property depends on how the corresponding element is positioned, i.e., the value of the **position** property. The **left** property does not affect when the **position** property is set to the value **static**.

The effects of this property on positioned elements other than the value **static** are listed as follows:

* When the element is absolutely or fixed positioned (i.e., **position: absolute;** and **position: fixed;**), the left property specifies the distance between the element's left edge and the left edge of its containing block (ancestor to which the element is relatively positioned).
* If the element is relatively positioned (i.e., **position: relative;**), the left property sets the element's left edge to the left/right from its normal position.
* If the **position** is set to **sticky,** e., **position: sticky;** then the positioning context is the viewport. When the element is inside the viewport, the left property behaves like its position is relative. When the element is outside, the left property behaves like its position is fixed.

### **Syntax**

1. left: auto | length | percentage | initial | inherit;

### **Property Values**

The values of this property are defined as follows:

**auto:** This is the default value. It allows the browser to calculate the left edge position.

**length:** This value defines the position of left property in px, cm, pt, etc. It allows negative values.

**percentage:** This value defines the position of left property in percentage (%). It is calculated to the width of the element's containing block. It also allows negative values.

**initial:** It sets the property to its default value.

**inherit:** It inherits the property from its parent element.

### **Example**

In this example, there are four absolutely positioned (i.e., **position: absolute;**) div elements. We are applying the **left** property to them. The div elements with **left: initial;** and **left: auto;** will overlap because of having similar dimensions and default values.

In the output, we can see the div element with the yellow border is with the **left: auto;** and the div element with the light blue border is with the **left: initial;**.

<!DOCTYPE html>

<html>

<head>

<title>

CSS left Property

</title>

<style>

div{

position: absolute;

width: 200px;

height: 200px;

font-size: 30px;

}

#len {

left: 250px;

border: 5px solid lightgreen;

}

#per {

left: 65%;

border: 5px solid blue;

}

#auto {

left: auto;

border: 8px solid yellow;

font-size: 40px;

}

#init {

left: initial;

border: 5px solid lightblue;

}

</style>

</head>

<body>

<h1> Example of the left Property </h1>

<div id = "len"> left: 250px; </div>

<div id = "per"> left: 65%; </div>

<div id = "auto"> left: auto; </div>

<div id = "init"> left: initial; </div>

</body>

</html>

# **CSS right property**

This CSS property specifies the right offset for the horizontal positioned elements and does not affect the non-positioned elements. It is one of the four offset properties that are **left, top,** and **bottom**.

When both **left** and **right** properties are defined, the right value has a preference if the container is right-to-left, and the left value has preference if the container is left-to-right.

The effect of this property depends on how the corresponding element is positioned, i.e., the value of the **position** property. The **right** property does not affect when the **position** property is set to the value **static**.

The effects of this property on positioned elements other than the value **static** are listed as follows:

* When the element is absolutely or fixed positioned (i.e., **position: absolute;** and **position: fixed;**), the **right** property specifies the distance between the element's right edge and the right edge of its containing block (ancestor to which the element is relatively positioned).
* If the element is relatively positioned (i.e., **position: relative;**), the **right** property sets the element's right edge to the left/right from its normal position.
* If the **position** is set to **sticky,** e., **position: sticky;** then, the positioning context is the viewport. When the element is inside the viewport, the **right** property behaves like its position is relative. When the element is outside, then the **right** property behaves like its position is fixed.

### **Syntax**

1. left: auto | length | percentage | initial | inherit;

### **Property Values**

The values of this property are defined as follows:

**auto:** This is the default value. It allows the browser to calculate the **right** edge position.

**length:** This value defines the position of the **right** property in px, cm, pt, etc. It allows negative values.

**percentage:** This value defines the position of the **right** property in percentage (%). It is calculated to the width of the element's containing block. It also allows negative values.

**initial:** It sets the property to its default value.

**inherit:** It inherits the property from its parent element.

### **Example**

In this example, there are four absolutely positioned (i.e., **position: absolute;**) div elements. We are applying the **right** property to them. The div elements with **right: initial;** and **right: auto;** will overlap because of having default values and similar dimensions.

<!DOCTYPE html>

<html>

<head>

<title>

CSS right Property

</title>

<style>

div{

position: absolute;

width: 200px;

height: 100px;

font-size: 40px;

}

#len {

right: 200px;

border: 5px solid lightgreen;

}

#per {

right: 50%;

border: 5px solid blue;

}

#auto {

right: auto;

border: 10px solid red;

}

#init {

right: initial;

border: 5px solid yellow;

}

</style>

</head>

<body>

<h1> Example of the right Property </h1>

<div id = "len"> right: 200px; </div>

<div id = "per"> right: 50%; </div>

<div id = "auto"> right: auto; </div>

<div id = "init"> right: initial; </div>

</body>

</html>

# **CSS bottom property**

The **bottom** property in CSS is used to specify the bottom position for the vertical positioned elements. It does not affect the non-positioned elements. It is one of the four offset properties that are **left, right,** and **top**.

The effect of this property depends on the position of the corresponding element, i.e., the value of the **position** property. The **bottom** property does not affect when the **position** property is set to the value **static**.

### **Syntax**

1. bottom: auto | length | percentage | initial | inherit;

### **Property Values**

The values of this property are defined as follows:

**auto:** This is the default value. It allows the browser to calculate the bottom edge position.

**length:** This value defines the position of **bottom** property in px, cm, pt, etc. It allows negative values.

**percentage:** This value defines the position of **bottom** property in percentage (%). It is calculated to the height of the element's containing block. It also allows negative values.

**initial:** It sets the property to its default value.

**inherit:** It inherits the property from its parent element.

The effects of this property on positioned elements other than the value **static** are listed as follows:

* When the element is fixed or absolutely positioned (i.e., **position: fixed;** and **position: absolute;**), the **bottom** property specifies the distance between the element's bottom edge and the bottom edge of its containing block (ancestor to which the element is relatively positioned).
* If the element is relatively positioned (i.e., **position: relative;**), the bottom property moves the element's top edge to above/below from its normal position.
* If the **position** is set to **sticky**, i.e., **position: sticky;** then, the positioning context is the viewport. When the element is inside the viewport, the **bottom** property behaves like its position is relative. When the element is outside, the **bottom** property behaves like its position is fixed.

Now, let's understand this property by using some examples.

### **Example**

In this example, there are four absolutely positioned div elements. We are applying the **bottom** property to them. The div elements with **bottom: initial;** and **bottom: auto;** will overlap because of having similar dimensions and default values.

Here, the length of the **bottom** property is defined in **px** and **em**.

<!DOCTYPE html>

<html>

<head>

<title>

CSS bottom Property

</title>

<style>

div{

position: absolute;

width: 150px;

height: 150px;

font-size: 30px;

}

#len {

bottom: 200px;

border: 5px solid green;

}

#em {

bottom: 1em;

border: 5px solid blue;

}

#auto {

bottom: auto;

border: 5px solid red;

}

#init {

bottom: initial;

border: 5px solid darkviolet;

}

h1{

text-align: center;

}

</style>

</head>

<body>

<h1> Example of the bottom Property </h1>

<div id = "len"> bottom: 200px; </div>

<div id = "em"> bottom: 1em; </div>

<div id = "auto"> bottom: auto; </div>

<div id = "init"> bottom: initial; </div>

</body>

</html>

# **CSS top property**

This **top** property in CSS is used to specify the top position for the vertical positioned elements. It does not affect the non-positioned elements. It is one of the four offset properties that are **left, right**, and **bottom**.

The effect of this property depends on how the corresponding element is positioned i.e., the value of the **position** property. The **top** property has no effect when the [**position**](https://www.javatpoint.com/css-position) property is set to the value static.

The effects of this property on positioned elements other than the value **static** are listed as follows:

* When the element is absolutely or fixed positioned (i.e., **position: absolute;** and **position: fixed**;), the **top** property specifies the distance between the element's top edge and the top edge of its containing block (ancestor to which the element is relatively positioned).
* If the element is relatively positioned (i.e., **position: relative**;), the top property moves the element's top edge to above/below from its normal position.
* If the **position** is set to **sticky** (i.e., **position: sticky**;) then, the positioning context is the viewport. When the element is inside the viewport, the **top** property behaves like its position is relative. When the element is outside, then the **top** property behaves like its position is fixed.

### **Syntax**

1. top: auto | length | percentage | initial | inherit;

### **Property Values**

The values of this property are defined as follows:

**auto:** This is the default value. It allows the browser to calculate the top edge position.

**length:** This value defines the position of **top** property in px, cm, pt, etc. It allows negative values.

**percentage:** This value defines the position of **top** property in percentage (%). It is calculated with respect to the height of the element's containing block. It also allows negative values.

**initial:** It sets the property to its default value.

**inherit:** It inherits the property from its parent element.

Now, let's understand this property by using some examples.

### **Example - Using negative values**

In this example, there are four relatively positioned div elements. We are applying the **top** property to them with negative values. Here, the negative length values of the **top** property are defined in **px** and **em**.

<!DOCTYPE html>

<html>

<head>

<title>

CSS top Property

</title>

<style>

div{

position: relative;

width: 150px;

height: 150px;

font-size: 30px;

}

#len {

top: -75px;

border: 5px solid green;

}

#em {

top: -2em;

border: 5px solid blue;

}

#auto {

top: auto;

border: 5px solid red;

}

#init {

top: initial;

border: 5px solid darkviolet;

}

h1{

text-align: center;

}

</style>

</head>

<body>

<h1> Example of the top Property </h1>

<div id = "len"> top: -75px; </div>

<div id = "em"> top: -2em; </div>

<div id = "auto"> top: auto; </div>

<div id = "init"> top: initial; </div>

</body>

</html>

# **CSS word-break property**

This CSS property specifies how words should break at the end of the line. It defines the line break rules. Using this property, the lines that don't fit in the content box will break at a certain point.

### **Syntax**

1. word-break: normal |keep-all |  break-all | inherit ;

The default value of this property is **normal**. So, it is automatically used when we don't specify any value.

### **Values**

**keep-all:** It breaks the word in the default style. It shouldn't be used for Japanese/Chinese/Korean (CJK) text.

**break-all:** It inserts the word-break between the characters in order to prevent the word overflow. When this value is applied, the browser will break the lines at any point. It can break the word from the middle if it is too long to fit and comes at the end of the line. It does not apply hyphens.

**initial:** It sets the property to its default value.

**inherit:** It inherits the property from its parent element.

### **Example**

In this example, there are three containers. We are applying the **normal** value to the first container's content, **break-all** value on the second container's content, and **keep-all** value on the third container's content.

<!DOCTYPE html>

<html>

<head>

<style>

p{

width: 350px;

border: 2px solid black;

text-align: left;

font-size: 20px;

color: blue;

}

.jtp{

word-break: normal;

}

.jtp1{

word-break: break-all;

}

.jtp2{

word-break: keep-all;

}

</style>

</head>

<center>

<body>

<h2>word-break: normal;</h2>

<p class="jtp">

Hi, Welcome to the iHubTalent.com. This site is developed so that students may learn computer science related technologies easily. The iHubTalent.com is always providing an easy and in-depth tutorial on various technologies. No one is perfect in this world, and nothing is eternally best. But we can try to be better.

</p>

<h2>word-break: break-all;</h2>

<p class="jtp1">

Hi, Welcome to the iHubTalent.com. This site is developed so that students may learn computer science related technologies easily. The iHubTalent.com is always providing an easy and in-depth tutorial on various technologies. No one is perfect in this world, and nothing is eternally best. But we can try to be better.

</p>

<h2>word-break: keep-all;</h2>

<p class="jtp2">

Hi, Welcome to the iHubTalent.com. This site is developed so that students may learn computer science related technologies easily. The iHubTalent.com is always providing an easy and in-depth tutorial on various technologies. No one is perfect in this world, and nothing is eternally best. But we can try to be better.

</p>

</center>

</body>

</html>

# **CSS max-height property**

It sets the maximum height of the element's content box. It means that the height of the content box can be smaller than the max-height value, but cannot be greater. It sets the upper bound on the element's height.

When the content is larger than the maximum height, it will overflow. If the content is smaller than the **max-height**, this property does not affect. This property ensures that the value of height property cannot be greater than the value of the **max-height** property. It does not allow negative values.

Sometimes it is useful to limit the element's height to a certain range.

### **Syntax**

1. max-height: none | length | initial | inherit;

The values of this CSS property are defined as follows.

**none:** It is the default value that does not limit the size of the content box.

**length:** This value defines the max-height in px, cm, pt, etc.

**initial:** It sets the property to its default value.

**inherit:** It inherits the property from its parent element.

Now, let's see an example of this CSS property.

### **Example**

In this example, there are four paragraph elements with the content. We are defining the maximum-height of these paragraphs using the length value of the **max-height** property. The maximum height of the first paragraph is **60px**, the second paragraph is **6em**, the third paragraph is **130pt**, and the fourth paragraph is **5cm**.

The content of the first paragraph is larger than the value of **max-height** property, so in the output, we can see that the content of the first paragraph overflows the content box.

<!DOCTYPE html>

<html>

<head>

<title>

max-height property

</title>

<style>

p{

border: 4px solid blue;

background-color: lightblue;

font-size: 20px;

}

#px {

max-height: 60px;

}

#em {

max-height: 6em;

}

#pt {

max-height: 130pt;

}

#cm {

max-height: 5cm;

}

</style>

</head>

<body>

<h2> max-height: 60px; </h2>

<p id = "px">

Hi, Welcome to the iHubTalent.com. This site is developed so that students may learn computer science related technologies easily. The iHubTalent.com is always providing an easy and in-depth tutorial on various technologies. No one is perfect in this world, and nothing is eternally best. But we can try to be better.

</p>

<br>

<h2> max-height: 6em; </h2>

<p id = "em">

Hi, Welcome to the iHubTalent.com. This site is developed so that students may learn computer science related technologies easily. The iHubTalent.com is always providing an easy and in-depth tutorial on various technologies. No one is perfect in this world, and nothing is eternally best. But we can try to be better.

</p>

<h2> max-height: 130pt; </h2>

<p id = "pt">

Hi, Welcome to the iHubTalent.com. This site is developed so that students may learn computer science related technologies easily. The iHubTalent.com is always providing an easy and in-depth tutorial on various technologies. No one is perfect in this world, and nothing is eternally best. But we can try to be better.

</p>

<h2> max-height: 5cm; </h2>

<p id = "cm">

Hi, Welcome to the iHubTalent.com. This site is developed so that students may learn computer science related technologies easily. The iHubTalent.com is always providing an easy and in-depth tutorial on various technologies. No one is perfect in this world, and nothing is eternally best. But we can try to be better.

</p>

</body>

</html>

# **CSS max-width property**

Sometimes it is useful to limit the element's width to a certain range. There are two properties **max-width** and **min-width** used to set the maximum and minimum width of the element.

The **max-width** property in CSS is used to set the maximum width of the element's content box. It means that the width of the content box can be smaller than the **max-width** value, but cannot be greater. It sets the upper bound on the element's width.

When the content is larger than the maximum width, then it will automatically change the height of the element. If the content is smaller than the **max-width**, this property has no effect. This property ensures that the value of width property cannot be greater than the value of **max-width** property. It does not allow negative values.

### **Syntax**

1. max-width: none | length | initial | inherit;

The values of this CSS property are defined as follows.

**none:** It is the default value that does not limit the width of the content box.

**length:** This value defines the length of max-width in px, cm, pt, etc.

**initial:** It sets the property to its default value.

**inherit:** It inherits the property from its parent element.

Now, let's see an example of this CSS property.

### **Example**

In this example, there are four paragraph elements with the content. We are defining the maximum-width of these paragraphs using the length value of **max-width** property. The maximum width of the first paragraph is **175px**, the second paragraph is **20em**, the third paragraph is **350pt**, and the fourth paragraph is **10cm**.

The content of the first paragraph is larger than the value of **max-width** property, so in the output, we can see that the height of the first paragraph changed automatically.

<!DOCTYPE html>

<html>

<head>

<title>

max-width property

</title>

<style>

p{

border: 4px solid blue;

background-color: lightblue;

font-size: 20px;

}

#px {

max-width: 175px;

}

#em {

max-width: 20em;

}

#pt {

max-width: 350pt;

}

#cm {

max-width: 10cm;

}

</style>

</head>

<body>

<h2> max-width: 175px; </h2>

<p id = "px">

Hi, Welcome to the iHubTalent.com. This site is developed so that students may learn computer science related technologies easily. The iHubTalent.com is always providing an easy and in-depth tutorial on various technologies. No one is perfect in this world, and nothing is eternally best. But we can try to be better.

</p>

<h2> max-width: 20em; </h2>

<p id = "em">

Hi, Welcome to the iHubTalent.com. This site is developed so that students may learn computer science related technologies easily. The iHubTalent.com is always providing an easy and in-depth tutorial on various technologies. No one is perfect in this world, and nothing is eternally best. But we can try to be better.

</p>

<h2> max-width: 350pt; </h2>

<p id = "pt">

Hi, Welcome to the iHubTalent.com. This site is developed so that students may learn computer science related technologies easily. The iHubTalent.com is always providing an easy and in-depth tutorial on various technologies. No one is perfect in this world, and nothing is eternally best. But we can try to be better.

</p>

<h2> max-width: 10cm; </h2>

<p id = "cm">

Hi, Welcome to the iHubTalent.com. This site is developed so that students may learn computer science related technologies easily. The iHubTalent.com is always providing an easy and in-depth tutorial on various technologies. No one is perfect in this world, and nothing is eternally best. But we can try to be better.

</p>

</body>

</html>

# **CSS min-height property**

It set the minimum-height of the element's content box. It means that the height of the content box can be greater than the **min-height** value, but cannot be shorter. It sets the lower bound on the element's height.

It will be applied when the content is smaller than the minimum height; otherwise, if the content is larger, this property has no effect. This property ensures that the value of height property cannot be less than the value of the **min-height** property. It does not allow negative values.

### **Syntax**

1. min-height: none | length | initial | inherit;

The values of this CSS property are defined as follows:

**none:** It is the default value that does not limit the size of the content box.

**length:** This value defines the min-height in px, cm, pt, etc. Its default value is 0.

**initial:** It sets the property to its default value.

**inherit:** It inherits the property from its parent element.

Now, let's see an example of using this CSS property.

### **Example**

In this example, there are four paragraph elements with the content. We are defining the minimum-height of these paragraphs using the length value of **min-height** property. The minimum height of the first paragraph is **50px**, the second paragraph is **6em**, the third paragraph is **130pt**, and the fourth paragraph is **5cm**.

<!DOCTYPE html>

<html>

<head>

<title>

min-height property

</title>

<style>

p{

border: 4px solid blue;

background-color: lightblue;

font-size: 20px;

}

#px {

min-height: 50px;

}

#em {

min-height: 6em;

}

#pt {

min-height: 130pt;

}

#cm {

min-height: 5cm;

}

</style>

</head>

<body>

<h3> min-height: 50px; </h3>

<p id = "px">

Hi, Welcome to the iHubTalent.com. This site is developed so that students may learn computer science related technologies easily. The iHubTalent.com is always providing an easy and in-depth tutorial on various technologies. No one is perfect in this world, and nothing is eternally best. But we can try to be better.

</p>

<h3> min-height: 6em; </h3>

<p id = "em">

Hi, Welcome to the iHubTalent.com. This site is developed so that students may learn computer science related technologies easily. The iHubTalent.com is always providing an easy and in-depth tutorial on various technologies. No one is perfect in this world, and nothing is eternally best. But we can try to be better.

</p>

<h3> min-height: 130pt; </h3>

<p id = "pt">

Hi, Welcome to the iHubTalent.com. This site is developed so that students may learn computer science related technologies easily. The iHubTalent.com is always providing an easy and in-depth tutorial on various technologies. No one is perfect in this world, and nothing is eternally best. But we can try to be better.

</p>

<h3> min-height: 5cm; </h3>

<p id = "cm">

Hi, Welcome to the iHubTalent.com. This site is developed so that students may learn computer science related technologies easily. The iHubTalent.com is always providing an easy and in-depth tutorial on various technologies. No one is perfect in this world, and nothing is eternally best. But we can try to be better.

</p>

</body>

</html>

# **CSS min-width property**

It is used to set the minimum width of the element's content box. It means that the width of the content box can be greater than the **min-width** value, but cannot be shorter. It sets the lower bound on the element's width.

It will be applied when the content is smaller than the minimum width; otherwise, if the content is larger, this property has no effect. This property ensures that the value of CSS **width** property cannot be less than the value of **min-width** property. It does not allow negative values.

### **Syntax**

1. min-width: none | length | initial | inherit;

The values of this CSS property are defined as follows:

**none:** It is the default value that does not limit the width of the content box.

**length:** This value defines the length of min-width in px, cm, pt, etc.

**initial:** It sets the property to its default value.

**inherit:** It inherits the property from its parent element.

Now, let's see an example of using this CSS property.

### **Example**

In this example, there are four paragraph elements with the content. We are defining the minimum-width of these paragraphs using the length value of **min-width** property. The minimum width of the first paragraph is **425px**, the second paragraph is **22em**, the third paragraph is **220pt**, and the minimum width of the fourth paragraph is set to **initial**.

<!DOCTYPE html>

<html>

<head>

<title>

min-width property

</title>

<style>

p{

border: 4px solid blue;

background-color: lightblue;

display: inline-block;

}

#px {

min-width: 425px;

}

#em {

min-width: 22em;

}

#pt {

min-width: 220pt;

}

#cm {

min-width: initial;

}

</style>

</head>

<body>

<h3> min-width: 425px; </h3>

<p id = "px">

Hi, Welcome to the iHubTalent.com.

</p>

<h3> min-width: 22em; </h3>

<p id = "em">

Hi, Welcome to the iHubTalent.com.

</p>

<h3> min-width: 220pt; </h3>

<p id = "pt">

Hi, Welcome to the iHubTalent.com.

</p>

<h3> min-width: initial; </h3>

<p id = "cm">

Hi, Welcome to the iHubTalent.com.

</p>

</body>

</html>

# **CSS border-image property**

This CSS property defines an image to be used as the element's border. It draws an image outside the element and replaces the element's border with the corresponding image. It is an interesting task to replace the border of an element with the image.

The **border-image** property can be applied to all elements except the elements of the internal table (such as tr, th, td) when [**border-collapse**](https://www.javatpoint.com/css-border-collapse-property) is set to **collapse**.

It is the shorthand property for **border-image-source, border-image-slice, border-image-width, border-image-outset**, and **border-image-repeat**. We can set all these properties at once using the **border-image** property. If any of the values are not specified, then they set to their default values. The default value of this property is:

1. border-image: none 100% 1 0 stretch

### **Syntax**

1. border-image: source slice width outset repeat | initial | inherit;

The values of this property are tabulated as follows.

|  |  |
| --- | --- |
| **Values** | **Description** |
| **border-image-source:** | It specifies the source of the border-image. It sets the path of the image, or we can say that it specifies the location of the image to be used as the border. |
| **border-image-slice:** | It is used to divide or slice the image, which is specified by the **border-image-source** property. The values of this property specify how to slice the image for creating the pieces of the border. This property divides the image into nine sections that are:   * Four corners * Four sides, and * a center region   It can accept four unitless positive values. Its default value is **100%**. |
| **border-image-width:** | It sets the width of the border-image. It can accept a unitless positive value, a percentage value, or the keyword **auto**. Its default value is **1**. We can specify up to four values for providing the width of individual sides. |
| **border-image-outset:** | It sets the amount of space by which the border image is set out from its border box. |
| **border-image-repeat:** | It controls the repetition of the image to fill the area of the border. We can specify up to two values for this property. If we specify one value, then it is applied on both vertical and horizontal sides. But if we specify two values, then the first value is applied on horizontal sides, and the second value is applied on vertical sides. The values of this property are listed below.   * stretch * repeat * round * space   The default value of this property is **stretch**. |
| **Initial** | It sets the property to its default value (**border-image:** none 100% 1 0 stretch ). |
| **inherit** | It inherits the property from its parent element. |

Now, let's see some of the examples to understand how to set the border-image using the **border-image** property.

### **Example**

In this example, we are replacing the border of the paragraph elements with the image. In the first paragraph, we are specifying the single value (i.e., **round**) of the **border-image-repeat** property, whereas in the second paragraph, we are specifying two values (**round, stretch**) of it, the first value for the horizontal sides and second value for the vertical sides.

<!DOCTYPE html>

<html>

<head>

<title>

CSS border-image Property

</title>

<style>

p{

border: 10px solid transparent;

padding: 15px;

text-align:center;

font-size: 25px;

color: darkviolet;

}

#border {

border-image: url('border.png') 60 / 20px 20px round;

}

#border1 {

border-image: url('diamond.png') 43 / 10px 15px round stretch;

}

</style>

</head>

<body>

<h2>border-image property</h2>

<p id = "border">

Welcome to the iHubTalent.com

</p>

<p id = "border1">

Welcome to the iHubTalent.com

</p>

</body>

</html>

# **CSS cubic-bezier() function**

It is an inbuilt function in CSS that defines a Cubic Bezier curve. The Bezier curve is the mathematically defined curve used in 2D graphical applications such as (inkspace, adobe illustrator, etc.). This CSS function is the transition timing function, which is used for the smooth and custom transitions.

It is defined by the four points (that are P0, P1, P2, and P3). The points P0 and P3 (called as anchors) are the starting and the ending points, and the points P1 and P2 (called as handles) are the middle points.

For CSS Bezier curves, the points P0 and P3 are always in the same spot. P0 is at (0,0) that represents the initial state and initial time, and P3 is at (1,1), which represents the final state and the final time. This means that the parameters passed to the cubic-bezier() function can only be between 0 and 1.

### **Syntax**

1. cubic-bezier( x1, y1, x2, y2 )

This CSS function accepts four mandatory numeric values. The value of x1 and x2 must be lies between 0 and 1, or the value will be invalid. If we pass the parameters that are not in this interval, the function will set to its default i.e., the linear transition that has the value **cubic-bezier(0, 0, 1, 1)**.

We can understand this CSS function by using the following illustration.

### **Example**

This function can be used with **animation-timing-function** and **transition-timing-function** property.

Here, we are using the **transition-timing-function** property.

<!DOCTYPE html>

<html>

<head>

<title> cubic-bezier() function </title>

<style>

.jtp {

width: 200px;

height: 50px;

background: blue;

transition: width 3s;

animation-timing-function: cubic-bezier(.59,1.01,0,.01)

}

div:hover {

width:300px;

}

p{

font-size: 20px;

color: darkviolet;

}

</style>

</head>

<body>

<h1> The cubic-bezier() Function </h1>

<p> Move your mouse over the below div element, to see the transition effect. </p>

<div class = "jtp">

</div>

</body>

</html>

# **CSS quotes**

The **quotes** property in CSS specifies the type of quotation mark for the quotation used in the sentence. It defines which quotation mark to be used when the quotation is inserted by using the **open-quote** and **close-quote** values of the **content** property.

### **Syntax**

1. quotes: none | string | initial;

### **Values**

**none:** It is the default value that specifies that the **open-quote** and **close-quote** values of the **content** property do not generate any quotation marks.

**string:** This value specifies the type of quotation mark to be used in sentence. The first pair represents the outer-level quotation; the second pair indicates the first nested level, the third pair indicates the third level, and so on.

**initial:** It sets the property to its default value.

There are some of the quotation mark characters tabulated as follows.

|  |  |  |
| --- | --- | --- |
|  | **Description** | **Entity number** |
| **"** | double quote | \0022 |
| **'** | single quote | \0027 |
| **„** | double quote (double low-9) | \201E |
| **«** | double, left angle quote | \00AB |
| **»** | double, right angle quote | \00BB |
| **‹** | single, left angle quote | \2039 |
| **›** | single, right angle quote | \203A |
| **'** | left quote (single high-6) | \2018 |
| **'** | right quote (single high-9) | \2019 |
| **“** | left quote (double high-6) | \201C |
| **”** | right quote (double high-9) | \201D |

We can understand the **quotes** property more clearly by using some examples.

### **Example - Using none value**

In this example, we are using the none **value** of the **quotation** property and the **open-quote** and **close-quote** values of the **content** property. The **none** value prevents the values of the **content** property to generate the quotation marks.

<!DOCTYPE html>

<html>

<head>

<title>

CSS quotes Property

</title>

<style>

p {

quotes: none;

font-size: 20px;

}

p:before{

content: open-quote;

}

p:after{

content: close-quote;

}

</style>

</head>

<body>

<center>

<h1> Example of quotes: none; </h1>

<p> Welcome to the iHubTalent.com </p>

</center>

</body>

</html>

# **CSS transform-origin property**

This CSS property is used to change the position of transformed elements. It is a point around which the transformation is applied. It establishes the origin of the transformation of an element. It can be applied to both 2D and 3D rotations.

The **transform-origin** property must be used with the **transform** property. The 2d transformation can change the x-axis and y-axis of the element, whereas the 3D transformation can change the z-axis along with the x-axis and y-axis.

This property can be specified by using one, two, or three values. The first value affects the horizontal position, the second value affects the vertical position, and the third value indicates the position of the z-axis. The third value can also work on 3D transformations and cannot be defined using a percentage.

* If we specify only one value, the value must be a length or percentage, or one of the keyword values **left, center, right, top,** and **bottom**.
* If we specify two values, the first value must be a length or percentage or the keyword values **left, right,** and **center**. The second value must be a length or percentage or one of the keyword values **center, top**, and **bottom**.
* When we specify three values, then the first two values are same as the two-value syntax, but the third value represents the z-offset, so it must be a length.

The default value of the **transform-origin** property is **50% 50%**, which represents the center of the element.

### **Syntax**

1. transform-origin: x-axis y-axis z-axis | initial | inherit;

The values of this property are tabulated as follows.

|  |  |
| --- | --- |
| **Values** | **Description** |
| **x-axis** | It represents the horizontal position. This value specifies the position of the view at x-axis. Its possible values are length, percentage, **left, right**, and **center**. |
| **y-axis** | It represents the vertical position. This value specifies the position of the view at y-axis. Its possible values are **length, percentage, top, bottom,** and **center**. |
| **z-axis** | This value is used with the 3D transformations. This value specifies the position of the view at z-axis. It can be defined using the **length**values. It does not allow the percentage values. |
| **initial** | It sets the property to its default value. |
| **inherit** | It inherits the property from its parent element. |

Let's understand this property by using some illustrations.

### **Example**

In this example, we are applying the **transform-origin** property with the length and percentage values. There is a rotation of 45deg in both of the elements. Here, there is the 2D transformation of elements.

<!DOCTYPE html>

<html>

<head>

<style>

div{

height: 100px;

width: 400px;

border: 5px dotted violet;

font-size: 20px;

}

.outer {

margin: 100px;

background-color: cyan;

}

.box {

background: url( "diamond.png");

transform: rotate(35deg);

transform-origin: 5% 2%;

}

.outer1{

margin-left: 500px;

background-color: cyan;

}

.box1 {

background: url( "diamond.png");

transform: rotate(45deg);

transform-origin: 5% 2%;

}

</style>

</head>

<body>

<h1> Example of the CSS transform-origin Property </h1>

<div class="outer"> transform-origin: 5% 2%;

<div class="box"></div>

</div>

<div class="outer1"> transform-origin: 100px 200px;

<div class="box1"></div>

</div>

</body>

</html>

# **CSS resize property**

This CSS property allows the user to control the resizing of an element just by clicking or dragging the bottom right corner of the element

This CSS property is used to define how an element is resizable by the user. It doesn't apply on the block or inline elements where **overflow** is set to **visible**. So, to control the resizing of an element, we have to set the **overflow** other than **visible** like **(overflow: hidden** or **overflow: scroll)**.

It is possible to **resize** the elements either in a horizontal or vertical direction or in both directions. After applying the resize property to an element, we can see a small triangular knob at the bottom right corner of the element. The user can drag the knob to enlarge the textarea in either vertical, horizontal, or in both directions.

Sometimes resizing the element may affect the entire layout in an undesirable way. So, depending on the layout, it is sometimes preferable to not allow the element from being resized or restrict the resizability to only one direction.

### **Syntax**

1. resize: none | horizontal | vertical | both | initial | inherit;

### **Property values**

The property values of this CSS property are defined as follows:

**none:** It is the default value of this property, which does not allow resizing the element.

**horizontal:** This value allows the user to resize the element's width. It resizes the element in a horizontal direction. There is a unidirectional horizontal mechanism for controlling the width of an element.

**vertical:** It allows the user to resize the height of an element. It resizes the element in a vertical direction. There is a unidirectional vertical mechanism for controlling the height of an element.

**both:** It allows the user to resize the width and height of an element. It resizes the element in both horizontal and vertical directions.

**initial:** It sets the property to default value.

**inherit:** It inherits the property from its parent element.

Let's understand this CSS by using some examples.

### **Example: Using horizontal value**

This value has a unidirectional resizing that allows the user to adjust the element's width.

<!DOCTYPE html>

<html>

<head>

<style>

div {

border: 2px solid red;

padding: 20px;

font-size: 25px;

width: 300px;

resize: horizontal;

overflow: auto;

background-color: lightgreen;

color: blue;

}

</style>

</head>

<body>

<center>

<h1>Example of the resize: horizontal; </h1>

<div>

<p> This is the div element. </p>

<p> To see the resizing effect, click and drag the bottom right corner of this div element. </p>

</div>

</center>

</body>

</html>

# **CSS text-overflow property**

This property specifies the representation of overflowed text, which is not visible to the user. It signals the user about the content that is not visible. This property helps us to decide whether the text should be clipped, show some dots (ellipsis), or display a custom string.

This property does not work on its own. We have to use **white-space: nowrap; and overflow: hidden;** with this property

### **Syntax**

1. text-overflow: clip | ellipsis | string | initial | inherit;

### **Property Values**

**clip:** It is the default value that clips the overflowed text. It truncates the text at the limit of the content area, so that it can truncate the text in the middle of the character.

**ellipsis:** This value displays an ellipsis (?) or three dots to show the clipped text. It is displayed within the area, decreasing the amount of text.

**string:** It is used to represent the clipped text to the user using the string of the programmer's choice. It works only in the Firefox browser.

**initial:** It sets the property to its default value.

**inherit:** It inherits the property from its parent element.

### **Example**

<!DOCTYPE html>

<html>

<head>

<style>

div{

white-space: nowrap;

height: 30px;

width: 250px;

overflow: hidden;

border: 2px solid black;

font-size: 25px;

}

.jtp{

text-overflow: clip;

}

.jtp1 {

text-overflow: ellipsis;

}

h2{

color: blue;

}

div:hover {

overflow: visible;

}

p{

font-size: 25px;

font-weight: bold;

color: red;

}

</style>

</head>

<center>

<body>

<p> Hover over the bordered text to see the full content. </p>

<h2>

text-overflow: clip;

</h2>

<div class="jtp">

Welcome to the iHubTalent.com

</div>

<h2>

text-overflow: ellipsis;

</h2>

<div class="jtp1">

Welcome to the iHubTalent.com

</div>

</center>

</body>

</html>

# **CSS writing-mode property**

The **writing-mode** CSS property specifies whether the text is written in the vertical or horizontal direction. If the direction is vertical, it can be from **right to left (vertical-rl)** or from **left to right (vertical-lr)**. This property sets whether the lines of text are laid out vertically or horizontally. It specifies the direction in which the content flows on the page. It specifies the **block flow direction**, the direction in which the block-level boxes (or containers) are stacked, and the direction in which they flow within the container.

### **Syntax**

1. writing-mode: horizontal-tb | vertical-lr | vertical-rl;

### **Property values**

The values of this property are defined as follows.

**horizontal-tb:** It is the default value of this property. On using this value, the text will be in the horizontal direction and read from left to right and top to bottom.

**vertical-rl:** This value displays the text in the vertical direction, and the text is read from top to bottom and right to left.

**vertical-lr:** This value works similar to the vertical-rl, but the text is read from left to right.

### **Example1**

In this example, we are using all the main values of the [CSS](https://www.javatpoint.com/css-tutorial) **writing-mode** property. Here, there are three paragraph elements having some lines of text. We are applying the **writing-mode: horizontal-tb;** to the first paragraph element, **writing-mode: vertical-lr;** to the second paragraph and **writing-mode: vertical-rl;** to the third paragraph.

In the output, we can see that the content of the second paragraph lays vertically in left to right direction, and the content of the third paragraph also lays out vertically but in right to left direction.

<!DOCTYPE html>

<html>

<head>

<style>

p {

border: 2px solid black;

width: 300px;

height: 300px;

font-size: 23px;

}

#tb {

writing-mode: horizontal-tb;

}

#lr {

writing-mode: vertical-lr;

}

#rl {

writing-mode: vertical-rl;

}

</style>

</head>

<center>

<body>

<h1> Example of CSS writing-mode property </h1>

<h2> writing-mode: horizontal-tb; </h2>

<p id="tb">

Hi, Welcome to the iHubTalent.com. This site is developed so that students may learn computer science related technologies easily. The iHubTalent.com is always providing an easy and in-depth tutorial on various technologies. No one is perfect in this world, and nothing is eternally best. But we can try to be better.

</p>

<h2> writing-mode: vertical-lr; </h2>

<p id="lr">

Hi, Welcome to the iHubTalent.com. This site is developed so that students may learn computer science related technologies easily. The iHubTalent.com is always providing an easy and in-depth tutorial on various technologies. No one is perfect in this world, and nothing is eternally best. But we can try to be better.

</p>

<h2> writing-mode: vertical-rl; </h2>

<p id="rl">

Hi, Welcome to the iHubTalent.com. This site is developed so that students may learn computer science related technologies easily. The iHubTalent.com is always providing an easy and in-depth tutorial on various technologies. No one is perfect in this world, and nothing is eternally best. But we can try to be better.

</p>

</center>

</body>

</html>

# **CSS background-origin property**

This CSS property helps us to adjust the background image of the webpage. It specifies the background position area, i.e., the origin of a background image. This CSS property will not work when the value of the **background-attachment** is set to be **fixed**.

The **background-origin** property is similar to the **background-clip** property, but it resizes the background instead of clipping it. By default, the origin of an element is the top-left corner of the screen.

If the element has more than one background image, then we can specify a different value of the **background-origin** property for each background-image, separated by commas. Every image will match with the corresponding value of the **background-origin** property.

### **Syntax**

1. background-origin: padding-box | border-box | content-box | initial | inherit;

The values of this property are tabulated as follows.

|  |  |
| --- | --- |
| **Values** | **Description** |
| **padding-box** | It is the default value that positions the background relative to the padding-box. The background starts from the top left corner of the padding edge. |
| **border-box** | It positions the background relative to the border-box. The background starts from the top left corner of the border. |
| **content-box** | It positions the background relative to the content-box. The background starts from the top left corner of the content. |
| **initial** | It sets the property to its default value. |
| **inherit** | It inherits the property from its parent element. |

Let's understand this property by using some illustrations.

### **Example1**

In this example, there are three div elements with a background image. Here, we are using the [**padding-box**](https://www.javatpoint.com/css-padding)**,**[**border-box**](https://www.javatpoint.com/css-border)**, and**[**content-box**](https://www.javatpoint.com/css-content-property) values of the **background-origin** property.

<!DOCTYPE html>

<html>

<head>

<title> background-origin property </title>

<style>

div{

padding: 20px;

width: 350px;

height: 175px;

background-image: url('jtp.png');

background-repeat: no-repeat;

border: 8px dashed blue;

color: red;

font-size: 25px;

text-align: center;

}

#border{

background-origin: border-box;

}

#padding{

background-origin: padding-box;

}

#content{

background-origin: content-box;

}

h2{

color: red;

}

</style>

</head>

<body>

<h2> background-origin: border-box; </h2>

<div id = "border">

<p>

Welcome to the iHubTalent.com

</p>

</div>

<h2> background-origin: padding-box; </h2>

<div id = "padding">

<p>

Welcome to the iHubTalent.com

</p>

</div>

<h2> background-origin: content-box; </h2>

<div id = "content">

<p>

Welcome to the iHubTalent.com

</p></div></body></html>

# **CSS text-orientation property**

This CSS property specifies the orientation of characters in the line of content. It only applies to the vertical mode of content. This property does not affect elements with horizontal writing mode.

It helps us to control the display of languages that use a vertical script. This property has five values: **mixed, sideways, upright, sideways-right,** and **use-glyph-orientation**. Its default value is **mixed.** All of the values of this property work only in vertical mode.

This property depends upon the **writing-mode** property. It works only when the **writing-mode** is not set to **horizontal-tb**.

### **Syntax**

1. text-orientation: mixed | upright | sideways | sideways-right | use-glyph-orientation | initial | inherit;

The values of this property are tabulated as follows.

### **Property values**

|  |  |
| --- | --- |
| **Values** | **Description** |
| **mixed** | It is the default value that rotates the characters 90o degree clockwise. It set the characters of vertical script naturally. |
| **upright** | This value sets the characters of horizontal scripts naturally (upright), as well as the glyphs for the vertical scripts. It makes all characters to be considered as left-to-right. |
| **sideways** | It rotates the line to 90o clockwise. This value causes the characters to be laid out as horizontally. This value does not work in Google Chrome and other major browsers except Firefox, i.e., it only works in Firefox. |
| **sideways-right** | It is kept for compatibility purposes. It is an alias to the value sideways. |
| **use-glyph-orientation** | This value is not used anymore. |
| **initial** | It sets the property to its default value. |
| **inherit** | It inherits the property from its parent element. |

Let's understand this property by using some examples.

### **Example1**

In this example, there are two paragraph elements with the CSS properties **writing-mode: vertical-rl;** and **writing-mode: vertical-lr;** Here, we are applying the **mixed** and **upright** values of the **text-orientation** property.

In the output, we can see the effect of the **upright** value of this CSS property.

<!DOCTYPE html>

<html>

<head>

<style>

#lr, #rl {

border: 2px solid black;

width: 300px;

height: 300px;

}

#lr {

writing-mode: vertical-lr;

text-orientation: mixed;

}

#rl {

writing-mode: vertical-rl;

text-orientation: upright;

}

</style>

</head>

<center>

<body>

<h1> Example of CSS text-orientation property </h1>

<h3> writing-mode: vertical-lr; and text-orientation: mixed; </h3>

<p id = "lr">

Hi, Welcome to the iHubTalent.com. This site is developed so that students may learn computer science related technologies easily. The iHubTalent.com is always providing an easy and in-depth tutorial on various technologies. No one is perfect in this world, and nothing is eternally best. But we can try to be better.

</p>

<h3> writing-mode: vertical-rl; and text-orientation: upright; </h3>

<p id = "rl">

Hi, Welcome to the iHubTalent.com. This site is developed so that students may learn computer science related technologies easily. The iHubTalent.com is always providing an easy and in-depth tutorial on various technologies. No one is perfect in this world, and nothing is eternally best. But we can try to be better.

</p>

</center>

</body>

</html>

# **CSS transition-delay property**

This CSS property specifies the duration to start the transition effect. The value of this property is defined as either **seconds (s)** or **milliseconds (ms)**. The CSS transitions are effects that are added to change the element gradually from one style to another, without using flash or JavaScript.

Without using the **transition-delay,** the animation will start with the hover on the element, but using this CSS property, we can delay the animation by an amount of time.

### **Syntax**

1. transition-delay: time | initial | inherit;

The default value of the **transition-delay** property is **0,** which means that the transition will start to occur immediately without any delay.

### **Property values**

**time:** It specifies the amount of time (in seconds or milliseconds) to wait before the transition starts.

**initial:** It sets this property to its default value.

**inherit:** It inherits this property from its parent element.

The delay can be negative, positive, or zero.

The negative value of the **transition-delay** property will immediately start the transition effect i.e., the effect will be animated as though it had already begun. The positive value of this property causes the transition effect to start for the given time.

We can specify multiple delays that are helpful when transitioning several properties. Each delay will be applied to the related property, as defined by the **transition-property** property. For example, suppose we provide two **transition-delay** values. The first value affects the first property given by the **transition-property** property. The second **transition-delay** affects the second property from the list of property names given by the **transition** property.

Let's see some examples of the **transition-delay** property.

### **Example**

In this example, we are using the **transition-property, transition-duration,** and **transition-delay** properties. There is a delay of **0.5s** to start the transition effect, i.e., the background color of the div element will be changed after the given amount of time.

<!DOCTYPE html>

<html>

<head>

<title>

CSS transition-delay Property

</title>

<style>

div{

width: 100px;

height: 100px;

background: lightblue;

transition-property: background-color;

transition-duration: 1s;

transition-delay: 0.5s;

/\* For Safari browser \*/

-webkit-transition-property: background-color;

-webkit-transition-duration: 1s;

-webkit-transition-delay: 0.5s;

}

div:hover {

background-color: brown;

}

</style>

</head>

<body>

<div></div>

<p> Move the cursor over the div element above, to see the transition effect. </p>

</body>

</html>

# **CSS Grid**

A grid can be defined as an intersecting set of horizontal lines and vertical lines. CSS Grid layout divides a page into major regions. It defines the relationship between the parts of a control built from HTML primitives in terms of layer, position, and size. Grid property offers a grid-based layout system having rows and columns. It makes the designing of web pages easy without positioning and floating.

Similar to the table, it enables a user to align the elements into rows and columns. But compare to tables, it is easy to design layout with the CSS grid. We can define columns and rows on the grid by using **grid-template-rows** and **grid-template-columns** properties.

The CSS **grid property** is supported in browsers such as **Google Chrome, Internet Explorer, Firefox, Safari,** and **Opera**.

## Grid Container

We can define the grid container by setting the **display** property to **grid** or **inline-grid** on an element.

Grid container contains grid items that are placed inside rows and columns.

Let's see a simple example of a grid in CSS.

### **Example**

<!DOCTYPE html>

<html>

<head>

<style>

.main {

display: grid;

grid: auto auto / auto auto auto auto;

grid-gap: 10px;

background-color: black;

padding: 10px;

}

.num {

background-color: grey;

text-align: center;

color: white;

padding: 10px 10px;

font-size: 30px;

}

</style>

</head>

<body>

<div class="main">

<div class="num">One</div>

<div class="num">Two</div>

<div class="num">Three</div>

<div class="num">Four</div>

<div class="num">Five</div>

<div class="num">Six</div>

<div class="num">Seven</div>

<div class="num">Eight</div>

</div>

</body>

</html>

# **CSS Layout**

**CSS layout** is easy to design. We can use CSS layout to design our web page such as home page, contact us, about us etc.

There are 3 ways to design layout of a web page:

1. **HTML Div with CSS**: fast and widely used now.
2. **HTML Table**: slow and less preferred.
3. **HTML Frameset**: deprecated now.

A CSS layout can have header, footer, left pane, right pane and body part. Let's see a simple example of CSS layout.

## CSS layout example

<!DOCTYPE html>

<html>

<head>

<style>

.header{margin:-8px -8px 0px;background-image:linear-gradient(145deg,#7379ff,#b524ef);color:white;text-align:center;padding:10px;}

.container{width:100%}

.left{width:15%;float:left;}

.body{width:65%;float:left;background-color:pink;padding:5px;}

.right{width:15%;float:left;}

.footer{margin:-8px;clear:both;background-image:linear-gradient(145deg,#7379ff,#b524ef);color:white;text-align:center;padding:10px;}

</style>

</head>

<body>

<div class="header"><h2>IHubTalent</h2></div>

<div class="container">

<div class="left">

<p>Left Page</p>

</div>

<div class="body">

<h1>Body Page</h1>

<p>Page Content goes here</p><p>Page Content goes here</p><p>Page Content goes here</p>

<p>Page Content goes here</p><p>Page Content goes here</p><p>Page Content goes here</p>

<p>Page Content goes here</p><p>Page Content goes here</p><p>Page Content goes here</p>

<p>Page Content goes here</p><p>Page Content goes here</p><p>Page Content goes here</p>

<p>Page Content goes here</p>

</div>

<div class="right">

<p>Right Page</p>

</div>

</div>

<div class="footer">

<p>Footer</p>

</div>

</body>

</html>

# **CSS Table**

We can apply style on HTML tables for better look and feel. There are some CSS properties that are widely used in designing table using CSS:

* border
* border-collapse
* padding
* width
* height
* text-align
* color
* background-color

## CSS Table Border

We can set border for the table, th and td tags using the CSS border property.

<!DOCTYPE>

<html>

<head>

<style>

table, th, td {

border: 1px solid black;

}

</style>

</head>

<body>

<table>

<tr><th>First\_Name</th><th>Last\_Name</th><th>Marks</th></tr>

<tr><td>Sonoo</td><td>Jaiswal</td><td>60</td></tr>

<tr><td>James</td><td>William</td><td>80</td></tr>

<tr><td>Swati</td><td>Sironi</td><td>82</td></tr>

<tr><td>Chetna</td><td>Singh</td><td>72</td></tr>

</table>

</body>

</html>

# **CSS Box Model**

The components that can be depicted on the web page consist of one or more than one rectangular box. A CSS box model is a compartment that includes numerous assets, such as edge, border, padding and material. It is used to develop the design and structure of a web page. It can be used as a set of tools to personalize the layout of different components. According to the CSS box model, the web browser supplies each element as a square prism.

The following diagram illustrates how the CSS properties of width, height, padding, border and margin dictate that how much space an attribute will occupy on a web page.

![CSS Box Model](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAZIAAAGOCAMAAACKSHUoAAACAVBMVEX///96zcTa4uh5zML8/f3Z4ejb4+lje5AAAAB40MYfNEp4z8SUqbl6yL/V3ube5etyyr5+ycJ8zsZ5ycKEm610y8L5+vt4ysAlPlV2ycB6zsZyzsJ2zL11zsF7y8J90MY0Vmx31MaAy8V5xr19ysRxxLt/lqm9ytZ808lLZHtDXXR3zcTBztmAzsczSmNz0sN/zcN0jKAbQlEcL0RkqKMzXW+BxsFyzb15zMXh6O3Q2uJ2xr3U3eTh8/J1yLuitcNIgorL1t+muMZJeoVuh5vv8/bq8vR9xb32+Ppz0MA0ZnMmT17g+fSYrLwiLkZRaoFwyLiLobJadIkrWmdAbn0pRVq0xM+svcp+z8rZ+vNz18iBwr55wr1+wbxUlJh1xbljpqhgoqMmMk9bqqZHipCt491ksq7E8eqFx8V5wLdnu7NXjJV0ubZhq6rF6ud51sw9d3+36OKdsb9poahRgY/p+vmvwMyD0sri/fhzx75dfpDW8+/c3+hNkZOIysaAz8TQ7eup29hWn56Kzsllra+U085el58+hYdzwLhytLJ1wrzj9vbo7fGc2NKTzMqIwsHf4evO9/CJ0cxuwLhqqazX3eS+4eBsz76CurqO2M/c7e3Y2+Znm6LT4+ee39fX5+rZ4uaj1dJ91890r7Jqrah6zMi329ze1eFypqzj2udhbonPwiZBAABR5UlEQVR42uyZQWvbQBCF3+GVlMHQy7LomJOEwiIwOlkEiktldGlNDW3+Rw79FfnR1XhZewkRLKWOVkVPm9Xq7QQSf54ZWQY+rspJwIgEq/LRiiQ7rUiy04okO61IstOKJDutSLLTiiQ7rUiy04okO61IstOKJDutSLLTiiQ7rUiy05tI6H+iayIa7+SHxVT8cv3LXjoSYwx4nuFna0wJ0JSlOuXN/QEowy6BqfjF+mfPgCiNSUTiAVp4tB6xPyxI3NYPm/zlvIep+KX6fsefykQkgA1AGEyrQ/U+Pgbc1x7IRPxyfRv1h8QsAW18ESUMyXfzv4j8hr34s/89/9An7GWVgiSuWFea16vb+9RpaETuLabil+0PAPUYkIgk1O/rNV9VwJv7xEbku3wDp+IX7NvowqYhKSdv3aDGzX2d+uJe5L7pp+L/D5+pvcRgdtH8eJFiMJtrAbUIirMpXhGRwp5F1kpFYjGvLPBieylgDxceA2JRLT8iXgyU7IVV5krNEsL/qzOKwKEtLMDX1Td8SonIqKxfDGfTHzgbWWNh+jOuwcfPJOo0DJolNliBjtXTqzpW9RE50JPKv2apkpCE/J89S3rNklCMvGfjnnH2qSdxURxR76/bC6hd6Z/eZ1Mg0MvP+OHdpwro9gB2zh1CR+9dF1Ki68LvSqVed4Bqv8uZSXLhKjn/e4vU9s5QpY6FyEMtcge00soTTNOIeR5dcWwdpBn3cVY97lf7B43laLdfB+Sr9JvgHBL+IIXC8OlQnw6dbPsnOaADTsfBFJ+rT8WpP0gFqTjuddIRKnHA3anfy2/IFpU8ImOlIZm9kagIzZKLagNIBbQVto1IjfIIjBBAceOAON130orROPvzmai3ukSzQa5iOpIssiRCwoDEinuW597UNDWw8yB0nFeOADy64jMUSessigw++U6Kyd8qWszfTq5I6LPEA9g0fX+qMVIBHk6VkQp+UFEQRLPhWLheHrVw/cKP0V6U3u4ls+cIfS8h/FKR0L/sble0UhytOQKoaqnFeSRnZNTDSOsetb0T0opssSy9iaTMoW6hj5EwDFi4Lnwt1BP7Yh8ohjN3zoKPPQB5ch+Qr2z6My4SM1euuL3TT4FI9BSlLGq5iwzLKHyAJlUOb66/uQnO7XbrD7VWsNowDEOLkXQwIboU02NPKSsl0GPLoLR0Y5ceetn+o4f9Sf93VhLYOtMpYSVRnh3qKqamekiyZUW8CSW/MjvJ5Ylb7V5/JIBDk9P6vqSOh0rjaLvjGjyhEm0EhJL4AY3gpprg3s4QDO4c/wYolGize/JnskR1XxKKzLxOFSgpdeiy40on93oD8TIr/awsbefWFagqk4jX6VYRhjrUg/RM8leXW89jzsHqfCgzOuS4hs0Fg6wvFSqTkQM0rxUUSrS4CKCQ/9A/cvH+U1sMAOwaiaooUHZcbX+vHx2Ikc6fbPulNgia4wWNktRJp9JeXFqI7X1V28toY0m3IgY9vMO9VcIp6w3qUsdjZhgnaaAayf/ruDJnBXidLzknGTEjJ6+jLHeMbihQ7NlD7kumYSSU8Nn7jBGJMXep5oUPHowRnZLudVzmKUEsvS8ZK1KYMNEIVjJ2g0CnRDDtVsdlnRIufMSUHWLsSOmESmjXcQUA6FDHNQIr2VZJl9kzioVQqnok5PiYtpLQvo5rDLFkXez97LouiFBsgVONEOLGrpWAPO3ruMZAyd5FShD3KHQQ56nfcrzZbsxSInW15y51XPYpQYqUiOKJEHmxTt7HtlgvyLVH746raBvex2ElrqKkAR28c3XwQBaOXBXad/4gQ9dIOY55+cEyqr9RJcoZEV0Ni+eSyUis5ItaM2aRFAiiMBS8GigGX3JBhxspighitCI03ZjKoLD6Py6Y6H78be8sjEw6DIyVWIgm/dFVrx71iAQxMKPUK6AkFCzi2byAHqBACIhwsG1QxRqg37EWQij0ptheiOT5Pa4DKK5HJE1nrfRL15U1qspZzM06i8idczPGpunyTIGyc+bXD7NFkf5ZbqrslUie97gOWrjOHB3Pru6rE6tm8lcb+2ixT1S+2LpzLChQNf9Plku/2iR2YrQrob8i+l2R/OxxHRCJaG1/Txdo3qAcIZMFRPOzK6sPK8YyozezFhYBNwPlKaXa5ICoUlK8EMnze1zvP70/IiFq25byU/JGqhacjNgs5k30fgttpVABRc2TbiaqkeZ1cG1G0V3delOP64iFK/Qn18+uCKlwtZBgI1vzwSb0OdqKUIUQX38UyyWsNsEm5uZBkZ3iekeP6yCGyiOS75jRL2ZVjXKkSmvmLEremDmOFX6mRqTXcavMFtHU/09CgVBe2t6f3+M6hO0I9ub07r4XsRCoFCsIVVFBHaFQZtcN3FWmwkOyNajAplg8NJG3FMFJcR1hLgm4GSo745cCBW4JoOw/ExnKQGCHMvsUDgmSRcguXoXk+T2ug9ySvA3mhja/H7VCBEqkTFVBSnqKJi64f5dyFSXif2rNGIVhGAiCMDBbapsU+UqMv5H/fyUkETiQ0iTYA1J1lZbVwd0udGXjl5Lsz3Ed3yXL/Zn1un48qdrOK+IwVUHcqmKtaJJh//Nx7c9xnaK9v1dYYVJBMY2+DknFJsEykaBYa7v8RZL9Oa5TzLhcn4teZKONCdpaSIahqslHkaHBjK6pbPxMkv05rlP0kuQVhwiToiCYxBFtpk1uokyiYdhKinxxvIHK5SQueYiJiU9BC7lxC65DQD1xaGyAR+PBuQYYX0gFF5gDqmtAmIl+uYT+67iqa/KYpvJNnc1HIZg9dy6rjU1NXgOfjQ3rXCvc5rHaFNnb8NnwDTBYvnzu8gmsg3IdV81KdmqCVavYhwaoqqqdwArs5wzCdVxz2TtU480DAkQpBPq8otMFBKS8CqxFFQMqLczxKOXmFBUQHWhgHS3JDmxGDMp1XOyqGqL50pzMFAJFQUFORfEpXBKLhaSZlZRlcSoUAhGMzAMNAOydi08jRRzHXX5iMzOudHav7g7so7tbZKGUlsU+zl5Kz6INbexVASW8HxfCMxAhXs5ETc7LnRgTEz1zl3hG4yMx/pXOFvCUHhIOLl0jX7p9HZQLn8z+dnY+MzvF9I+5CtMeQI/ru9B8pCCIDpwzhFA5a6SHcMUYlR2BwEkJAg+ebOo2byUdPwbQ43rl48i28JuUgHPG0GnZXBzCNXWB2XYhBydFNmQGMrQ8ZQhd63jlxwB6XN+F6l1iytDQeWNFcs6Yh7E3RgWix9EJiRNE+D9GUIsjZCIft7f91BFAj+v7UB05Cc2SzxkkEnJv7DFWd8fuKVrCkE+IYcgpg6UMucXRafLjH37q+C6AHtcroQgAIFk4Z2RdRMszeawK3StdIhGSukysLgHyaBsxYHY9lpi0HS1uyeDoSXHb0JL65GjWthMWc6fpvKibydntuG3FOxHK2Z1TWTdOwlqn8JyCxHDoFd4tDaDHdVFIQKdut9jNkaS6LUoEJSYapnRbEkGyRREIcbP1Ow/mpSSSP9mij/eRWZhZFbOT2rxpJrNTUxlLtKeztK5/tpYXRYdSWrZp3ogJTblAJPykQAA9rotCYug0fstHAgkgIpHKNEXt8i0GZs6GvDvlmvVCeu8zlqWZ6MY0Lsp2mWZEfdKZEes2lctKVmaVFRdpsh2jBStHzEkzixThKAFCcjaPq4WtREvFjXyeI5FBp0SwslMGW1lHQL5YXt4sT5HZhd1osU7XFlcqN/mebTQV616ZfDg1ur61spq1aMQ1Ab8epoTy77aS84X1bzuzaFIUDvJfRNLwuFqIhOkpl4l+LZFTJEbg0aqIPez1gugNeXgQfq163lBR319S8VBpNV0sp1WMJx6xDQ9jvGDZdrycrg15j+9GsTqeyi+pnjc+e9sdFQ4TGCRn97haVt6J48qNWiLLhPLyjhDeebSA1+Xlb7RKlPVW9x8N3DfGxjZptRiu7LFKenOzOmeqldkZvGzNOorJ8OudZLyy+Su+9zkef7Tr7ZquJBwmMEjO7nG1CgmQPJLFb30kjDhIsADw1qd04ubXN1SvNqBPlAwnXczhOT0xVryVLk2ni/VwpfQA/55AeHEBq7iYqT1OiurclBsdF72Vh3a1qFkF4SBBQnJGj6uFB8EUHdQSAyzHBJ2u1rbkpLr3ifcJK6WnqntWPH1TrN3TxL6Ski5p6T0nky6u41+JtrRogQOWhRfiRN3Q5LH7M7Wth/ZSad796/8VJCRn9LhahSQBVBfplxwJdQiFxIyO8MbXG3jl4+oXX1bS9H70l5WJYm688uj3anG6UjSiJYNvcrXyuIR3mQthtFrd+5r634DvCPje10VvNyOCcJgAITmrx9UqJNAp6gblrUSjKZ2auc8j+pCnVne6flGHampa353A3tLe7L0Jz/NKH46VoFKK8E17HMVRbyFvyyiSKHre8taYVx1PRJY87O2IWjYpHCQ4SM7ucbUKSadLRxWHYRVkg4gujD78bGhjcV1ExvzWJjXQaOfK+je5h8nU1rcmEDdOHFsneVuvW8nl6oMCkpHuzO5vQX327ubaQ1S7s7VCbTsWwK7imT2uliGJOESmt4c8MASdReJJl6qLs65EdVcA5IrSz+H6aNZ1I8AA6TpCAAgJgHgjUSsUSOK2pYmUdsYyTKB6Ql2OuRBJUSocJihIzu5xtQwJIjHC7G6sxg2ZpIieyHXufmvHC06nPDtNJ40ZKTNt01mZZuxy2XYoc3nP0iVsf2Hukc3CgizpGigsnjKsuJ26vTibyRErqevCQYKE5CweV0trCaJxmuAHwWDbcaqBXR8tJBni+6XtenZ7O6sn4wZChVGkk7AbdokBymeyAEYsaf1mOykdTKZrGggFZFmFeh00DREUd23hIIFB8gweV6uQGEDNLx0H48TMjEkZ2PS3xHYsYRdcN+W4EV02AeJCXgJBMhUJDDAM4Mm5WZawkpAhoEhEYjBp35LmaeI3y4ozWRT/yydUrrS4lciynbt5k7eS+ZufRGwooILrJPOTaFWEOGGpMkwqeidotqsIIAgARJB0iz9kNG0ShBxCSkLKmcx5qJdpIi9ZzBBtasYt4TBBQXKBHpcvrF31Z4r3cUOto/f9U5EA+ONMApyQiCCAnJINOIxiIv2L6gTGE9UZ3ZIcaHFG9YjJDEc8DUkLPS5OhE/Y4JMBsG8L9r17GhIAkzFTgpPiKgDMfPJa6CSEbmCMvQ1bR603HjL0Mz0bduE0JC30uHynlsMI9eG+vt5e3HMqEo7DjcfJSQEmkbhO9CdvGHHkVPHQ2AyAAqTVEcXUFykqn4qkhR4Xn8Xkr77w7iAeHBwZ+eil05CkGER03WX0pNiUGcwwjl7GymUaT23UluaoQmeoRFscTQOzM24lT0HSSo+rMfOsfXigva/j2tWOjlORGMzVCbDUye4PIxaR4ChIccDKrkXTs1kiOmwbWpocuDqIDs3YpyFpocfFZXXeSt6daMftHXyCRvtpSGQzroNsr3WdkEg4m3yYjbCj18lwOJx8KNxZRA+T4Uh2qqvFidxm3XlmktOQtNLj4s2E232qOtTLi0nfR6cikeIuszfnQv+aG3/8pT2Hgpb3Rj7eWBNPQ9JKj8tvJfxI+B2/lgwO9p9+EExYam3uUUJ6emKGFE+Ud3aOXqPJSYPav1nJmC2TyQRILY6FYCaT+WT2NCQt9bg6/DnL/u39fj6/5vSDYEKhKyQJJ2Te3nadXby0YlquPSvrQsACnUgBEgqfgqSVHleHPwGTp+PlATw4jHvOi4Qmsp3TFYwr02425UhJIWA5QhJgj4s3j8bc5WsDg9GRjol3zosk9tlDcRfzPJ4f1W4hSwhYjpAE2ONqTGDmreQNfL13sL333fMiSUC9nPZqGKfndU2R/j87rovzuBrzMfn2Ut9g3+Cwev28SPTc/J2x3SF1cWxBBkOMCQHLEZIAe1y8J3KwUuI7amPJsfMiGbXFxcymulRwtmIJ0SkLAcsRkgB7XByJT8Xvw7/z8vWOcyPJ2opsbHoqAllmDEQhYDlCEmCPq3Hc23H9g+EPht/kX2+cF4lma4jMe6qLCo0BQCFgOUISZI+rsS7MMMZDmGfozfMiEYkkNHzTgCYAB8GneVwcyOESyQfPLpG03ONqrD7S/spVvgMb7OEngi+RtNzj6rjWfriUT7u/6tslktZ7XLybyGn4Syd14GG+pPglkpZ7XLx88HRwMq/wdXbbLmtJ6z0uTuRqY82l4f43r7dfvUTSeo+r/cCH6GjDw76icllLWu9xtR2m/UaosbbrcSQSQUkzBwLlgQjIR0gkyZ9Vy54bEklgXKmLI7GLAtBwzMxREUAwnp3FQcQcR4JCeoA9ridI1MGR10aaxktAIXHJSDEkmaAjRTxCopiSBJIgPS8kOWaCCURnlqgTajkmGACgPDMSkExJeIKkHmCPq+0wHX08vX1NtqPhL6XBQEBdlh4BRo+QgACgCKA8LyQcwG1TcUHoYjoS9RQiROGMlGdGYkrgPzaQuKFwgD2uv62l6C983DTQq+VtmgKkiUAswmQ4QiIBSM+zlgCDlKbfBoFIcZAIbx7IzBlMe/ZWAiBJ4CMBBYXCAfa42o4yfAOPvIybxktGzc37FHR9b5OBIYL+V3kHfgN4jkgSDDRFkvOy4WtjGSOCZKqgZ/48Xp5MUIDlCABHEmCP66/fGA1FB9vVptOOFr3nlSkt4weUUflvSCRBkTiV54WkML8VywOLLczRVccUzeJmHDGaIs9e3QWJb/yTiOIjCbLHdZjr+HrfYEezpk3mdvBesVjx9l0ClD1B4gvbimI+t1qy7NlGnSWKldm5+6aD8K6hMyeHzoEEFEFi87dc5iMJssd1mPboO70j7zfvuGhpAkfH0uP3UskpoPQvJByIxFbWn1srYTRh57X1rZ3o18VKZJWouyvrWjm3fQ4kApjK+koENVpJMDyuF5/c/uEEv9S4wtqHGA+o7x3vKsLc+AKW7EldBIkbvXEbBMERukKGA8KDdHR1KnYsLkpC9kusxs4YCBOZUgmlx609/MuUOrdYu7UWXcK1dBYveR7FHlbH10YTLE4IyJ0kdsbYh4/p9N1bTAvdDorHdaVx99Lxc1yNDvy1N14bfL/55PzNygMVIDtqK7dTRheiAgCFcCg1uTmOvf15WzsWR5yfpjNY1c4YmmIgU2YVq3ba21jH3cvYuoMXEzuV7lLamrFxafaxtxa2DSHi5m05rj1TCtoDTvbXW6HuIHhc/g9g/wCst99/cYSkce1O/3ZwLYQmJLs4WuM7rnTFIHnQfhYlADHSFfp2x7cnxqID0WOpVvl7YzUcPVvGxlYlF1hB/xX/gu8PzE3YC7XC+ICTLKU/K0VT85K6OG8vLRRslnJmx6LV6FmTPrxPY1xTd0LJYHhcw6/hK1euDOKOf9QS/3IGVz/EPEN8G26qJVvjammHF/hupMhIi4EAVOh6b7k6VMM8NdwUteZ5tSF8xnhyQieGoSlqX/VLnB7XtnB9J9ptFdP5+2lt1MDLGqrdBQYgznqYf/6zZUjFeGmo2jsVCI/rxcEbuLe3972Xn0Dyd1xX/SuxvPHmm/jKm29ewcc1bdieym9lMnb90ecREEE3TYGJkA2x3+Ymat7C63dfP5aVuysPthaw+voZs1AmXfGUHKuP473JKt6gWzi/OPF4s5IW70w8ckTeQvSlBdAggoyV11dWXn+GLPJtF+OJjdWAeFzvD76AG0/9d179+2SGNn67jvv5MJbadBCs1cv3xvCDm9UZAjFAjAFQKRyS3cTmnldSLHIsnWQU9DxW4+RsycwTXYrZCfgEr9M5b3/6jirvp7GnRpUZFXu38aITUe+GNRmR8Gdyjpw1qHFnxkteccYxQywAHterL7wcfQE3Xv2jlTRkR/8qLWroesebuKmryMSMVxxYnsF3LXAMzQUQHOgKyWuiqeyXfsnBsXxqEwpfYBXOGGYRPeUYEWYnug17zc5ZdEqI/HqXyjqz17esWZrYnk5IoghglDNlCmcNA0GS2PrOvo5S+VAkEB7X27gXX/HTdmx+ycGlwN7197S9TSfnxcLdifnoiuz9SnQHiG4y8HdchmUx/mcLIziWeUhKljx0ZiRuXEeio4/Kk1MFzUjCrXB9lCLaWbD0LJIdKwnI0pVEuSwCAZScgrNGNoCBwaxZ28xaoXwgPK4XvxvBN3gxuXH9qee4eCV5t7957J3YX3i76cXd6rRsdhK983II62I9rp4nP9l0jmvog7a2p3hc1FkreUsDXnFNR3FNSVwiuUCPi9/638M9w/itF5/WSqKDbdeuNvdL8q4V2b9/89tpI5slikMvkVycx+Vz6Bvp63kBH3YVm0cVeZpGFcvipOmvhzWdH3UVMW9fIrk4j4tvb+CveNe9933ewpp3XP6YYl/fcSRiCfupLXkzijnJXHSJ5OI8rlf5w0DPjZ5r+Kun1pJXrvrXwb12vJWsb915sLi8vLBoywlZ0q1LJBfocfHtZaz2qe/5z5qRvPFadCDUc/U4klgCVr9c0K1VUTNjoLmXSC7Q4/ILStvLoWsnDPS+NzAy0jfQdMTlooeri15GY9nROHVE+RLJ8/C4ntpKrqvD/LeqTTN6KXU7F7BrF2xKbUm/rCUX6XH14MP0+ESbWok63PHGG2rTmeBsIQkLuDCDgOmJHFz2Sy7M4+Jfb/X09/T39/f0vPXUWhJSb4xMDDSNKjrlwsx+KVkwkZmNp1DsEsnFeVwHTYPzOEGtu/5ub9+VniaPS+eVXaZTZDVR1vQ8ueyXXKzHxR9wT4NOMxJ+dqt/+CnmvL26VfNUvORV9xyNJtklkgv0uF70n+D+g+fNO66XB4Ywfq2plVjhdfx4caES3fNW69RKXSK5OI/Lv/eRnNBK2gZuvP/R4FCTE6wYy0OzFl3EX1cX9YwlXiK5SI+r0efv4I9PV+uGuRExMNJkzht/snc2fk0jaRw3TEs/SQxlEks7NS8kqRIIpaUcbbG2omg5oCrLi1ABRQVRURQVQVkRRNT1BRfddVd3zzv37e5zf+VNUqBIZY8iXYq7T0Ka1o+C+fLMM/PMb545f+yuHLzW0tvyINRzVf0LyebpuEpSt6aTlHyw5KewAF+MTLC9qCqjExwkwTXKRR27+33tz0qM//OMS6x2u924MSdd7dac6LgsGECVOS75cGEc/q7PDIVKDT4yJ3o5uenC3wbu9jEsqUfE03+ehIod5/vspnPg0tb4ZfN1XOZUr+twZRkel6xEgj0Uu8jBQwe6DmH7SMGOJt/UL/0Pzj0gfb7YRW/3nwYJJmFO6RWZLznRceGrnaoryVzRi0ukGW5ahP3zIyt6RRSswMn5Y4FGCTGN4p+m4TIwmK2V3Wosu7HmQMdlzkOWLyYhLR+s6DVrCWIJqrnsZzUSlbsS+JuXburpg4zXieg/CxK8yhnDMCNtoaGqyoWOy3ilqIxYUlRnfnMjouBrZrlNWjoTuOghWVrQaI30n/6zIMEQTLl0qv2os+aqHldZWUYsMdwDxzL8XQ0NfaaXyOTlzob+B2euSCFZByL4syAptBrrm7HVGQpda250XOnXD4aKhn8Yjoq/s3GfgYT78Sxl2ItYK6dwvj8LkoO2E3WLwwO7dd/hrtzU46JS6fl0TiUV3s1jGYXZCceOsyxAhaEYr7byQUFSeJ/0+StUYLFtn/1gteuw0X6YTPCv6yHqeJkdF1vcYdlMHZcFZ4Fxdh6fzxZzkSX43Gk4SNeJouUYst/8pKBwCcmeB5H+BzcePOgnb2Mk7s8+oUKrrbb9uzprXF1dJ7qw3TJeTtyqqKFslfadls3UcZWsTAynGOHT8JIT5RX704W4rLuqzD1NlhQqPwYeUgFjsQGveXhS++wTKo57xeVVlGkZCyaqN1vHhSFSprl2LY4gsfvsxGo71wm7tWh53mR/KVVxqDC9yFoV+2KNrRdf3Ca9Mdr92SPR1GKbzXhIpRXmYVzw2YkBlXcdtWymjss8qANlldVVB2qW+1zx48aiJOMbLx1VFVVUjavi1iISsOfKlRvnzlzp/1ElOSCFP//kPBRs+/DvKVVm/dr+LU6p2L/88lv7D/j39Lrdvsk6LlNah1kUUkeOH0hR3fH3E50pDz1Lpa0Gn67qJS+px8woF/6YETQ/6v7sp7BoHN6t39Z1lZcXWFN5DbxxhdGaF9mLrJuu48INVzVeHuc6Up5WEu3c5aJcB27hKJayW7e6yinKtm//csPV+01gD+TudwZJCYnhP8fo3UhpHDhh9jzNUqT7vijCnS+zx7WZOi78ZUjrXNSuEqor3Qku2F9NVa9IpFi7cH+vYDm8c919NwKvOEmlztFSROzmP3skqsNW9C+7mZM3k01Lr/ir6GjJpum4lrBUlu3aWZi6T8+XGKOilYmULvwzpMclwPeKavjqUkPgMdPDIH/eDxUZQNOAF2TIAYkEnH/DCZVCg4VZ7sc4cqHjMinUVC6NR9JIiupw5iA9ascZBCMJal+ewlLQcIAKUMOEoIoICvmOJOIXOZFRFU4iECJYtOGESqEBohB7S6oqfw50XOZt1fX0tH16CstsOlfUgDKH70tImLB84fGN894XvpOABDDvCwmqHgg55PU4BMKsGbZhLzFSKctTrlZ7rupxlXfu3bVrb92q/Uvs+GvZS/AbM8GyhORx/7kr56+cO3dDPgkElP9IGKTpSPadlAVgJEmFDXuJ2WIVmglHDMaaEx0XvuCFiuZaRctKJFbsJenSaKkuxvJQkanHXWJzCktxQAn49bxHosl0sA9qOvBzCBD0RpFgHAUmlhQbaw50XObVsuQ1K5GYDArSXrLfqOGx7CUn4TcBTgrfoIIeBQEu7zvBgu4dnIw+HVEg9AMA2A0jWcw4GrNJRmzNgY7Lgs+SIztxw/VFYckHMm2r3ZjGSntJnRnRlpBIWMLVg+Reqh8pSFLzHoljajoxmYjGh+afIJIG3AaRmDgOHDL2Dzlw6Ja9KDc6LuwdVVVUeZVr34elCArMvazTyfkCfKS9hCQuu2ofnmt27dGQoCt5H0vGh+J1g29mxpKDCi3QIty4l9j3u6iUlVvtudpXMU7Zqco4tS+bLfh3Y6Wjq4ZqOeVrUj0sl9EJDkEJqNrJ09DHc7Si+EgReugmXj3pkKB+NSarQHOCEA8ACwACXrDpDJiITKrcSQ67BISs/Do6+YYksatEp3xMEG0YieEnVKW1sIwqw7+mOarHVYJzXDvKb+2o2ok7xetGAgXWceHxRe4FHYKIzowlPHQLjQ65kSE90M9AryLROlS84XDwQq+m9f2kjodhI7xn/GMEhrLpSFhGJWlV3E0AHYRFVn85+lx8ORiNJuNDgAWC+Amd4H01JzAY115ziJAjHReeV9zrsuHiTyVZICHRpUf19QMNqFgUSAWsRkJ6QUwFPz1sdWthNoZgaysfcjI0TuozsSbpxiW5KQTUYGsTC7CxiNhsCzOQZRlG4pi5mcF3s9AHGrmhsej7wXjyHUfKYKNIsLLOWlVx/cDhmjKju5UrHdeOsrpntvIus3OwXiRs5EmgnSp1ubxA3S1AbjUSHWJHAWrgvNshkD5ZeOGXTw7U/vqT7A1rJ5XSm934U+/DKwTgMBCW3XQv0QTESYJTmRqKxp8mk++9TOT5xNv3sjT9bGFeCX3CULGu4FYVRXVW2419pXOh40pjKNmRDRJBuXIMUi++oi4DhpTVjIlejYnxjKBQZ6Z6oE4SsT4Id3/1N18jbERqyF9a39Mnfgear/UgLxIJADYdiS8kKHqI904mJqank9Hoc5mfjv8W1H2/PYsn3oviJ/S4cHu1r9JQGxqaoRzouMz2q6vcGPdVGjzWjQSeO3svcB9S52+rwke8hIYxIIaUs7WBzpvMvYcdgY4z2vDxposVVKD2IVdb20I1Pzl1trP20e1xDgGN3mwkpA8EvU3saDz5UlLmo28nnerkkUGalKffTkZHPMxGkRi765jrzitNDag9JzouTMXVdstcq5hFeAfieepSc0tz4JUANdKDViMBkHFLMkPVnmlz3esNdPR3tKv17XJHYPhMyzW+tuXUcMupX0qbb5xnkCgBh7TZSLwAzs8JSvLpey104XVyYgTCyegoo4wmXiuzQQ59Sia4rcpWXVpVaGroc6PjKqmj4qbHZOMl4CS88V1vRfNDBai6ntkJJk8z3b+eZKgz9PeBc+eohvpm6nJDrVR1TRJK6+naBqGvdqCx9NFPEHIiIEhys5FA/PBHudmxxPztwcn49Dt30+mZicT05NjbqZM+QINPSKgcdB3COFxHzVqkudBxmWVtUhyz6QQLdJOmfnMuAjk3SYdoeTUSKAtBUe6h+pkQdePu2ZsD9Q2vGkqbOhugWDoQKm3QldIGf22DDDkC6BJAn4qAhwwtO5Gs+mldwpS9o4nJEfebaOI1HrUPqoBBBDOXTCaHXjIi9wlpR5xVwkisBhfj3p6DelzGaWkzdDA1ZfjNupGo3sYGF56Mv6uEJQSVjEXWjE9QkKxQ/ZxA9b+i/qM2/kLW12odtXtedT76qXZA49rrmeZyqN4DhIbQvU/OYalQcCgQaGE/H/JPDf2WTD4Pusej8Why1BvRhAv3aJKbnYL3EIO9cuNIDIXh4ao2W2lVUaExn5SjelxHqF3G2vd4Nkgg+ipQf/n8tZY+IIQVmNHjMh6QKD8J9ANfoD9U24IL8Qbr20P/qaICZxsaSxsEsbneP0w1P4pIiAYE96lIaIYhpKGZHpJVnU1o9Eg0MeiPyOHpeGKGk2WaeL3wTtJpzaFyfgRY8AnKeSxC3XW8fC9WORrvclCPy6BQR9nN16zGJdKVwPe6ry/Qz8syKYQykBAAgqbxMxeJ3Wee0FOXBhq+oS+fP8ldPPdLS/1PX71iQf9lOfjjo/uEBKRNQCKI0AGTC7/xnMLq9+an49E5rwLouXgCN1VKcDCanEOSuc+Kk2MJZ3ijSMzxOw7rduwkRlI4F/W4MJeSqsOGdD4rL9E11XVqPPQz9Z9GnqYzkahIgoQDBKFEBsWrENACkB0KeaYWx/mfWx+3IvzAfHoQGb+0JADiJyPhIKGORCdGg15dQnDwaXQUMcDH/ZaYmByZnkhGZyAbViFERu4GhNkNI8HZ2IpyfFSUmasVc7SvYnp9yfqROL1nXJQ5hxU4BxWYoVC5FwGIYHWCI7QnwBcWvKxCMjByeeDaqYuc4HVzSAUnfTINkSTp7KeHd5LjBPg6Gk0MzcYA69Am4wtGDeBgcHQyij9NvgzLsi6xurmbB5DAhpHg8zAu41dRdaLO6HHlpB6XxbKsDM4m7Qj29Pf3Xzn34zf3eyGESkbaEbEEEAHN6I57yDGOeKHYJ/uuyggqiNbGX5IEZAiaBn7kJHQC+D8ViVsBPDeTmE4kFuYvshL7Lpp4xyGhEcDZwZHR91OC0OQgRAcNUpkC9AkNl7lesAyng42MSi7qcVkyJr7WhYQhm0g0RcghQZNpHmQsHxVYQANIyBHNHWEkklGgN8KJKhR7gwQNOJUWmCD0c0FGJPB75yfHEgnirO/zxPT823h0BrHM1ZH45AUoAN9uGiCaAAg4YbDRT7rdTgwECJ+0CqsQ31AHjLn3zazHtTfNwZI5Kbk2kn/aWp2EV17+0UXE0gCJqsr7eKfD5vmjprBIEvsZVFiSJmkBBzNe9Lj9L5NvPbPJeHRQo/nZibFBwefNVlonyDINoZoeuiIR8CTPGwLUHwrtXxoiiIKyXYePHjpouMsyEsvvjEd2ZTX3XpKee7eslHIdXdtLaAA4x730JngAANzZh05a9Dtszj8KSZhlEQCINPRZkFE9vMi6wVQyPk56R3Av60JMGY0mZulwtkhw7HNyqkgvZ7Q1J4EQK0rQYfvS+i9DzGavplxV1HF8V1eUjiWW1MNLd32zy3GlcylreIllTS/5weYgBBEw6R3XkJe7TZNeNwnhbZv2RyGBaoQWYrJDZDjIQcjwAHtr48LYGx/9oi4anX4DL0w+HRKFbJH0QhYgES17iabTEit5FF0ttn1ZYP0a+8g+114sA6Z2msrgD7zE8ilekl7MkAnKALwmkm9tJBni9eUGgQTIw3kdgkSSUNFtjj8KiR+JMQDUd8WA52W3TvJcmCbg0NNB+GYoEY3iYYgyMznI8NkigSLggTe9TyMrkbqE/5DEXvKD/V9f40FJkbEBvhUXMrHil7SXWNZMIq57VtGy6GyWzCK1Oyy/03Dt1oSIlg7jSBT9EZEATT6Ef2ryj0JC6xLQvTPJN9A/ziGNNLyEhKPRf4ziPNbzmUQ0+U6ZFYGYLRKt2CeEobiMpJchAfLTTaQq2H74V8HXWBDydelxXDDDtffACas93XCZPdfVSP6euluvJjhFxfphv8BqyPN+L7zvt31Hwp4nl5Z/iwAA3Kvzwd5YE+Mvtkl/FBJZQ+MOZeHIyPxMcpCBDI4ltMAMRuOJ5Mys2/t8bOgNknYLSrZISO2xeuZBOLb0eVAVLt29rLgltdVWiJEUYRVozZJCpSDtJeavsv1DItaspXXYDpafKFmp0LacMPdnsPxeJ7ip98XN9ifEonESrwGlo+PnPpEji23cH+YlLIME/wxuoiYW3gVVhJGQAvc+ER+dUhgge+ahpAJZg9kiYftutLc/AcveDnmavdYy3KP7cSz5l/3rQtxcmWrcorqiVUPFyvITlg985ES5qcPKRsdV2EbZLIutl2Wx+ib+qAC/Pbp2eG891Undhcs/siFUC34TCNQ/8ZIhm/hHIQEqBD7H/NOxxOv5IEf7eBCWBHE+MfmmiWT8PH/V19qoaBqTLZIrzRT1I08vIwGyrHxfRbWc22P0uAq/xBDs1jJb21FTor1ioteOn9zqJgp/ZLesX8dleXYYJ+R3XT969PrR69ev46t57jVWqD5b20v+cbzl2FmqvGPZGsxry1kqUK+GbN25RsKyLCdyYZYhd8vgxUgiHn8v+bzQE+YBLQsXE/EZjgZQpLNG7OP9gPnvtbOpUvor1wOePYZfzracsRX90/q14SF7qeOUqxzzwG+sxnXnjjr8MKm9xgNcOvD9UfwwXYfj6+1xWYo6qbTVrLxx1VQVrInk+lmX8RMGqLSZ/wcj2TUQsTG5RgJMIxBUFVEHb56/xqMPGUEgOVG3G71IRgf9GAnnILI0RMY4N/jvNYNADRWgao4dM0/KlXosrvb7GIn9S8M5SvcWUQWuSqtxb7djLEcPVmVsQbd0qamyr2++BNuzavwX2g6nrPqwLXXTZnpJye80XI8CLqph+NSi3TW+hocx347/BIEN5hwJzwt8zOmdHx0ZeQfI8D0cPZyazjsE4O3unhpaGNR8iPGzRJbGaTGOLj785EptgPq5UWXIRXPqOvy+JdDy8Htkw6G9CCdRvqUK7NTXpXsxj311ePbdbnpJ+mGmrQ3P8eEmJ4uEitVG2dJjkVRDeBw3f7/X4/q3Df3SEOjoIUDKvJIu8MqZQPODXkb+7k7Oh4pOIBQ7RfWlOfYYhaBpMP70+W06hFEhJNx+N8U5ZEkUUdZI6Jgoh+5was+P7e29TAwsmsIWw4GW4b5f/a22H4rsGEMhTm/VUdXUQWuhWdGkLrWit8CWGUvwwyzKIu34d+PvHzx+4sOEyok2Qxn8u0NFB4R/u/aAg6lDZTgJPWm+gQDNkb47dK6RSGECKMELycnJobfR6BwjN06PJWf5yBSDvIBvBRDQNEDZz7+IJOJo353bOEo1njoDtWUkEf7SwMWgehV8Z/v6y38VYgj248et1PGd+K7QbqS8rNhLLKmHaflATdrVdhDfrDuhsnfxL9qX8yimq1gXx/Q7f2eoyNP+0w5h0QDQHNoeDkZaQSOic592DIdZz7uF14lRD1CS0YVgtzA3MTYavLAw9MajIEGnaXMuBGQfS0QFhO6gn076fBHFLYdBypwhOaSPk1d9/tCdH8y0vLmsxL44o4gdxUBiSUGo+9BN7MYlm1lFCz6WztVp5LU7wdY7rQzZDXRmySA21c9AJqbGim3eXCOhSaC8m0jEvbdPSs+TWHsiE6PRieTEWPLNr14RhGng51gCZI1EIk9D4LAh6PEzEBtYtGBQUaDK8JqKM8Hf2vE20gXW8grDbhWmVi3W4fCeUT4rrffJohO8QnRq+TDr+H9G78E+uQl5waLRQPEiIeQjNVpx7859w4X9Up0aidobvTSaGhmLQlrueR0di//jQgwHeSeLiUERZI9E1xjIAdvpmArD8smmmLhoIVmWHQKpeYK4OkRKx2WtxlZaava4UqUWd2bIgzI+yEbHlbasprCIVZarJT9XHTB89SrN8CQpCaE3v42MvG+SnyeiM8JJNvJyIvoaNjUxs3NvNrsUAYCMH5EsAkBAIgv4FXPv+Cyy4/UlhYUZpZszVsJZNqDjynckEDIM64URhkNg6vXTsadvJ4ZgcCSa9JJIxTmtyedIABC6NxuJWwtLDjfpZm/zkhiWhBUVULHhxoo6YC9KI1nJ4MhGdVzbxEugyPOMKhpb+MOReHzoNV6cMALnoljfK7HsheTYqAJYsVvebCQMzwuSKgCP1xkJs8SylywWrDuw78DBAqNWw6bruPLfSzTAC7wgkxrPzowlnj+W4ev42EtmNBqdFx0ymkkMeZ0IuH2bjaSRZ2KnG2MMhEgCYWkZCT4whwLsI4aG3voRJCWpQd6GdVx5j8THDg6OF4enkI8bSQzxp8dHJycWXgLtbXxI1UgAZ5U9tAAQsdlIcFbLKEl2bCDiRwA4/cteUmQ3Sp/WdGF/2W//qI7L8gk6ru0QS8i5RGJuamYSCurbscHu36JYBa8TXHjmafI5qcf8BA8EHjBws5H0P6iq779xhjqnIB5HFLTsJbjlwt5BHTILcn2k4dp33KzrsDEd17aIJWhqemx6ZGLiOQ2no0ML8X/+NhsToIdVhiYWCJYr1oEEHMAf2WwkTYA65UOh0kdBgJEAsIQEm7Gw5ADWp5irTTLCe92uvbv2Hq+ybEDHtU28JKQOJp4mht4juXvobSL5+qXsK2585xXIuZF5BGAT64EeTdfCm41EhlXNPpZ23Q1GSFqXnCt7XF2HDuCZ3oO/U7DDbu5BbdlIPa78RcJdveo9Ddzj8ryhH72gy7DnXTI6wrp9J9X30aFxIsM2ucfV+DfqWG1N5x5a3i1xfrCimnYBZdohc7FJhpekWi9jlaEl63pc+Y0k5iQEcDom++DQ68TEjEQjUV2IJ573BWdnnj59XpxrJCcFcPlu/ZnHHiDQLEJsuuEyQom18HBpauye4SVlJq+KxbnarOtx5XGPK3RaRMH5wTetDOSGEhNTPhBD84koXtqWHIvOBIVcI+m+2ntq+Bc12OsnaSRy+sp17/hSsI+6hXMpmeG95IhRvt9mbnicfT2uvA7vvvEncwtHsG5xCsgvJydGfEgE2vx0AgeW6eeNCOQayYtIRyDQEmm5q4oE8rLkEhLsJGa5TWt5Fw4lH9uZwWLGkkLDR7Kvx5XP4xJPeC75dOJpdGwE+sDM27E5KAjIE5wbHJy7wAgynWskMc5196Lr/LVHQZEQOSSkF1njtOPhanyWVVcW7M/scZmNTyVVl3qXbT2ufI4l7wcHJ17PXhiNj83tCfVMTtbNCd6heXCSZz1eydcUyjWSEN853Ff6oOORwiHRn/YSXCPYXoGtvKLLdQDPMa4RS9oWFyRkW48rn5FMJp5ON4Zk7/TTScUnzk3EF0anEwtSCPCCpiOCzDUSRi9vaWhpdp1iJBJxRDrtWLcfh3V81uH7jyVU4saWCkdSPpJ1Pa68HpcMPo0PxmKMF4f0watXg88nEtFnb+f0YA8nhICisLlGcnK2o7a2vbYDAgfJrgjvhdaugwe/OF5xPFXV5iMNV3znLXzdUD2u/PCSIOcLEYxHAz4ZKE4S0uDim5ez3hBYiEaDchPkR+LJcRk0vhkaHfR6MkaEOUPiY6QI7WNgiBdPM0CXl72kkur6wtVmwxXljBKxH5kv6azBC6QpS2qVSFb1uPLES1jWM+4g+FgPcogiTXL+mURiYuy3cRUrrWdIARbP4zy8l0W9OL3I+TPm1HOGRDt98WZ7oP1Gt5f1hgHBLyPpqqkrrS4q3OfaZcxlZQ4VK6kd1yvwBrsbrMeVBz0umVY4Dcy+f/3Ow4Rlx+xC/O108tmz6aneoWhyikR042/x6DwnMyACgDOWHo/kGInONHR23GkJPGDdpM56mWUk+6iDFdV2PAH/hVHixpqZdqzBY3cLRpJ9jitPGq4mHx9RRpNxrMmKkLJnFKuyePF1HBcDeoOVizBMO18kxwbv+QQeIADAH+Ylsuoa0Fil85Eak2Uhoix3gvcfr6pwVR8+bKxVLPyIl9R1tu2qacN7XZRsqB5XHiDh+dOzQ4mnTwffMRytX8CtlEPTuwejE8/R4NPEnIg08G4mGNFIWnISrJj+vjlGQotV9Y5uUN7wfS/gSQmm045l1Vihgs8T5krSTC8pN6ouHzDHIxupx7X1o/cInBp6+nQmCP3Ir0vz8Sjk1UbaOzkxFFGSYyOcX2giCdHpdOsSGwZhiUhbTpG4mebO9tr2QEttPezWAbfc4zKx4FdjzFiwVvEnCz6yr8eVJ5lgGs4kxt43thKAgzQ5Fx2b4y8yvAe7SV/x4NjEGyIsCcUaCySACAD+uPDuVu83YLs5XH9KkXRWXJGctx+uxoYvX9g/4iXWXbvwjMliXLBklePKk4SKT32dWAi6fQBASDZ5k4lRRhBIZW4sOi9zb9++DClBFThYpxM4JWMCkUhbTpGQTDfDy/zpPUCnBcAtxxLjMJqtKqqiwoaBfLzhclWtfMCW7aXjIpmRsVG6qQcASQdMcCiZfKnLJHxeNzGr+73Mmj2sXCMBvq+utRxrueO76hNIQIC0jquozmps7kKdsBasmnsvWRaP7qpYYrENdVwkMxQd1X2GDoQGTvgyPjYyq2sXhv4+5CWBoq6ZXsw1Ei/saKmvvkY97LkAoR+gdMOFu76GNrj0C6s1IzlvWZT1llHGm22q46LRSHza08TxEpAATyi/xeMjz+dGsGQOyACqW+YljiA1DBxy7SPFr9M08q+sgHoYx5EKqgwLtj/IBFuW+r1xu33p8W5LHZeKqzhMAVIAYQ4A2s0NJozCQIkZqJMAiusI5zlKqJyubXgsOpvvQsdVmebgEhJDBGzUfmo7irtdRelF1ovRvGDvjrIKiqoqWyyDbdmGOi4gYoHvIGR5wHKiKCpNwpuRt9NDsx4OU0Kik8itrT1UVJpdzaW1Z1tqr6kEWjF6x75h7oR/AsshVsUSo4RDleV4edmtNleJyWNb6rgiEhyKTsypQAqzCA4uPPcKQOlBspMlgASILfOSbml4oP7mwM36+lN+CRHiinKbBZV7cSe4qq3aePdBeMfPrdzcWKyQqjSZbEsdF9TH56ITI1MMoiVmCve+ICkDSWiiCY6TAL320DDHSLjiHhjjZNYjAtJBEmjFxktfl1ZVlJe7Ssv32zN0XAWuuqoDOKBTdkxom+q4eklf4+voxNAbp+Z4OTRW95IN+zmG42gEISJ1Ite29mKGhnY8YVJ66tqpHgWRcroTjKWOBwus+8sPfFuXkXbEe1hRKTPfbk8dFwNiKnaOeHJk5vXbscn3xJZYJpJgz6n6+vqGm/33zyFOWrG+BCsgcHqr0G7rMmQRmZlgLFCpxMdiD3g76ricAIjq7GBiDAuCJhYGGWJrLLPHRaqKV9DoIIxwYZZLC1CL6grM4cjiPpMZSFIklusDbUcdl1snaQa+eT0yMjTzsttHbIllIlF6r9WWtrfX3u/lRCkM+HRyvgDDwCjMCfjCtaR1VBnWO25THVeEpUmNFHgGqipUnVkPDXOW43LeHaiv76DuQwYBIPEfdILNFe/49WMTvUfKzJbLvrcO/8ZvSx1XjBFZt05r3/maeF5FIrEllonE4wdhLxdsvwsZIIUllN6ZwZTLYzTmXSaSkhUh3bItdVyxiMopCgsA6wEkSbuJrbFML/Ht1kjQ0z5w22+Mjtjlhss8reY+k3brR+fezeIpi1S2pY5L8iIg+jlGUbwkTWY3Dslpj+tabW2p6+x5PwCEBEB6rWKq+r8hPi38aMOFW63KttLFWL0ddVzdEsnzMScwdqcKtSJIbI1lJlTQ3ZsN9XcvQyYm0BKbRmJMJaZUwda0THt1mspO1Vm2rY4rXywjoaKAEDzz5CRwkICBabVjxgPJlGnj4yC1L9UKbUcdV77YaiQDZy52UIFAh+J3OP0QrB9JpVmFq9yyfXVc+WKrkQT677qGfx6gTkFWQKIfrBvJs0ocTPYtdr22pY4rX2w1Euqb5msvZLK5PghoEqH1I0n3ssw2bBvquPLFViOprR9ubwx5O0wkIBskJbjtStPZhjqufLHVSIZTNTePDTCSAIC4biQWM5ykJni3qY4rXyxj3fur8w+u3D/TfwkJwK8ier1IDK8oS3nJdtVx5YutRsJopKfv/KtugiZjHARCNl5i35W6tWxPHVe+2GokvPdia2NtfYgHtENiswvvJg6zR7stdVz5YhmjdwcpN9beDBJIkhxOEa1/XFKTmlW0fLb1uHJsayvn3WQT29zQgwikkyxYNxIzx1VW0ZZ6up9lPa5c29pz75wzcv8KL/oB0IG0/obLBHHCZQT6barjyhfLnOiFvb0eXWC8EVZCyL9uJH83AgLuBn++9bhybGtXrXtRS2E7O4C8iJdAeP0Nl6mGKDtSFjcEj5ZtqOPKF8sI79ql/iv99a5LChJ4wK674SrBaUd8ULhC6udaj2styzWSi25SapVfuO4rHEZCsOtBkmmW7ajjyhfLKEXwa7BvXIYtj6CH4EldywJJ5eG9183Y/pnV48rCcoJEVM6fu3L//pXL35y/5wQs+r9IUr7QRe3YRVWUUrbFSqifUz2uLCwnSOCL9gDloo7VNw+o9yJObp1esqt8h+sA7gQbmuDPrR5XFpabhusnt6hCVbzQCyHiOHFdSCw7TlQYVQhKdiwWErRsRx1XvliGlzxmf7nZXH/ZqOTt0KRf/x+SxQdf4qquaCurvE7FU093O+q48sVWI+l8+LOrs73TdYnnSZIOj6/HS0rw0VXuogxbGmRsRx1XnljGRO9/mkv75EhgAALEs4BYDxLLqjG4ZXvquPLFViNxXXnU8eKk1vHogqIg3qmuK5aUmJMli1Zp+UvHtalIrrVUuHB1CLzvKCMCzpmNaChlNbt2/KXj2lQkfdfajap1pad2yz7By6F1IzFbq0NVi43WXzquTewEk2Eg8HA2qNDabYCkdSFJj/eoytS7v3Rcm4dEDT6sx4bbrlMQ+llHFpngssqdba64sdf49qzHlS+WgaSvATdcVWdL2x+p3tNIXreXlBlxpO3AYmTYjvW48sUyGi7ZQRfjrWDve3UNcH6QhUx7GcZfOq5NRQJEiACCzQNAbhL865dDYDuBC3JRew+UGFD+0nFtHpJY46kBHEpcd/sYP4cQvf7w7qJwoQKqvDr1dPNYx6WyQAJ7jrmM/doBQoDIM8tIznMNzbWlzQ2C7Nstqv71qx3LXMZuMpR5n+c6LjJMo9vHXIQTsMZ/mMgzW41k/Kc9TXywuLtHQeAeItavdqykjOaK2gb7KooCTYI9NZ1AYgHBgrz3klhrz98a7jRU1V677IlwgMxGE4wv22FfRSTQNEbiKgYOQLt1N5FnthpJK9MRwL1gV2fzFQ74sxeg7sj/fRWdMqsb4V1CSAJuKe+RuJXOh0j1t9f3cYLmFMUsEio7tsm+ikDwiAr2EnRP5BBLS0Se2WokktJ+SoootY+A3EQiyGW7Cmsb7KsIdO/jJ2qNS2GeiCKb/z0u+uqFbiEWCnpAiCYgWrdoaHnvvvzfVxGxzMDdV8dcvQN3OREReWcZOq4QJ4NG+ScIAKtCgs624cqDely+IMNrDpsM1rAgiJ3urDpGuVqeCKdVSCMA8OnEp9MJ8sAgoKFI2hxrIctaWrf1Oi4BMrxw20a61zBI0tyAUVxkmNOA4tVwhNfdbtpN0/iKzb3FBsgmgHSbvrlItlTH5bjnB4BrA+QaxtMyzbRQVHtQl8mwW176nE5dttzopt0Iija4aUi2XsclCY8lZo8NOtcwhuvmlGGKOgUBLapMDDnNRgsgp3HFt1tsECANFQ9/t8lItlLHhUJ+t4ruBMFaJnVLkYvtpTBCuP0MwwMDA+aBzbhseTwREUQXgnfUTUWytTousRg6FDQcpNcwgdRJWjpzQyNJye12kPgjXacliXbjV/xFb7GRuqc42Dcc2WwkW6jjUjVOhtLFu7bsrM2WPzZ8Z/h7ZZORbKWOi9GB7wLt7Ctew8jbkYjDt7t4d/Ge1tbW4tvmh47WS69aHcX5YA4dfsfsUXybhCQf9lXM1hqNTQt9pzs6GBLyPl+QWGUsIQGAJMCJiPOjzMwx/oRFUg4yypuHZGt1XNmbQtJ7IPEVFfhKgoxAM5mPnAUsCwhE4FeJzURCGF0GlP9ItkrHlb2FeQCVvlqKau5luHGSJ1YbC7AZVFKvmcgAwsea6cs8QrI1Oq7sTRNERb1BUZSrn/F6YlrmI9/DYhKIpnWSJnUyg5iTZSXAbgcv2RodV/ZGF/s9qJ2qqQnUQs7Ld2emKQFGQgAjXhiNV6YTYWpOIv+RbJWOK3sDGoL323+kXDfaz0WKeW/Gn3NiRBQRwEBYJ5EZxpEfcUAEfmINyxskW6Xjyt48ghw5x31P/Y+6c31RIgrDOOOLxZxp2uZMMnM2nTOXBEtcxW3UMGxgPogjmKSC7HZVkTRjgxUi2QiWZXP7UnShaFuKLkT/ZTO2XaALiLRODzpzPLxnhPnxnKMzD4y8itu8Fv/l2tJ9IoqJfIIoYkrJ3xF/+T4RSCKaShHmD/IRkvnkuKaXsZZVBHaMZLEkCBxb/OWUKymx3YmLvCC2N6P97q8uArLZJv+DS+aT45peYVbgwLsZDwokBZbRjEssGw5HeKMXEVgjvFYAwUZNFrTcUK1aZhGz2SybM7SsLnBcEzi6qJkdIcwBl4kLWgRuqVKEr1/BvFTQUyys8KyQyL7IGOEVajQN6T/4Efwtx+UHJJzAQpKK9P7OpgIr4tb1PtZzL59t3UZN41G7bS2VihktoY/b42ZEWL2+BZFFo3D1ati0B880o5e/f32QWuumDVw1b8ZPFqqDpwVJ6wlbW3zk2bNVluiLYuSgkfggxzWjS6DH804DpZf6V01UQaeMkplOI6Q9XZIrFTNmqccsuSHL69lnaSQvD7E7IlytNRBqjFe2y3J5uGpWZGRWEOoMHNQ6PXikIiQvqSjtPFHc4rUDRuKHHNesLslkqWkOdhpWpB3rbaPqPbR9Y4jATr8e3K6xVi02bJzpmXXWaewIZUsT7pxMsDUn2m/cC5XtzCaKtuVLpKBaN6KdWvd9+V7JrD/tp28/3JYHhI/l2ING4oMc16wuKbxrmnb2rm0KN1Uko5K9lE92lsenHUHrqAnLjA9rUtg2WXRR5GoXizUkm49U+4bhqDuoT7jWlW1UiBVUW6OqHWPrDqdaCUN+rejoTMSI6uTgkPgmxzWrS/hjGdMu8HXzfdraeY3itiNmhxXBuW0ULBVstefC0odlvvZASzo2p1UL+ZjZyZfqZrfSTSzKV9aXE+/iNYu/WraNseNQ1croaFMC1D6hFHTjQJH4I8c1o0tyzZW7Tt1opx98QLdK9jLeRtfGzrJ+szx46LhIHNZykiXLqdbL21fSdjFjGHy2ZmW20g+gfFvaRGMxvX6DdexV9ma5Py5vg9rRDXQGWHQ9mQg/hP/ggspxn7kkE+HNVgUtRXUVpWVkKN7y3Mr2VdRqmVnLLA7Noj409UEdyQ0rrMUWRcmb4ZYMbXMJNTrCizpabt/0lncTodODqvmAN9B6CFrrazq7WDo4JL7JcU0rRcslDC5UaSWThoI1MSn2HPtaNwkpptsFDEyo35fcHfT7OUbC38dVjdWd8hVuDQiGRKh7KweYCXWj3sWufhdotP3wJHnazysM45O/itPkuOaM5ERC1LlqS2a5+yShidz9S86DyziCJQohhlCgoZBLBFMAyvz0rN71simrO5d5t0fCTUIpZoDepQyVGOwNkFKEgJIivkEyrxzX9BJZHRuhu0jWIgZ7UuPjJNUdCITDEmAGPH8wGCS3RSn8RITJb94bZAzITjpxDoNX7AIBCSilBCsKKCIB/7hkXjmu6eVyiKcEFwmnKCE9LlACIhBCPSCAscvEFTMxCOCfkGS1pBZai72DfU3QeXwoJkDdvVcuub1+QTKvHNf04rEY6xcFJAuZvqaHFBdGPE5dMAzgyZllsFvlQpm03M2+BBFLNAa5r13U44HBBemx/DYKU4+hT5DMK8c1vUBMJDtWD8kvrY6mg7d6xDgABYDARB4PRmJgssU/kAh8KhouhCfO2C/2prn9Yfvd4Bskc8txTS9I8VoxXW6hcjqj8dQ7sfv32/G3l+SZAGOKf15MFqVcjjabHz1LTIopnUxtkxFfZy4C1D9I5pbjml7hnKBdHqYrlfRoNZkAzyAi+QrEE/YWba/BuGTwT3GIbCSc5/etwGDiFQIl3wMr+0cgPkLyz3Ncn0ZXV7LARGZOqjOgaXnPJUTjxMTfa2Mhdt5StEujT2/ebPgwx/VpVCSpYkbgZxQxioai31xG2zrwmd6fCwVBMASBn7e0FTJ6/mpvw4c5rr17JBKFUPLYjCodI24YtVczx8dORL3m3+SDkOolsjra3Xuz4cMc16fHh0eHD4/c92zaP8CpC98++l2j0cbnwBs/5rgeB48Gg+f29o7OquDG7tHAud3dc0d33dZfdOjI+eC5o/PWp+e7nzcWXvkxxxVccJEsBN4GZtShYGAjsBd4sxd46za8x6b/Xm8XnqunD71dCMxZe6/2Agvnghs+zHEFzgXPLgRnP0ULQfd9dGEC+QtzV6/qNhhDQfQoIMKnpRSPmWJiguEjk43B2Nw1lBSavEeHO2XoA3TI0rG0a9+ykpqOoZgS18eO/f0ow9XJkeJw4HYPCSEjbC2y5h/0f8Gfv33//h236wJ9XKSE79/1K/4R1xvhdrvacQPp7YoH4K4WqZHwn/Hz5xUm7CX6uGbHVg4ibxUKAhOjsStIiQCGr7ItKOzKILK7ay8mvmQrSRWx7zf4kGNuU4+aiAX6uOZG+7GWov7YgZWgDEqeW07wiWqnUQMTBz+eIFtMIIDYa3/EkLIiCKOG1XMYfATHU7FAH9fcyHmQosvb6D3wVColJSZ2dbgk/MZwvhIRK0cgk/pSE5IIBlxVHpJCbwYX03SVLNDHNTcGaqUgDAw7ugbktLgGcK9cNgv9RGUijgUmD0uaIqIjdQ4aOEmhELDrJfQ1FQv0cc0NhVNCGuWKNZcan/noJxydISmdRvgwzkTsUjr1pIiUK7NTpp02Uc2Q2Ilrg1qliVigj2tuwCmJZgxi7WQkaKhAORhRNImq7DyQotPk+bdtW4rSFXJ53YHx8tY3tFVi5rtYmKZigT6u2eGUMIM911DpL2fy5I9/SlGzH8+7F1s57xUhpqZTpuqlPPtE+8FeAk1VZmIqLYqSvvbMl7L9kmgiFujjmh3sKgGTRh2SWqRibItDfUSuN5JfCzlIpn5TyAcepZIKHlpZYF3iWEuxTbuDyE7kkMvKBnvsCpGNDT8kpYlYoI9rfhglSnSvNLJqx8NlkBOvas1FHsu62l83L1yt6Cz7UfJ4ZgZpVXVlvb1uVnyUYRQYSRm63ZT7+kTV++Esq8F2aCoW6OOaH64SYgIl0iQjePNyKphe5ZwrAMXpq2V7f6h2lWx78TYiUqHKCatqL2docbJl7aqsaZNv6cN7skLHMpLKyDQRC/RxzY7oJSBoPPRJT1TndQGc5TVXDUjWavkvZT32/f6TQOPxxbKu+sEpcdJcJdZdmpuJhlY7rV6UDxeG9DQVC/RxzQ4dpPiqUMDGJMd0kdMgW13VbCpR3u3avs66+QA9lqPEd+TGCFjxuci0WTVHGdrDBfp+BdrWZVmfTFUdy9jp4UJTsUAf19xQDNHewdFN4p+DEG0LqY+Ud7axLqQosvYbOcj5ctBO4exVFrkZEO0dWImMJ5Fc7kTel9hlZelJpWeaiAX6uOYG1Nt7VK5I9jC+2gzcczxy+HhsodCv+8sAG1iowt/Xj1fbpr5Vm5ejUtsPjP2ewQzA30k8mZIF+rjmxhC9pGsVxPffTTpSJQY0RWo12cXlBGfJ9mOD4smygRPkb76zEJT9ecbsSBNNxAJ9XHMjb/dStHl7T2boxl5MAJwFf9mE7AxC7ukmgxMQe85IsGlrsenc+EF2Tsf8Pi6TzwyUeI7uuSH+y4/zUtctLRX+F8zh43pz5CcDTBwfcfiFwA9AWxEptsSLBcBHy+QzfVy2OIdKKGk0h07ZB/QA2tUiG/x3O8QjRJ18ro/r/gx5pCdD79+OiEMp9BgnkbUFLhQKQJ/u4wqV8JMRjVnJdRKN+mEcXTeVhfJCAVbtrHA90cf17vf1uJ4BRzvut0fwrZfst6Xi6Oe7Z/u4gqoZYPz/atcKVtyGgegcpg0MAV/E4GNONjLGEHKyKYSWOuTSmg20/Y8c8hX56ErjtEqyddduMR6DXyJHetGuJT2PpGjmksqt8C0fkG4w8IhxXBj40YFwzKy/lf5Bf+OJ4XHjuMZHuPOe6Ef/duCDCeNcpBwYxzUlmLnY0QYAewqCT33kmQgyNI5rKrBLa3L40rMZ6FOIdOLZGMnAOK7JgIB4jDcUF5vr0LFFDLpqx9/iuLRtZRDArK8UH5N173agyCHmMoN92JtxXLoWd0EJNX0DuPbuWxBGSQ8C/jeOS8OORZ72mmKX5T7t4AchGOcxbw0641LxjDlJeraj+sBwp8g+x+lb3wPD4rg0QCRx+PNUxHeUbX53UIpGii1RWZff7lHTpPwvcVwqjD5IIr6CQ1pDlDMA5mnluKP0KM3hhigVnUSS8qP0Nz8ApsQiEroaEThg5SpWlRJdBsVxTd7keytBExPFK6LiwA0RrSCnEzXvCqKdgSYBW+woLr0mjI1jiwi/FxSvwRKRT6Z019M7aGKizGVXCCrQP45LgXkHSRzMpoIsi+r4AhXAD4KUtnm1KkrIDFoDNivrYg0Ca4/vXT7bwmVXp3SbytabMir2YE91Rdv6QrUCTQbEcak4IrqXBBOLMv24dM6ICHJydGHAsfJOAL2xEFlXRFjZaOe0iz/lu1YSzDx7wsYAUwrokgr0jeNSsYW8kwTBNCIH2CSibZRTu0ZkrSSNYfd2H1K1laQpyUtyTgkQ3bfeaPDzSb6kHFxCmA7D47hUbCIfrMRYGXy2pqIcErEShG1x2X9Lbobik1i43UIVJ5ht+TvVtTeH0xZgXURl8QWaxMvBoMNK+sdxqXANPa4lVqzEW4IligllQjqsqCgMBkmk1X79z2r44Zd3Zy9E+ZnIRI4+lb6uyLHLQQW64rjUHaf4+x8o/oO1OqrKf/E1gCzqz8hzlh3ywV9LJ8A1P7hMOf02svdPRWWnjoCALFZy7HZusksp2SKL4Anh/DF0RMTg6R+1VxgYxzUduJ24XjlKZVxDoU73Jf/xrxHbKjps/v+PHc3EnUD3uqK3Ej7gE/9w+H7s4zgJvUdl0gw4nE9wek1eXtxaUpv1vZHg69APn7hzJXwwFX2xFQNcWAZxcu97HW+INkX9PIiI945cKXRu+fXsVoY7epVtt2Sc11+J6ByW5OeTYGwJ7pqiMZgHq+ve2+EQyjxYgqMPwX6ykFfLdkczHyvpe+B6Bw119y2oNDofcCa6CNlVf7b8sxJ915IwL9ztieVzfL7Fxt6+76o/Vz7I1H/HBcDh32Fw0d0wOt+Wvuc3rqv+bHlkUWeAJCZJXgDQJC/IaIwB8NcjtHkYnzfAYIxcO+rPmkcAvlGmd5h2OLRAebnsb8FxbD540KRKV/358jcvNf51LVmgB4sk6rBIog6LJOqwSKIOiyTqsEiiDosk6rBIog6LJOqwSKIOiyTqsEiiDq0kCzQBFixYsGB++AkiIhHOthLIXwAAAABJRU5ErkJggg==)

The CSS box model contains the different properties in CSS. These are listed below.

* **Border**
* **Margin**
* **Padding**
* **Content**

Now, we are going to determine the properties one by one in detail.

**Border Field**

It is a region between the padding-box and the margin. Its proportions are determined by the width and height of the boundary.

**Margin Field**

This segment consists of the area between the boundary and the edge of the border.

The proportion of the margin region is equal to the margin-box width and height. It is better to separate the product from its neighbor nodes.

**Padding Field**

This field requires the padding of the component. In essence, this area is the space around the subject area and inside the border-box. The height and the width of the padding box decide its proportions.

**Content Field**

Material such as text, photographs, or other digital media is included in this area.

It is constrained by the information edge, and its proportions are dictated by the width and height of the content enclosure.

## Elements of the width and height

Typically, when you assign the width and height of an attribute using the CSS width and height assets, it means you just positioned the height and width of the subject areas of that component. The additional height and width of the unit box is based on a range of influences.

The specific area that an element box may occupy on a web page is measured as follows-

|  |  |
| --- | --- |
| **Size of the box** | **Properties of CSS** |
| Height | height + padding-top + padding-bottom + border-top + border-bottom + margin-top + margin-bottom |
| Width | width + padding-left + padding-right + border-left + border-right + margin-left + margin-right |

### **Example**

Here, to explain the CSS box model, we have an instance.

<!DOCTYPE html>

<head>

<title>CSS Box Model</title>

<style>

.main

{

font-size:30px;

font-weight:bold;

Text-align:center;

}

.gfg

{

margin-left:50px;

border:50px solid Purple;

width:300px;

height:200px;

text-align:center;

padding:50px;

}

.gfg1

{

font-size:40px;

font-weight:bold;

color:black;

margin-top:60px;

background-color:purple;

}

.gfg2

{

font-size:20px;

font-weight:bold;

background-color:white;

}

</style>

</head>

<body>

<div class = "main">CSS Box-Model Property</div>

<div class = "gfg">

<div class = "gfg1">IHubTalent</div>

<div class = "gfg2">A best portal for learn Technologies</div>

</div>

</body>

</html>